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IBM extensions in text are shown this way.
 About this book
 This book presents the syntax of COBOL for OS/390 & VM, COBOL Set for AIX,and VisualAge COBOL (collectively referred to in this book as IBM COBOL). Toindicate platform-specific information, this book use the following methods:� Prefix the text with platform-specific indicators (for example, Under AIX and
 Windows...)� Add parenthetical qualifications (for example, (Workstation only))� Prefix the text with icons. This book uses the following icons:
 Informs you of information specific to COBOL for OS/390 & VM.
 Informs you of information specific to COBOL Set for AIX andVisualAge COBOL for Windows.
 Informs you of information specific to COBOL Set for AIX.
 Notes:
 1. This book documents extensions for object-oriented COBOL. Object-orientedCOBOL is not supported under VM.
 | 2. This book documents support for 31-digit decimal data, which is available| when the ARITH(EXTEND) compiler option is in effect. The ARITH compiler| option, and the 31-digit support, are currently only available in COBOL for| OS/390 & VM.
 Use this book in conjunction with the IBM COBOL Programming Guide for yourplatform.
 Compatibility with previous IBM COBOL products (OS/390 and VMonly)
 This book does not describe language supported under the CMPR2 compileroption. The CMPR2 compiler option is intended only as an aid in moving fromthe VS COBOL II Release 2 language to the NOCMPR2 language that is describedby this book. For a description of the language supported under CMPR2, see VSCOBOL II Release 2 Application Programming: Language Reference, GC26-4047.
 IBM extensions
 IBM extensions generally add to language element rules or restrictions. In thehardcopy, published book, IBM extensions appear in blue ink. For example:
 IBM extensions are not indicated in the appendixes, glossary, or index.
 Obsolete language elements
 vi Copyright IBM Corp. 1991, 2000
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Obsolete language elements are COBOL 85 Standard language elements that willbe deleted from the next revision of the Standard. (This does not imply that theseelements will be eliminated from a future release of an IBM COBOL compiler.)
 The language elements that will be deleted from the next revision of the COBOL85 Standard are:� ALTER statement� AUTHOR paragraph� Comment entry� DATA RECORDS clause� DATE-COMPILED paragraph� DATE-WRITTEN paragraph� DEBUG-ITEM special register� Debugging sections� ENTER statement� GO TO without a specified procedure name� INSTALLATION paragraph� LABEL RECORDS clause� MEMORY SIZE clause� MULTIPLE FILE TAPE clause� RERUN clause� REVERSED phrase� SECURITY paragraph� SEGMENT-LIMIT� SEGMENTATION� STOP literal format of the STOP statement� USE FOR DEBUGGING declarative� VALUE OF clause� The figurative constant ALL literal, when associated with a numeric or
 numeric-edited item and with a length greater than one
 How to read the syntax diagrams
 Throughout this book, syntax is described using the structure defined below.� Read the syntax diagrams from left to right, from top to bottom, following the
 path of the line.
 The ��─── symbol indicates the beginning of a syntax diagram.
 The ───� symbol indicates that the syntax diagram is continued on the nextline.
 The �─── symbol indicates that the syntax diagram is continued from theprevious line.
 The ───�� symbol indicates the end of a syntax diagram.
 Diagrams of syntactical units other than complete statements start with the�─── symbol and end with the ───� symbol.
 � Required items appear on the horizontal line (the main path).
 Format ��──STATEMENT──required item───────────────────────────────────────────��
 � Optional items appear below the main path.
 About this book vii
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Format ��──STATEMENT─ ──┬ ┬─────────────── ──────────────────────────────────────�� └ ┘─optional item─
 � When you can choose from two or more items, they appear vertically, in astack.
 If you must choose one of the items, one item of the stack appears on the mainpath.
 Format ��──STATEMENT─ ──┬ ┬─required choice 1─ ──────────────────────────────────��
 └ ┘─required choice 2─
 If choosing one of the items is optional, the entire stack appears below themain path.
 Format ��──STATEMENT─ ──┬ ┬─────────────────── ──────────────────────────────────��
 ├ ┤─optional choice 1─└ ┘─optional choice 2─
 � An arrow returning to the left above the main line indicates an item that canbe repeated.
 Format ┌ ┐───────────────────��──STATEMENT─ ───/ ┴─repeatable item─ ────────────────────────────────────��
 A repeat arrow above a stack indicates that you can make more than onechoice from the stacked items, or repeat a single choice.
 � Variables appear in all lowercase letters (for example, parmx). They representuser-supplied names or values.
 � If punctuation marks, parentheses, arithmetic operators, or such symbols areshown, they must be entered as part of the syntax.
 The following example shows how the syntax is used.
 viii COBOL Language Reference
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arithmetic-expression-1
 The blue text indicates that arithmetic-expression-1 is an IBM extension. This operand isoptional.
 Format ┌ ┐──────────────────── ┌ ┐─────────────────────────────────��──STATEMENT───(1) ──┬ ┬─identifier-1───(2) ───/ ┴──┬ ┬────────────── ──(4)───/ ┴ ─TO──identifier-3─ ──┬ ┬───────── ────�
 └ ┘─literal-1────── └ ┘─┤ item 1 ├───(3) └ ┘─ROUNDED─
 �─ ──(5)──┬ ┬──────────────────────────────────────────── ──┬ ┬───────────────── ─────────────────────────�� └ ┘ ──┬ ┬──── ─SIZE ERROR──imperative-statement-1─ └ ┘─END-STATEMENT───(6)
 └ ┘─ON─
 item 1├─ ──┬ ┬─identifier-2────────────── ──────────────────────────────────────────────────────────────────┤ ├ ┤─literal-2───────────────── └ ┘─ ───(7)
 Notes:1 The STATEMENT key word must be specified and coded as shown.2 This operand is required. Either identifier-1 or literal-1 must be coded.3 The item 1 fragment is optional; it can be coded or not, as required by the application. If item 1
 is coded, it can be repeated with each entry separated by one or more COBOL separators. Entryselections allowed for this fragment are described at the bottom of the diagram.
 4 The operand identifier-3 and associated TO key word are required and can be repeated with oneor more COBOL separators separating each entry. Each entry can be assigned the key wordROUNDED.
 5 The ON SIZE ERROR phrase with associated imperative-statement-1 are optional. If the ONSIZE ERROR phrase is coded, the key word ON is optional.
 6 The END-STATEMENT key word can be coded to end the statement. It is not a requireddelimiter.
 7
 DBCS notation
 Double-Byte Character Strings (DBCS) in literals, comments, anduser-defined words are delimited by shift-out and shift-in characters. In thismanual, the shift-out delimiter is represented pictorially by the < character, and theshift-in character is represented pictorially by the > character. The EBCDIC codesfor the shift-out and shift-in delimiters are X'0E' and X'0F', respectively.
 The <> symbol denotes contiguous shift-out and shift-in characters. The >< symboldenotes contiguous shift-in and shift-out characters.
 Double-byte characters are represented in this form: D1D2D3. EBCDIC charactersin double-byte form are represented in this form:.A.B.C. The dots separating theletters represent the hexadecimal value X'42'.
 Under AIX and Windows, you do not delimit DBCS character stringsby shift-in or shift-out characters.
 About this book ix
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� Enhanced support for decimal data, raising the maximum number of decimaldigits from 18 to 31 and providing an extended-precision mode for arithmeticcalculations (“PICTURE clause” on page 160)
 � Support for COMP-5 data type extended to OS/390 and VM (“USAGE clause”on page 187)
 � Support for line-sequential files extended to OS/390 (“File organization” onpage 104)
 � Support for format 5 of the SET statement (SET pointer TO ADDRESS OFidentifier-7) extended to the Working-Storage Section and the Local-StorageSection (“Format 5: SET for USAGE IS POINTER data items” on page 364)
 � The limit on the block size for a QSAM file is raised from 32767 to2,147,483,647 (2GB - 1) bytes (Appendix A, “Compiler limits” on page 494)
 � Enhancements to the millennium language extensions:— Additional date patterns for the DATE FORMAT clause, including
 “year-last” dates.— DATE FORMAT for binary numeric items.— Relaxation of the USING/RETURNING parameter rules for windowed
 date fields.— Special semantics for “trigger” and “limit” date values. For
 more information, see “Semantics of windowed date fields” on page 149.� New sub-option TRIG/NOTRIG of the DATEPROC compiler option, to enable
 or disable trigger and limit processing.
 Summary of changes
 Major changes to the COBOL for OS/390 & VM, COBOL Set for AIX, andVisualAge COBOL languages are listed below, according to the edition in whichthey first appeared. Changes to the language since the previous edition of thisbook are marked by a vertical bar in the left margin.
 Fifth edition (September 2000)
 � Use of an environment variable in the SELECT ... ASSIGN clause (to specifyfile attributes for dynamic allocation at run-time) extended to OS/390(“ASSIGN clause” on page 97)
 Fourth edition (November 1998)
 Copyright IBM Corp. 1991, 2000 xi
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� Extensions to support the Euro currency sign in numeric-edited data items.These extensions introduce a PICTURE SYMBOL phrase to the CURRENCYSIGN clause in the SPECIAL-NAMES paragraph of the Environment Division.The PICTURE SYMBOL phrase allows a PICTURE clause currency symbol torepresent a currency sign value that is different from the currency symbol, andnot restricted to a single character. For example, the currency symbol '$'could be used to represent a code point for the Euro currency sign, or thecharacters 'EUR'. The extensions also allow multiple currency symbols andcurrency sign values to be defined. For details, see “CURRENCY SIGNclause” on page 90.
 � Update to the millennium language extensions to allow signed numeric datefields.
 � The millennium language extensions, enabling compiler-assisted dateprocessing for dates containing 2-digit and 4-digit years.
 For information on the millennium language extensions, see “MillenniumLanguage Extensions and date fields” on page 52.
 � New language elements in support of the millennium language extensions:— DATE FORMAT clause in data description entries— Intrinsic functions:
 – DATEVAL– UNDATE– YEARWINDOW
 � New compiler options in support of the millennium language extensions:— DATEPROC/NODATEPROC— YEARWINDOW
 � New compiler option, ANALYZE, to check the syntax of imbedded SQL andCICS statements.
 � New date intrinsic functions to cover the recommendation in the Working Draftfor Proposed Revision of ISO 1989:1985 Programming Language COBOL:— DATE-TO-YYYYMMDD— DAY-TO-YYYYDDD— YEAR-TO-YYYY
 � Extension of the ACCEPT statement to cover the recommendation in theWorking Draft for Proposed Revision of ISO 1989:1985 Programming LanguageCOBOL:— ACCEPT FROM DATE YYYYMMDD— ACCEPT FROM DAY YYYYDDD
 Third edition (August 1998, softcopy only)
 Second edition (April 1998)
 xii COBOL Language Reference
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Millennium Language Extensions anddate fieldsMillennium Language Extensions syntaxTerms and concepts
 Part 1. COBOL language structure
 Characters . . . . . . . . . . . . . . . . . . . . . 2Character-strings . . . . . . . . . . . . . . . . . . . . 3Figurative constants . . . . . . . . . . . . . . . . . . 7Special registers . . . . . . . . . . . . . . . . . . . . . 9Literals . . . . . . . . . . . . . . . . . . . . . . . . 17Separators . . . . . . . . . . . . . . . . . . . . . . . 24
 Sections and paragraphs . . . . . . . . . 26Statements and clauses . . . . . . . . . . . . . . . . 26
 Reference format . . . . . . . . . . . . . . . 28Sequence number area . . . . . . . . . . . . . . . . 28Indicator area . . . . . . . . . . . . . . . . . . . . . 28Area A . . . . . . . . . . . . . . . . . . . . . . . . 29Area B . . . . . . . . . . . . . . . . . . . . . . . . . 30Area A or Area B . . . . . . . . . . . . . . . . . . . 32
 Scope of names . . . . . . . . . . . . . . . . 35Types of names . . . . . . . . . . . . . . . . . . . . 35External and internal resources . . . . . . . . . . . 37Resolution of names . . . . . . . . . . . . . . . . . 38
 Referencing data names, copylibraries, and Procedure Divisionnames . . . . . . . . . . . . . . . . . . . . . . 39Uniqueness of reference . . . . . . . . . . . . . . . 39
 Transfer of control . . . . . . . . . . . . . . 50
 . . . . . . . . . . . . . . . . . . . 52. . . . . . 52
 . . . . . . . . . . . . . . . . . 53
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In some cases, the basic character set is extended with the national character set.The national character set support includes the Double-Byte Character Set (DBCS)and, additionally for AIX, the Extended Unix Code (EUC) code page.
 Double-byte characters, as the name implies, occupy two adjacent bytes torepresent 1 character. A character string containing DBCS characters is called aDBCS character-string.
 Under AIX, characters from the EUC code page can be from one to fourbytes long.
 DBCS and EUC characters are valid characters in certain COBOL character-strings.For details, see “COBOL words with multi-byte characters” on page 4 and “DBCSliterals” on page 21.
 Characters
 Characters
 The most basic and indivisible unit of the COBOL language is the character. TheIBM COBOL character set includes the letters of the alphabet, digits, and specialcharacters. The complete set of characters that form the IBM COBOL character setis shown in Table 1 on page 3.
 The basic IBM COBOL language is restricted to the character set shown in Table 1on page 3, but the content of nonnumeric literals, comment lines, comment entries,and data can include any of the characters from the character set of the computer.
 Individual characters are joined to form character-strings, separators, and textwords.
 A character-string is a character or a sequence of contiguous characters that formsa COBOL word, a literal, a PICTURE character-string, or a comment-entry. Acharacter-string is delimited by separators.
 A separator is a string of one or two contiguous characters used to delimitcharacter strings. Separators are described in detail under “Separators” onpage 24.
 A text word is a character or a sequence of contiguous characters betweencharacter positions 8 and 72 inclusive on a line in a COBOL library, sourceprogram, or in pseudo-text. For more information on pseudo-text, see“Pseudo-text” on page 33.
 2 Copyright IBM Corp. 1991, 2000
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' Apostrophe
 DBCS DBCS/EUC
 Character-strings
 Table 1. Characters—meanings
 Character Meaning
 ␣+–*/=$,;."()><:
 A–Za–z0–9
 SpacePlus signMinus sign or HyphenAsteriskSlant, Solidus, Stroke, or SlashEqual signCurrency signCommaSemicolonDecimal point or PeriodQuotation markLeft parenthesisRight parenthesisGreater thanLess thanColon
 Alphabet (uppercase)Alphabet (lowercase)Numeric characters
 Character-strings
 You can use EBCDIC and/or character strings under OS/390 and VM orASCII and/or character-strings under AIX and Windows to form thefollowing:� COBOL words� Literals� PICTURE character-strings (EBCDIC or ASCII character-strings only)� Comment text
 COBOL words with single-byte characters
 A COBOL word is a character-string of not more than 30 characters that forms auser-defined word, a system-name, or a reserved word. Except for arithmeticoperators and relation characters, each character of a COBOL word is selected fromthe following:� A through Z� a through z� 0 through 9� - (hyphen)
 The hyphen cannot appear as the first or last character in such words. Alluser-defined words (except for section-names, paragraph-names, segment-numbers,and level-numbers) must contain at least one alphabetic character. Segmentnumbers and level numbers need not be unique; a given specification of asegment-number or level-number can be identical to any other segment-number orlevel-number. Each lowercase letter is considered to be equivalent to itscorresponding uppercase letter, except in nonnumeric literals.
 Part 1. COBOL language structure 3
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COBOL words with multi-byte characters
 DBCS/EUC characters must conform to the normal COBOL rules for user-definedwords. The following are the rules for forming user-defined words frommulti-byte characters:
 Table 2. Rules for forming user-defined words from multi-byte characters
 Rule OS/390 and VM AIX and Windows
 Use ofshift-outshift-incharacters
 DBCS user-defined words begin with ashift-out character and end with a shift-incharacter.
 Not required
 Value range DBCS user-defined words can containcharacters whose values range from X'41' toX'FE' for both bytes.
 Valid value ranges for multi-byte charactersdepend on the specific code page being used.
 Containingcharacters
 DBCS user-defined words can contain onlydouble-byte characters, and must contain atleast one non-EBCDIC character.(Double-byte EBCDIC characters arerepresented by X'42' in the first byte.)Single-byte characters are not allowed in aDBCS word.
 DBCS user-defined words can contain bothdouble-byte EBCDIC and double-byte nonEBCDIC characters. The only double-byteEBCDIC characters allowed are: A - Z, a - z,0 - 9, and the hyphen (-). The hyphen cannotappear as the first or last character.
 A user-defined word can consist of bothsingle-byte or multiple-byte (includingdouble-byte) characters. If a character exists inboth single-byte and multiple-byte forms, itssingle-byte and multi-byte representations arenot equivalent.
 Continuationrules
 Words cannot be continued across lines. Words cannot be continued across lines.
 Uppercase /lowercaseletters
 Equivalent Not equivalent
 Maximumlength
 14 characters 15 characters for a DBCS code page
 Under AIX only:
 � 7 characters for EUC code pageIBM_eucTW
 � 10 characters for EUC code pages,IBM_eucJP, IBM_eucKR, and IBM_eucCN
 Multi-byte characters allowed?Yes
 Character-strings
 Within a source program the following rules apply for all COBOL words withsingle-byte characters:� A reserved word cannot be used as a user-defined word or as a system-name.� The same COBOL word, however, can be used as both a user-defined word
 and as a system-name. The classification of a specific occurrence of a COBOLword is determined by the context of the clause or phrase in which it occurs.
 User-defined words
 The following sets of user-defined words are supported:
 Alphabet-name
 4 COBOL Language Reference
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YesYesYesYesYesYesNo
 Method-name NoYes
 Object-oriented class-name NoYesYesNoYesYesYesNo
 or class definition, or method,
 Character-strings
 Class-name Condition-name Data-name File-name Index-name Level-numbers: 01–49, 66, 77, 88Library-name
 Mnemonic-name
 Paragraph-name Priority-numbers: 00–99Program-name Record-name Section-name Symbolic-character Text-name
 For level-numbers and priority numbers, each word must be a 1-digit or 2-digitinteger.
 Within a given source program but excluding any containedprogram each user-defined word (except level-numbers andpriority-numbers) can belong to only one of these sets. Each user-defined wordwithin a set must be unique, except as specified in “Referencing data names, copylibraries, and Procedure Division names” on page 39.
 The following types of user-defined words can be referenced by statements andentries in that program in which the user-defined word is declared:� Paragraph-name� Section-name
 The following types of user-defined words can be referenced by any COBOLprogram, provided that the compiling system supports the associated library orother system, and the entities referenced are known to that system:� Library-name� Text-name
 The following types of names, when they are declared within a ConfigurationSection, can be referenced by statements and entries either in that program whichcontains a Configuration Section or in any program contained within that program:� Alphabet-name� Class-name� Condition-name� Mnemonic-name� Symbolic-character
 The function of each user-defined word is described in the clause or statement inwhich it appears.
 Part 1. COBOL language structure 5
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� External class-name
 Under OS/390 and VM, the only DBCS character string system-nameallowed is computer-name.
 Under AIX and Windows, multi-byte characters are allowed forsystem-name.
 For information on selecting an alternate reserved word table, see the IBM COBOLProgramming Guide for your platform.
 � Special object identifiers
 Character-strings
 System-names
 A system-name is a character string that has a specific meaning to the system.There are three types of system-names:� Computer-name� Language-name� Implementor-name
 There are three types of implementor-names:� Environment-name
 � Assignment-name
 The meaning of each system-name is described with the format in which itappears.
 Function-names
 A function-name specifies the mechanism provided to determine the value of anintrinsic function. The same word, in a different context, can appear in a programas a user-defined word or a system-name. For a list of function-names and theirdefinitions, see Table 51 on page 409.
 Reserved words
 A reserved word is a character-string with a predefined meaning in a COBOLsource program. IBM COBOL reserved words are listed in Appendix D,“Reserved words” on page 506.
 There are six types of reserved words:� Keywords� Optional words� Figurative constants� Special character words
 � Special registers
 KeywordsKeywords are reserved words that are required within a given clause, entry, orstatement. Within each format, such words appear in uppercase on the mainpath.
 Optional wordsOptional words are reserved words that can be included in the format of aclause, entry, or statement in order to improve readability. They have noeffect on the execution of the program.
 6 COBOL Language Reference
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Special object identifiersCOBOL provides two special object identifiers, SELF and SUPER, used in amethod Procedure Division:
 SELFA special object identifier you can use in the Procedure Division of amethod. SELF refers to the object instance used to invoke thecurrently-executing method. You can specify SELF only in source programpositions that are explicitly listed in the syntax diagrams.
 SUPERA special object identifier you can use in the Procedure Division of amethod only as the object identifier in an INVOKE statement. When usedin this way, SUPER refers to the object instance used to invoke thecurrently-executing method. The resolution of the method to be invokedignores any methods declared in the class definition of thecurrently-executing method and methods defined in any class derivedfrom that class. Thus, the method invoked is inherited from an ancestorclass.
 Figurative constants
 Figurative constantsSee “Figurative constants” on page 7.
 Special character wordsThere are two types of special characters, which are only recognized as specialcharacters when represented in single-byte.
 � Arithmetic operators: + - / * **
 See “Arithmetic expressions” on page 209.� Relational operators: < > = <= >=
 See “Conditional expressions” on page 214.
 Special registersSee “Special registers” on page 9.
 Figurative constants
 Figurative constants are reserved words that name and refer to specific constantvalues. The reserved words for figurative constants and their meanings are:
 ZERO/ZEROS/ZEROESRepresents the numeric value zero (0), or one or more occurrences of thenonnumeric character zero (0), depending on context.
 When the context cannot be determined, a nonnumeric zero is used.
 SPACE/SPACESRepresents one or more blanks or spaces. SPACE is treated as a nonnumericliteral.
 HIGH-VALUE/HIGH-VALUESRepresents one or more occurrences of the character that has the highestordinal position in the collating sequence used. For the EBCDIC collatingsequence, the character is X'FF'; for other collating sequences, the actualcharacter used depends on the collating sequence indicated by the locale. Formore information on locale, see Appendix F, “Locale considerations
 Part 1. COBOL language structure 7
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if the QUOTE compiler option is in effector� The apostrophe character ('), if the APOST compiler option is in effect
 or anapostrophe
 INVOKE,
 Under AIX and Windows, you cannot specify the SYMBOLICCHARACTER clause if a DBCS or EUC code page is indicated by the localesetting. For more information on locale, see Appendix F, “Localeconsiderations (workstation only)” on page 515.
 NULL/NULLSRepresents a value used to indicate that data items defined with USAGE ISPOINTER, USAGE IS PROCEDURE-POINTER, USAGE IS OBJECTREFERENCE, or the ADDRESS OF special register do not contain a validaddress. NULL can be used only where explicitly allowed in the syntaxformat. NULL has the value of zero.
 Figurative constants
 (workstation only)” on page 515. HIGH-VALUE is treated as a nonnumericliteral.
 LOW-VALUE/LOW-VALUESRepresents one or more occurrences of the character that has the lowestordinal position in the collating sequence used. For the EBCDIC collatingsequence, the character is X'00'; for other collating sequences, the actualcharacter used depends on the collating sequence. LOW-VALUE is treated asa nonnumeric literal.
 QUOTE/QUOTESRepresents one or more occurrences of:
 � The quotation mark character ("),
 QUOTE or QUOTES cannot be used in place of a quotation mark to enclose a nonnumeric literal.
 ALL literalRepresents one or more occurrences of the string of characters composing theliteral. The literal must be either a nonnumeric literal or a figurative constantother than the ALL literal. When a figurative constant, other than the ALLliteral is used, the word ALL is redundant and is used for readability only.The figurative constant ALL literal must not be used with the CALL,INSPECT, STOP, or STRING statements.
 symbolic-characterRepresents one or more of the characters specified as a value of thesymbolic-character in the SYMBOLIC CHARACTERS clause of theSPECIAL-NAMES paragraph.
 The singular and plural forms of ZERO, SPACE, HIGH-VALUE, LOW-VALUE,and QUOTE can be used interchangeably. For example, if data-name-1 is a5-character data item, each of the following statements will fill data-name-1 withfive spaces:
 MOVE SPACE TO DATA-NAME-1 MOVE SPACES TO DATA-NAME-1
 MOVE ALL SPACES TO DATA-NAME-1
 You can use a figurative constant wherever “literal” appears in a syntax diagram,except where explicitly prohibited. When a numeric literal appears in a syntaxdiagram, only the figurative constant ZERO (ZEROS, ZEROES) can be used.Figurative constants are not allowed as function arguments except in an arithmeticexpression, where they are arguments to a function.
 8 COBOL Language Reference
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INVOKE,
 or INVOKE of a method,
 � Programs that possess the RECURSIVE attribute� Programs compiled with the THREAD option (Workstation only)
 ormethod� ADDRESS OF (for each record in the Linkage Section)� RETURN-CODE� SORT-CONTROL� SORT-CORE-SIZE� SORT-FILE-SIZE� SORT-MESSAGE� SORT-MODE-SIZE� SORT-RETURN� TALLY
 or INVOKE
 ADDRESS OF
 The ADDRESS OF special register exists for each record (01 or 77) in the LinkageSection, except for those records that redefine each other. In such cases, theADDRESS OF special register is similarly redefined.
 Special registers
 The length of a figurative constant depends on the context of the program. Thefollowing rules apply:� When a figurative constant is specified in a VALUE clause or associated with a
 data item (for example, when it is moved to or compared with another item),the length of the figurative constant character-string is equal to 1 or thenumber of character positions in the associated data item, whichever is greater.
 � When a figurative constant, other than the ALL literal, is not associated withanother data item (for example, in a CALL, STOP, STRING, orUNSTRING statement), the length of the character-string is 1 character.
 Special registers
 Special registers are reserved words that name storage areas generated by thecompiler. Their primary use is to store information produced through specificCOBOL features. Each such storage area has a fixed name, and must not bedefined within the program.
 Unless otherwise explicitly restricted, a special register can be used wherever adata-name or identifier having the same definition as the implicit definition of thespecial register, (which is specified later in this section).
 If qualification is allowed, special registers can be qualified as necessary to provideuniqueness. (For more information, see “Qualification” on page 39.)
 For the first CALL to a program the compiler initializesthe special register fields to their initial values.
 In the following cases:� For subsequent CALLs to a CANCELed program� Programs that possess the INITIAL attribute
 The following special registers are reset to their initial value on each program entry:
 In all other cases, the special registers will not be reset; they will be unchangedfrom the value contained on the previous CALL .
 You can specify an alphanumeric special register in a function wherever analphanumeric argument to a function is allowed, unless specifically prohibited.
 Part 1. COBOL language structure 9
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The ADDRESS OF special register is implicitly defined USAGE IS POINTER.
 You can specify the ADDRESS OF special register as an argument to the LENGTHfunction. If the ADDRESS OF special register is used as the argument to theLENGTH function, the result will always be 4, independent of the argumentspecified for ADDRESS OF.
 A function-identifier is not allowed as the operand of the ADDRESS OF specialregister.
 Special registers
 DEBUG-ITEM
 The DEBUG-ITEM special register provides information for a debuggingdeclarative procedure about the conditions causing debugging section execution.
 DEBUG-ITEM has the following implicit description:
 ?1 DEBUG-ITEM.?2 DEBUG-LINE PICTURE IS X(6).?2 FILLER PICTURE IS X VALUE SPACE.?2 DEBUG-NAME PICTURE IS X(3?).?2 FILLER PICTURE IS X VALUE SPACE.?2 DEBUG-SUB-1 PICTURE IS S9999 SIGN IS LEADING SEPARATE CHARACTER.?2 FILLER PICTURE IS X VALUE SPACE.?2 DEBUG-SUB-2 PICTURE IS S9999 SIGN IS LEADING SEPARATE CHARACTER.?2 FILLER PICTURE IS X VALUE SPACE.?2 DEBUG-SUB-3 PICTURE IS S9999 SIGN IS LEADING SEPARATE CHARACTER.?2 FILLER PICTURE IS X VALUE SPACE.?2 DEBUG-CONTENTS PICTURE IS X(n).
 Before each debugging section is executed, DEBUG-ITEM is filled with spaces.The contents of the DEBUG-ITEM subfields are updated according to the rules forthe MOVE statement, with one exception: DEBUG-CONTENTS is updated as ifthe move were an alphanumeric-to-alphanumeric elementary move withoutconversion of data from one form of internal representation to another.
 After updating, each field contains:
 DEBUG-LINEThe source-statement sequence number (or the compiler-generated sequencenumber, depending on the compiler option chosen) that caused execution ofthe debugging section.
 DEBUG-NAMEThe first 30 characters of the name that caused execution of the debuggingsection. Any qualifiers are separated by the word “OF.”
 DEBUG-SUB-1, DEBUG-SUB-2, DEBUG-SUB-3If the DEBUG-NAME is subscripted or indexed, the occurrence number of eachlevel is entered in the respective DEBUG-SUB-n. If the item is not subscriptedor indexed, these fields remain as spaces. You must not reference theDEBUG-ITEM special register if your program uses more than three levels ofsubscripting or indexing.
 DEBUG-CONTENTSData is moved into DEBUG-CONTENTS, as shown in Table 3 on page 11.
 10 COBOL Language Reference
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LENGTH OF
 The LENGTH OF special register contains the number of bytes used by anidentifier.
 LENGTH OF creates an implicit special register whose content is equal to thecurrent byte length of the data item referenced by the identifier.
 Note: For DBCS data items, each character occupies 2 bytes of storage.
 LENGTH OF can be used in the Procedure Division anywhere a numeric data itemhaving the same definition as the implied definition of the LENGTH OF specialregister can be used. The LENGTH OF special register has the implicit definition:
 USAGE IS BINARY PICTURE 9(9)
 If the data item referenced by the identifier contains the GLOBAL clause, theLENGTH OF special register is a global data item.
 The LENGTH OF special register can appear within either the starting characterposition or the length expressions of a reference modification specification.However, the LENGTH OF special register cannot be applied to any operand thatis reference-modified.
 The LENGTH OF operand cannot be a function, but the LENGTH OF specialregister is allowed in a function where an integer argument is allowed.
 Special registers
 Table 3. DEBUG-ITEM subfield contents
 Cause ofdebugging sectionexecution
 Statement referred toin DEBUG-LINE
 Contents ofDEBUG-NAME
 Contents ofDEBUG-CONTENTS
 procedure-name-1ALTER reference
 ALTER statement procedure-name-1 procedure-name-nin TO PROCEEDTO phrase
 GO TOprocedure-name-n
 GO TO statement procedure-name-n spaces
 procedure-name-nin SORT/MERGEinput/outputprocedure
 SORT/MERGEstatement
 procedure-name-n “SORT INPUT”“SORT OUTPUT”“MERGE OUTPUT”(as applicable)
 PERFORMstatement transferof control
 This PERFORMstatement
 procedure-name-n “PERFORM LOOP”
 procedure-name-nin a USE procedure
 Statement causingUSE procedureexecution
 procedure-name-n “USEPROCEDURE”
 Implicit transferfrom previoussequentialprocedure
 Previous statementexecuted in previoussequential procedure*
 procedure-name-n “FALL THROUGH”
 First execution offirst nondeclarativeprocedure
 Line number of firstnondeclarativeprocedure-name
 firstnondeclarativeprocedure
 “STARTPROGRAM”
 Note:
 * If this procedure is preceded by a section header, and control is passed through thesection header, the statement number refers to the section header.
 Part 1. COBOL language structure 11
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If the LENGTH OF special register is used as the argument to the LENGTHfunction, the result is always 4, independent of the argument specified forLENGTH OF.
 LENGTH OF can not be either of the following:� A receiving data item� A subscript
 When the LENGTH OF special register is used as a parameter in a CALLstatement, the parameter must be a BY CONTENT parameter.
 When a table element is specified, the LENGTH OF special register contains thelength, in bytes, of one occurrence. When referring to a table element, it need notbe subscripted.
 A value is returned for any identifier whose length can be determined, even if thearea referenced by the identifier is currently not available to the program.
 A separate LENGTH OF special register exists for each identifier referenced withthe LENGTH OF phrase, for example:
 MOVE LENGTH OF A TO BDISPLAY LENGTH OF A, AADD LENGTH OF A TO BCALL "PROGX" USING BY REFERENCE A BY CONTENT LENGTH OF A
 Note: The number of bytes occupied by a COBOL item is also accessible throughthe intrinsic function LENGTH (see “LENGTH” on page 430). LENGTH supportsnonnumeric literals in addition to data names.
 Special registers
 LINAGE-COUNTER
 A separate LINAGE-COUNTER special register is generated for each FD entrycontaining a LINAGE clause. When more than one is generated, you must qualifyeach reference to a LINAGE-COUNTER with its related file-name.
 The implicit description of the LINAGE-COUNTER special register is one of thefollowing:� If the LINAGE clause specifies a data-name, LINAGE-COUNTER has the same
 PICTURE and USAGE as that data-name.� If the LINAGE clause specifies an integer, LINAGE-COUNTER is a binary item
 with the same number of digits as that integer.
 For more information, see “LINAGE clause” on page 140.
 The value in LINAGE-COUNTER at any given time is the line number at whichthe device is positioned within the current page. LINAGE-COUNTER can bereferred to in Procedure Division statements; it must not be modified by them.
 LINAGE-COUNTER is initialized to 1 when an OPEN statement for its associatedfile is executed.
 LINAGE-COUNTER is automatically modified by any WRITE statement for thisfile. (See “WRITE statement” on page 393.)
 If the file description entry for a sequential file contains the LINAGE clause andthe EXTERNAL clause, the LINAGE-COUNTER data item is an external data item.If the file description entry for a sequential file contains the LINAGE clause andthe GLOBAL clause, the LINAGE-COUNTER data item is a global data item.
 12 COBOL Language Reference
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RETURN-CODE
 The RETURN-CODE special register can be used to pass a return code to thecalling program or operating system when the current COBOL program ends.When a COBOL program ends:� If control returns to the operating system, the value of the RETURN-CODE
 special register is passed to the operating system as a user return code. Thesupported user return code values are determined by the operating system,and might not include the full range of RETURN-CODE special register values.
 For information on user return code values under AIX, see the IBMCOBOL Set for AIX Programming Guide.
 � If control returns to a calling program, the value of the RETURN-CODE specialregister is passed to the calling program. If the calling program is a COBOLprogram, the RETURN-CODE special register in the calling program is set tothe value of the RETURN-CODE special register in the called program.
 The RETURN-CODE special register has the implicit definition:
 ?1 RETURN-CODE GLOBAL PICTURE S9(4) USAGE BINARY VALUE ZERO
 The following are examples of how to set the RETURN-CODE special register:
 COMPUTE RETURN-CODE = 8
 or
 MOVE 8 to RETURN-CODE.
 When used in nested programs, this special register is implicitly defined in theoutermost program.
 Note: The RETURN-CODE special register does not return a value from aninvoked method or from a program that uses CALL...RETURNING. For moreinformation, see “INVOKE statement” on page 307 or “CALL statement” onpage 260.
 You can specify the RETURN-CODE special register in a function wherever aninteger argument is allowed.
 The RETURN-CODE special register will not contain return code information:� On the host, from a service call for a Language Environment callable service.
 For more information, see the IBM COBOL for OS/390 & VM ProgrammingGuide and Language Environment Programming Guide.
 � On the workstation, from a date/time callable service. For more information,see the IBM COBOL Programming Guide for your platform.
 SHIFT-OUT and SHIFT-IN
 The SHIFT-OUT and SHIFT-IN special registers are supported;however, the code pages for AIX and Windows do not recognize them asdelimiters for double-byte characters.
 The SHIFT-OUT and SHIFT-IN special registers are implicitly defined asalphanumeric data items of the format:
 ?1 SHIFT-OUT GLOBAL PICTURE X(1) USAGE DISPLAY VALUE X"?E"?1 SHIFT-IN GLOBAL PICTURE X(1) USAGE DISPLAY VALUE X"?F"
 Special registers
 You can specify the LINAGE-COUNTER special register wherever an integerargument to a function is allowed.
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These special registers represent shift-out and shift-in control characters withoutthe use of unprintable characters.
 You can specify the SHIFT-OUT and SHIFT-IN special registers in a functionwherever an alphanumeric argument is allowed.
 These special registers cannot be receiving items. SHIFT-OUT and SHIFT-INcannot be used in place of the keyboard control characters when defining DBCSuser-defined words and when specifying DBCS literals.
 Following is an example of how SHIFT-OUT and SHIFT-IN might be used:
 DATA DIVISION.WORKING-STORAGE.
 ?1 DBCSGRP. ?5 SO PIC X.
 ?5 DBCSITEM PIC G(3) USAGE DISPLAY-1 ?5 SI PIC X.
 ...
 PROCEDURE DIVISION.
 MOVE SHIFT-OUT TO SOMOVE G"<D1D2D3>" TO DBCSITEMMOVE SHIFT-IN TO SI
 DISPLAY DBCSGRP
 When used in nested programs, this special register is implicitly defined in theoutermost program.
 SORT-CONTROL
 The SORT-CONTROL special register is the name of an alphanumeric data item.
 Under AIX and Windows, it is implicitly defined as:
 ?1 SORT-CONTROL GLOBAL PICTURE X(16?) VALUE "file name".
 Where "file name" is the file name used by SMARTSort as the source for additionalsort/merge options.
 Under OS/390 and VM it is implicitly defined as:
 ?1 SORT-CONTROL GLOBAL PICTURE X(8) USAGE DISPLAY VALUE "IGZSRTCD"
 This register contains the ddname of the data set that holds the control statementsused to improve the performance of a sorting or merging operation.
 Under OS/390, you can provide a DD statement for the data set identified by theSORT-CONTROL special register, and COBOL for OS/390 & VM will attempt toopen the data set at execution time. Any error will be diagnosed with aninformational message.
 You can specify the SORT-CONTROL special register in a function wherever analphanumeric argument is allowed.
 The SORT-CONTROL special register is not necessary for a successful sorting ormerging operation.
 Note that the sort control file takes precedence over the SORT special registers.
 When used in nested programs, this special register is implicitly defined in theoutermost program.
 Special registers
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SORT-CORE-SIZE
 The SORT-CORE-SIZE special register is the name of a binary data item that youcan use to specify the number of bytes of storage available to the sort utility. Ithas the implicit definition:
 ?1 SORT-CORE-SIZE GLOBAL PICTURE S9(8) USAGE BINARY VALUE ZERO
 Under AIX and Windows, the amount of storage indicated in theSORT-CORE-SIZE special register does not include memory areas required byCOBOL library functions not related to the SORT or MERGE function. It also doesnot include fixed amount of memory areas (modules, control blocks, fixed sizework areas) required for the sort and merge implementation.
 Under OS/390 and CMS, SORT-CORE-SIZE can be used in place of theMAINSIZE or RESINV control statements in the sort control file.
 The 'MAINSIZE=' option control statement key word is equivalent toSORT-CORE-SIZE with a positive value.The 'RESINV=' option control statement key word is equivalent toSORT-CORE-SIZE with a negative value.The 'MAINSIZE=MAX' option control statement key word is equivalent toSORT-CORE-SIZE with a value of +999999 or +99999999.
 You can specify the SORT-CORE-SIZE special register in a function wherever aninteger argument is allowed.
 When used in nested programs, this special register is implicitly defined in theoutermost program.
 SORT-FILE-SIZE
 The SORT-FILE-SIZE special register is the name of a binary data item that youcan use to specify the estimated number of records in the sort input file,file-name-1. It has the implicit definition:
 ?1 SORT-FILE-SIZE GLOBAL PICTURE S9(8) USAGE BINARY VALUE ZERO
 Under AIX and Windows, references to the SORT-FILE-SIZE specialregister are resolved by the compiler; however, the value in the special register hasno impact for the execution of a SORT or MERGE statement.
 Under OS/390 and CMS, SORT-FILE-SIZE is equivalent to the'FILSZ=Ennn' control statement in the sort control file.
 You can specify the SORT-FILE-SIZE special register in a function wherever aninteger argument is allowed.
 When used in nested programs, this special register is implicitly defined in theoutermost program.
 SORT-MESSAGE
 The SORT-MESSAGE special register is the name of an alphanumeric data itemthat is available to both sort and merge programs.
 Under AIX and Windows, references to the SORT-MESSAGE specialregister are resolved by the compiler; however, the value in the special register hasno impact for the execution of a SORT or MERGE statement.
 Special registers
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Under OS/390 and CMS, it has the implicit definition:
 ?1 SORT-MESSAGE GLOBAL PICTURE X(8) USAGE DISPLAY VALUE "SYSOUT"
 You can use the SORT-MESSAGE special register to specify the ddname of a dataset that the sort utility should use in place of the SYSOUT data set.
 The ddname specified in SORT-MESSAGE is equivalent to the name specified onthe 'MSGDDN=' control statement in the sort control file.
 You can specify the SORT-MESSAGE special register in a function wherever analphanumeric argument is allowed.
 When used in nested programs, this special register is implicitly defined in theoutermost program.
 SORT-MODE-SIZE
 The SORT-MODE-SIZE special register is the name of a binary data item that youcan use to specify the length of variable-length records that occur most frequently.It has the implicit definition:
 ?1 SORT-MODE-SIZE GLOBAL PICTURE S9(5) USAGE BINARY VALUE ZERO
 Under AIX and Windows, references to the SORT-MODE-SIZE specialregister are resolved by the compiler; however, the value in the special register hasno impact for the execution of a SORT or MERGE statement.
 SORT-MODE-SIZE is equivalent to the 'SMS=' control statement in thesort control file.
 You can specify the SORT-MODE-SIZE special register in a function wherever aninteger argument is allowed.
 When used in nested programs, this special register is implicitly defined in theoutermost program.
 SORT-RETURN
 The SORT-RETURN special register is the name of a binary data item and isavailable to both sort and merge programs.
 The SORT-RETURN special register has the implicit definition:
 ?1 SORT-RETURN GLOBAL PICTURE S9(4) USAGE BINARY VALUE ZERO
 It contains a return code of 0 (successful) or 16 (unsuccessful) at the completion ofa sort/merge operation. If the sort/merge is unsuccessful and there is noreference to this special register anywhere in the program, a message is displayedon the terminal.
 You can set the SORT-RETURN special register to 16 in an error declarative orinput/output procedure to terminate a sort/merge operation before all records areprocessed. The operation is terminated on the next input or output function forthe SORT or MERGE operation.
 You can specify the SORT-RETURN special register in a function wherever aninteger argument is allowed.
 When used in nested programs, this special register is implicitly defined in theoutermost program.
 Special registers
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TALLY
 The TALLY special register is the name of a binary data item with the followingdefinition:
 ?1 TALLY GLOBAL PICTURE 9(5) USAGE BINARY VALUE ZERO
 You can refer to or modify the contents of TALLY.
 You can specify the TALLY special register in a function wherever an integerargument is allowed.
 When used in nested programs, this special register is implicitly defined in theoutermost program.
 WHEN-COMPILED
 The WHEN-COMPILED special register contains the date at the start of thecompilation. WHEN-COMPILED is an alphanumeric data item with the implicitdefinition:
 ?1 WHEN-COMPILED GLOBAL PICTURE X(16) USAGE DISPLAY
 The WHEN-COMPILED special register has the format:
 MM/DD/YYhh.mm.ss (MONTH/DAY/YEARhour.minute.second)
 For example, if compilation began at 2:04 PM on 27 April 1995,WHEN-COMPILED would contain the value 04/27/9514.04.00.
 WHEN-COMPILED can only be used as the sending field in a MOVE statement.
 WHEN-COMPILED special register data cannot be reference-modified.
 When used in nested programs, this special register is implicitly defined in theoutermost program.
 Note: The compilation date and time is also accessible via the date/time intrinsicfunction WHEN-COMPILED (See “WHEN-COMPILED” on page 459). Thatfunction supports 4-digit year values, and provides additional information.
 DBCS,
 Literals
 Literals
 A literal is a character-string whose value is specified either by the characters ofwhich it is composed, or by the use of a figurative constant. (See “Figurativeconstants” on page 7.) The literal types are nonnumeric, and numeric.
 Nonnumeric literals
 A nonnumeric literal is a character string enclosed in quotation marks ("), and cancontain any allowable character from the character set of the computer. Themaximum length of a nonnumeric literal is 160 characters.
 The enclosing quotation marks are excluded from the literal when the program iscompiled. An embedded quotation mark must be represented by a pair ofquotation marks (""). For example,
 "THIS ISN""T WRONG"
 Part 1. COBOL language structure 17
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As an IBM extension, you can use apostrophes as the literal delimiters instead ofquotes (independent of the APOST/QUOTE compiler option). An embeddedapostrophe must be represented by a pair of apostrophes (''). For example,
 'THIS ISN''T WRONG'
 'THIS IS RIGHT'
 Table 4 lists when nonnumeric literals with double-byte or multiple-bytecharacters cannot be used.
 Under AIX and Windows, you can include multi-byte as well assingle-byte DBCS or EUC characters as alphanumeric literals (such as to initializedisplay fields). However, COBOL semantics applied to literals that contain bothmulti-byte and single-byte characters are not sensitive to the length (in bytes) ofthe individual characters.
 The rule of formation for mixed literals are as follows:� A nonnumeric literal (whether it contains any multi-byte characters or not) is
 delimited by either an opening and closing " or an opening and closing '. The" or ' must be represented as a single-byte character.
 � Nonnumeric literals containing a multi-byte character cannot be continued.The maximum length of a nonnumeric literal with multi-byte characters islimited only by the available positions in Area B on a single source line.
 Table 4. When multi-byte characters are not allowed in nonnumeric literals
 OS/390 and VM AIX and Windows
 As a literal in the following:
 ALPHABET clauseASSIGN clauseCALL statement program-idCANCEL statementCLASS clauseCURRENCY SIGN clauseEND METHOD headerEND PROGRAM headerENTRY statementMETHOD-ID paragraphPADDING CHARACTER clausePROGRAM-ID paragraphRERUN clauseSTOP statement
 As a literal in the following:
 ALPHABET clauseASSIGN clauseCLASS clauseCURRENCY SIGN clauseEND METHOD headerMETHOD-ID paragraphPADDING CHARACTER clauseRERUN clauseSTOP statement
 BASIS statement (basis-name)
 COPY statement (text-name)
 COPY statement (library-name)
 Literals
 The delimiter character used as the opening delimiter for a literal must be used asthe closing delimiter for that literal. For example,
 "THIS IS RIGHT"'THIS IS WRONG"
 Any punctuation characters included within a nonnumeric literal are part of thevalue of the literal.
 Every nonnumeric literal is in the alphanumeric data category. (Data categoriesare described in “Classes and categories of data” on page 127.)
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Under OS/390 and VM, with the DBCS compiler option, the charactersX'0E' and X'0F' in a nonnumeric literal will be recognized as shift codes forDBCS characters. That is, the characters between paired shift codes will berecognized as DBCS characters. Unlike a nonnumeric literal compiled under theNODBCS option, additional syntax rules apply to DBCS characters in anonnumeric literal.
 These nonnumeric literals with double-byte characters have the following format:
 Nonnumeric literals with double-byte characters
 "EBCDIC–data<D1D2>EBCDIC–data"
 " The opening and closing delimiter (Alternatively, you can use apostrophes (')as delimiters.)
 < Represents the shift-out control character (X'0E')
 > Represents the shift-in control character (X'0F')
 Shift-out and shift-in control characters are part of the literal and must be pairedwith zero or an even number of intervening bytes.
 Nested shift codes are not allowed in the DBCS portion of the literal.
 The syntax rules for EBCDIC parts of the literal follow the rules for nonnumericliterals. The syntax rules for DBCS parts of the literal follow the rules for DBCSliterals. The move and comparison rules for nonnumeric literals with double-bytecharacters are the same as those for any nonnumeric literal.
 The length of a nonnumeric literal with double-byte characters is its byte length,including the shift control characters. The maximum length is limited by theavailable space on one line in Area B. A nonnumeric literal with double-bytecharacters cannot be continued.
 A nonnumeric literal with double-byte characters is of the alphanumeric category.
 Under COBOL for OS/390 & VM, COBOL statements process nonnumeric literalswith double-byte characters without sensitivity to the shift codes and charactercodes. The use of statements that operate on a byte-to-byte basis (for example,STRING and UNSTRING) can result in strings that are not valid mixtures ofEBCDIC and double-byte characters. You must be certain that the statements useDBCS characters. See IBM COBOL for OS/390 & VM Programming Guide for moreinformation on using nonnumeric literals and data items with double-bytecharacters in statements that operate on a byte-by-byte basis.
 Hexadecimal notation can be used for nonnumeric literals. This hexadecimalnotation has the following format:
 Hexadecimal notation format for nonnumeric literals
 X"hexadecimal–digits"
 X" The opening delimiter for hexadecimal notation of a nonnumeric literal.(Alternatively, you can use apostrophes (') as delimiters.)
 " The closing delimiter for the hexadecimal notation of a nonnumeric literal.(Alternatively, you can use apostrophes (') as delimiters.)
 Hexadecimal digits can be characters in the range '0' to '9', 'a' to 'f', and 'A'
 Literals
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to 'F', inclusive. Two hexadecimal digits represent a single character in theEBCDIC/ASCII character set. An even number of hexadecimal digits must bespecified. The maximum length of a hexadecimal literal is 320 hexadecimal digits.
 The continuation rules are the same as those for any nonnumeric literal. Theopening delimiter (X" or X') cannot be split across lines.
 The DBCS compiler option has no effect on the processing of hexadecimal notationof nonnumeric literals.
 The compiler will convert the hexadecimal literal into a normal nonnumeric literal.Hexadecimal notation for nonnumeric literals can be used anywhere nonnumericliterals can appear.
 The padding character for hexadecimal notation of nonnumeric literals is the blank(X'40' for OS/390 and VM) or (X'20' for AIX and Windows).
 Nonnumeric literals can be null-terminated, with the following format:
 Format for null-terminated nonnumeric literals
 Z"ddddd"
 Z" The opening delimiter for null-terminated notation of a nonnumeric literal.(Alternatively, you can use apostrophes (') as delimiters.)
 " The closing delimiter for a null-terminated notation of a nonnumeric literal.(Alternatively, you can use apostrophes (') as delimiters.)
 Null-terminated nonnumeric literals can be from 0 to 159 characters. You canspecify any character except X'00', which is the null string automaticallyappended to the end of the literal. The length of the literal includes theterminating null character.
 Null-terminated literals can be used anywhere a nonnumeric literal can bespecified and have the normal semantics of nonnumeric literals.
 Both characters of the opening delimiter for null-terminated literals (Z" or Z') mustbe on the same source line.
 The LENGTH intrinsic function, when applied to a null-terminated literal, returnsthe number of characters in the literal prior to but not including the terminatingnull. (The LENGTH special register does not support literal operands.)
 Null-terminated literals are not supported in “ALL literal” constructions.
 If the ARITH(EXTEND) compiler option is in effect, thenone through 31 digits are allowed.
 Literals
 Numeric literals
 A numeric literal is a character-string whose characters are selected from the digits0 through 9, a sign character (+ or -), and the decimal point. If the literal containsno decimal point, it is an integer. (In this manual, the word integer appearing in aformat represents a numeric literal of nonzero value that contains no sign and nodecimal point; any other restrictions are included with the description of theformat.) The following rules apply:
 | � If the ARITH(COMPAT) compiler option is in effect, then one through 18| digits are allowed.|
 � Only one sign character is allowed. If included, it must be the leftmostcharacter of the literal. If the literal is unsigned, it is a positive value.
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or floating-point
 Rules for floating-point literal values:
 � A floating-point literal is written in the form:
 ��─ ──┬ ┬─── ─mantissa E─ ──┬ ┬─── ─exponent──�� ├ ┤─+─ ├ ┤─+─ └ ┘─-─ └ ┘─-─
 � The sign is optional before the mantissa and the exponent; if you omit thesign, the compiler assumes a positive number.
 � The mantissa can contain between 1 and 16 digits. A decimal point must beincluded in the mantissa.
 � The exponent is represented by an E followed by an optional sign and 1 or 2digits.
 � Under OS/390 and VM, the magnitude of a floating-point literalvalue must fall between 0.54E-78 and 0.72E+76. For values outside of thisrange, an E-level diagnostic will be produced and the value will be replaced byeither 0 or 0.72E+76, respectively.
 � Under AIX and Windows, the magnitude of a floating-pointliteral value must fall between:— 32-bit representation—1.175(10-38) to 3.403(1038)— 64-bit representation—2.225(10-308) to 1.798(10308)
 Every numeric literal is in the numeric data category. (Data categories aredescribed under “Classes and categories of data” on page 127.)
 DBCS literals
 Table 5 lists the formats and rules for DBCS literals. You can use either quotes orapostrophes for the opening and closing delimiters.
 Table 5 (Page 1 of 2). Format and rules for forming DBCS literals
 Rules OS/390 and VM AIX and Windows
 Format G"<D1D2D3>"N"<D1D2D3>"
 G"D1D2D3"N"D1D2D3"
 Literals
 � Only one decimal point is allowed. If a decimal point is included, it is treatedas an assumed decimal point (that is, as not taking up a character position inthe literal). The decimal point can appear anywhere within the literal exceptas the rightmost character.
 The value of a numeric literal is the algebraic quantity expressed by the charactersin the literal. The size of a numeric literal in standard data format characters isequal to the number of digits specified by the user.
 Numeric literals can be fixed-point numbers.
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Table 5 (Page 2 of 2). Format and rules for forming DBCS literals
 Rules OS/390 and VM AIX and Windows
 G" N" Opening delimiters. They must be followedimmediately by a shift-out control character.
 For N-literals, when embeddedquotes/apostrophes are specified as part ofDBCS characters in a DBCS literal, a singleembedded DBCS quote/apostrophe isrepresented by 2 DBCS quotes/apostrophes.If a single embedded DBCSquote/apostrophe is found, an E-levelcompiler message will be issued and a secondembedded DBCS quote/apostrophe will beassumed.
 Opening delimiters.
 < Represents the shift-out control character(X'0E')
 N/A
 > Represents the shift-in control character(X'0F')
 N/A
 " The closing delimiter. They must appearimmediately after the shift-in controlcharacter.
 Single-byte quotation marks or apostrophescan appear as part of DBCS characters in aDBCS literal between the shift-out andshift-in control characters.
 The closing delimiter.
 Characterrange
 X'00' to X'FF' for both bytes, except forX'0F7F' (or X'0F7D' if using apostrophes asthe opening and closing delimiters).
 Any double-byte character in a DBCS codepage.
 Maximumlength
 28 characters N/A
 Continuationrules
 Cannot be continued across lines. Cannot be continued across lines.
 When DBCS literals are allowed
 DBCS literals are allowed in the following:� Data Division
 — In the VALUE clause of DBCS data description entries. If you specify aDBCS literal in a VALUE clause for a data item, the length of the literalmust not exceed the size indicated by the data item's PICTURE clause.Explicitly or implicitly defining a DBCS data item as USAGE DISPLAY-1specifies that the data item is to be stored in character form, one characterto each 2 bytes.
 — In the VALUE OF clause of file description entries.� Procedure Division
 — As the sending item when a DBCS or group item is the receiving item.— In a relation condition when the comparand is a DBCS or group item.— As the figurative constants SPACE/SPACES, ALL SPACE/SPACES, or
 ALL DBCS literal. These are the only figurative constants that can beDBCS literals. (The value of a DBCS space is X'4040'.)
 Literals
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When DBCS literals are not allowed
 DBCS literals are not allowed in the following:� Non-Procedure Division
 — ALPHABET clause— ASSIGN clause— CLASS clause— CURRENCY SIGN clause— END METHOD header— END PROGRAM header— METHOD-ID paragraph— PADDING CHARACTER clause— PROGRAM-ID paragraph— RERUN clause
 � Procedure Division— CALL statement (program-name)— CANCEL statement— ENTRY statement— INVOKE statement— SET procedure-pointer to ENTRY literal— STOP statement
 � As a file assignment name� As a function argument� As a basis-name in a BASIS statement� As a text-name or library-name in a COPY statement
 Character-strings that form comments can contain:� Under OS/390 and VM, DBCS characters or a combination of DBCS
 and EBCDIC characters.� Under AIX and Windows any character from the code page in
 effect.
 Multiple comment lines containing DBCS/EUC strings are allowed. Theembedding of DBCS/EUC characters in a comment line must be done on a
 Literals
 PICTURE character-strings
 A PICTURE character-string is composed of the currency symbol and certaincombinations of characters in the COBOL character set. PICTURE character-stringsare delimited only by the separator space, separator comma, separator semicolon,or separator period.
 A chart of PICTURE clause symbols appears in Table 11 on page 161.
 Comments
 A comment is a character-string that can contain any combination of charactersfrom the character set of the computer. It has no effect on the execution of theprogram. There are two forms of comments:
 Comment entry (Identification Division)This form is described under “Optional paragraphs” on page 76.
 Comment line (any division)This form is described under “Comment lines” on page 32.
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line-by-line basis. DBCS/EUC words cannot be continued to a following line. Nosyntax checking for valid DBCS/EUC strings is provided in comment lines.
 '␣ ApostropheX" Opening delimiter for a nonnumeric literalZ" Opening delimiter for a null-terminated nonnumeric literalN" Opening delimiter for a DBCS literalG" Opening delimiter for a DBCS literal
 Separators
 Separators
 A separator is a string of one or more contiguous characters as shown in Table 6.
 Table 6. Separator characters
 Separator Meaning
 ␣ Space,␣ Comma.␣ Period;␣ Semicolon( Left parenthesis) Right parenthesis: Colon"␣ Quotation marks
 == Pseudo-text delimiter
 Rules for separators
 In the following description, {} enclose each separator. Anywhere a space is usedas a separator, or as part of a separator, more than one space can be used.
 The IBM COBOL character set does not include a tab character (ASCIIcode 9). You cannot use the tab character as a separator in IBM COBOL.
 Space {␣}A space can immediately precede or follow any separator except:
 � The opening pseudo-text delimiter, where the preceding space is required.� Within quotation marks. Spaces between quotation marks are considered
 part of the nonnumeric literal; they are not considered separators.
 Period {.␣}, Comma {,␣}, Semicolon {;␣}A separator comma is composed of a comma followed by a space; a separatorperiod is composed of a period followed by a space; a separator semicolon iscomposed of a semicolon followed by a space.
 The separator period must be used only to indicate the end of a sentence, or asshown in formats. The separator comma and separator semicolon can be usedanywhere the separator space is used.
 � In the Identification Division, each paragraph must end with a separatorperiod.
 � In the Environment Division, the SOURCE-COMPUTER,OBJECT-COMPUTER, SPECIAL-NAMES, and I-O-CONTROL paragraphsmust each end with a separator period. In the FILE-CONTROL paragraph,each File-Control entry must end with a separator period.
 � In the Data Division, file (FD), sort/merge file (SD), and data descriptionentries must each end with a separator period.
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Apostrophes {'} ... {'}An opening apostrophe must be immediately preceded by a space or a leftparenthesis. A closing apostrophe must be immediately followed by aseparator (space, comma, semicolon, period, or right parenthesis).Apostrophes must appear as balanced pairs. They delimit nonnumeric literals,except when the literal is continued (see “Continuation lines” on page 31).
 Separators
 � In the Procedure Division, separator commas or separator semicolons canseparate statements within a sentence, and operands within a statement.Each sentence and each procedure must end with a separator period.
 Parentheses { ( } ... { ) }Except in pseudo-text, parentheses can appear only in balanced pairs of leftand right parentheses. They delimit subscripts, a list of function arguments,reference-modifiers, arithmetic expressions, or conditions.
 Colon { : }The colon is a separator and is required when shown in general formats.
 Quotation marks {"} . . . {"}An opening quotation mark must be immediately preceded by a space or a leftparenthesis. A closing quotation mark must be immediately followed by aseparator (space, comma, semicolon, period, right parenthesis, or pseudo-textdelimiter). Quotation marks must appear as balanced pairs. They delimitnonnumeric literals, except when the literal is continued (see “Continuationlines” on page 31).
 Pseudo-text delimiters {␣==} . . . {==␣}An opening pseudo-text delimiter must be immediately preceded by a space.A closing pseudo-text delimiter must be immediately followed by a separator(space, comma, semicolon, or period). Pseudo-text delimiters must appear asbalanced pairs. They delimit pseudo-text. (See “COPY statement” onpage 468.)
 Note: Any punctuation character included in a PICTURE character-string, acomment character-string, or a nonnumeric literal is not considered as apunctuation character, but rather as part of the character-string or literal.
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Statement and clauses
 Sections and paragraphs
 Sections and paragraphs define a program. They are subdivided into clauses andstatements. For more information on sections, paragraphs, and statements, see“Procedures” on page 208.
 Statements and clauses
 Unless the associated rules explicitly state otherwise, each required clause orstatement must be written in the sequence shown in its format. If optional clausesor statements are used, they must be written in the sequence shown in theirformats. These rules are true even for clauses and statements treated as comments.
 The grammatical hierarchy follows this form:� Identification Division
 Paragraphs Entries Clauses
 � Environment Division Sections Paragraphs Entries Clauses Phrases
 � Data Division Sections Entries Clauses Phrases
 � Procedure Division Sections Paragraphs Sentences Statements Phrases
 Entries
 An entry is a series of clauses ending with a separator period. Entries areconstructed in the Identification, Environment, and Data Divisions.
 Clauses
 A clause is an ordered set of consecutive COBOL character-strings that specifies anattribute of an entry. Clauses are constructed in the Identification, Environment,and Data Divisions.
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Statement and clauses
 Sentences
 A sentence is a sequence of one or more statements, ending with a separatorperiod. Sentences are constructed in the Procedure Division.
 Statements
 A statement is a valid combination of a COBOL verb and its operands. It specifiesan action to be taken by the object program. Statements are constructed in theProcedure Division. For descriptions of the different types of statements, see:� “Imperative statements” on page 235� “Conditional statements” on page 236� “Scope of names” on page 35� “Compiler-directing statements” on page 464
 Phrases
 Each clause or statement in the program can be subdivided into smaller unitscalled phrases.
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Indicator area
 Reference format
 COBOL programs must be written in the COBOL reference format. Figure 1shows the reference format for a COBOL source line.
 Figure 1. Reference format for COBOL source line
 The following areas are described below in terms of a 72-character line:
 Sequence number areaColumns 1 through 6
 Indicator areaColumn 7
 Area AColumns 8 through 11
 Area BColumns 12 through 72
 Sequence number area
 The sequence number area can be used to label a source statement line. Thecontent of this area can consist of any character in the character set of thecomputer.
 Indicator area
 Use the indicator area to specify:� The continuation of words or nonnumeric literals from the previous line onto
 the current line� The treatment of text as documentation� Debugging lines
 See “Continuation lines” on page 31, “Comment lines” on page 32, and“Debugging lines” on page 33.
 The indicator area can be used for source listing formatting. A slash (“/”) placedin the indicator column will cause the compiler to start a new page for the sourcelisting, and the corresponding source record to be treated as a comment. Theeffect may be dependent on the LINECOUNT compiler option. For information onthe LINECOUNT compiler option, see the IBM COBOL Programming Guide foryour platform.
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end class, and end method
 Area A
 Area A
 The following items must begin in Area A:� Division header� Section header� Paragraph header or paragraph name� Level indicator or level-number (01 and 77)� DECLARATIVES and END DECLARATIVES� End program, header
 Division header
 A division header is a combination of words, followed by a separator period, thatindicates the beginning of a division: IDENTIFICATION DIVISION. ENVIRONMENT DIVISION. DATA DIVISION. PROCEDURE DIVISION.
 A division header (except when a USING phrase is specified with a ProcedureDivision header) must be immediately followed by a separator period. Except forthe USING phrase, no text can appear on the same line.
 Section header
 In the Environment and Procedure Divisions, a section header indicates thebeginning of a series of paragraphs; for example: INPUT-OUTPUT SECTION.
 In the Data Division, a section header indicates the beginning of an entry; forexample: FILE SECTION. LINKAGE SECTION. WORKING-STORAGE SECTION.
 A section header must be immediately followed by a separator period.
 Paragraph header or paragraph name
 A paragraph header or paragraph name indicates the beginning of a paragraph.
 In the Environment Division, a paragraph consists of a paragraph header followedby one or more entries. For example: OBJECT-COMPUTER. computer-name
 In the Procedure Division, a paragraph consists of a paragraph-name followed byone or more sentences.
 Level indicator (FD and SD) or level-number (01 and 77)
 A level indicator can be either FD or SD. It must begin in Area A and be followedby a space. (See “File Section” on page 133.) A level-number that must begin in
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End Class, and End Method
 class definition, or methoddefinition.
 END CLASS CLASS-NAME.END METHOD METHOD-NAME.
 For classesClass-name must be identical to the class-name of the corresponding CLASS-IDparagraph.
 For methodsMethod-name must be identical to the method-name of the correspondingMETHOD-ID paragraph.
 Area B
 Area A is a 1- or 2-digit integer with a value of 01 or 77. It must be followed by aspace or separator period.
 DECLARATIVES and END DECLARATIVES
 DECLARATIVES and END DECLARATIVES are key words that begin and end thedeclaratives part of the source program.
 In the Procedure Division, each of the key words DECLARATIVES and ENDDECLARATIVES must begin in Area A and be followed immediately by aseparator period; no other text can appear on the same line. After the key wordsEND DECLARATIVES, no text can appear before the following section header.(See “Declaratives” on page 207.)
 End Program, headers
 The “end” headers are a combination of words, followed by a separator period,that indicate the end of a COBOL source program,
 For example:
 END PROGRAM PROGRAM-NAME.
 For programsProgram-name must be identical to the program-name of the correspondingPROGRAM-ID paragraph. Every COBOL program, except an outermostprogram that contains no nested programs and is not followed by anotherbatch program, must end with an END PROGRAM header.
 Area B
 The following items must begin in Area B:� Entries, sentences, statements, clauses� Continuation lines
 Entries, sentences, statements, clauses
 The first entry, sentence, statement, or clause begins on either the same line as theheader or paragraph-name it follows, or in Area B of the next nonblank line that isnot a comment line. Successive sentences or entries either begin in Area B of thesame line as the preceding sentence or entry or in Area B of the next nonblank linethat is not a comment line.
 Within an entry or sentence, successive lines in Area B can have the same format,or can be indented to clarify program logic. The output listing is indented only ifthe input statements are indented. Indentation does not affect the meaning of theprogram. The programmer can choose the amount of indentation, subject only to
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DBCS literals and user-defined words containing multi-byte characters cannot becontinued.
 Both characters making up the opening delimiter must be on the same line for the:� Hexadecimal notation of a nonnumeric literal (X" or X')� Hexadecimal notation of a null-terminated nonnumeric literal (Z" or Z')
 If the last character on the continued line of a nonnumeric literal is a singlequotation mark in Area B, the continuation line can start with a single quotationmark. This will result in two consecutive nonnumeric literals instead of onecontinued nonnumeric literal.
 Area B
 the restrictions on the width of Area B. See also “Sections and paragraphs” onpage 26.
 Continuation lines
 Any sentence, entry, clause, or phrase that requires more than one line can becontinued in Area B of the next line that is neither a comment line nor a blankline. The line being continued is a continued line; the succeeding lines arecontinuation lines. Area A of a continuation line must be blank.
 If there is no hyphen (-) in the indicator area (column 7) of a line, the last characterof the preceding line is assumed to be followed by a space.
 If there is a hyphen in the indicator area of a line, the first nonblank character ofthis continuation line immediately follows the last nonblank character of thecontinued line without an intervening space.
 If the continued line contains a nonnumeric literal without a closing quotationmark, all spaces at the end of the continued line (through column 72) areconsidered to be part of the literal. The continuation line must contain a hyphenin the indicator area, and the first nonblank character must be a quotation mark.The continuation of the literal begins with the character immediately following thequotation mark.
 | If a nonnumeric literal that is to be continued on the next line has as its last| character a quotation mark in column 72, the continuation line must start with two| consecutive quotation marks. This will result in a single quotation mark as part of
 the value of the nonnumeric literal.
 Both characters making up the pseudo-text delimiter separator “==” must be onthe same line.
 To continue a literal such that the continued lines and the continuation lines arepart of one literal:� Code a hyphen in the indicator area of each continuation line.� Do not terminate the continued lines with a single quotation mark followed by
 a space.� Code the literal value using all columns of the continued lines, up to and
 including column 72.� Code a quotation mark before the first character of the literal on each
 continuation line.� Terminate the last continuation line with a single quotation mark followed by
 a space.
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Area A or Area B
 Given the following examples, the number and size of literals created are asfollows:� Literal 000001 is interpreted as one literal that is 120 bytes long. Each character
 between the starting quotation mark and up to and including column 72 ofcontinued lines are counted as part of the literal.
 � Literal 000005 is interpreted as one literal that is 140 bytes long. The blanks atthe end of each continued line are counted as part of the literal because thecontinued lines do not end with a quotation mark.
 � Literal 000010 is interpreted as three separate literals, each having a length of50, 50, and 20, respectively. The quotation mark with the following spaceterminates the continued line. Only the characters within the quotation marksare counted as part of the literals. Literal 000010 is not valid as a VALUEclause literal for non-level 88 data items.
 Example
 |...+.V..1....+....2....+....3....+....4....+....5....+....6....+....7..?????1 "AAAAAAAAAABBBBBBBBBBCCCCCCCCCCDDDDDDDDDDEEEEEEEEEE - "GGGGGGGGGGHHHHHHHHHHIIIIIIIIIIJJJJJJJJJJKKKKKKKKKK - "LLLLLLLLLLMMMMMMMMMM"
 ?????5 "AAAAAAAAAABBBBBBBBBBCCCCCCCCCCDDDDDDDDDDEEEEEEEEEE - "GGGGGGGGGGHHHHHHHHHHIIIIIIIIIIJJJJJJJJJJKKKKKKKKKK - "LLLLLLLLLLMMMMMMMMMM"
 ????1? "AAAAAAAAAABBBBBBBBBBCCCCCCCCCCDDDDDDDDDDEEEEEEEEEE" - "GGGGGGGGGGHHHHHHHHHHIIIIIIIIIIJJJJJJJJJJKKKKKKKKKK" - "LLLLLLLLLLMMMMMMMMMM"
 Note: To code a continued literal where the length of each continued segment ofthe literal is less than the length of Area-B, adjust the starting column such that thelast character of the continued segment is in column 72.
 Area A or Area B
 The following items can begin in either Area A or Area B:� Level-numbers� Comment lines� Compiler-directing statements� Debugging lines� Pseudo-text
 Level-numbers
 A level-number that can begin in Area A or B is a 1- or 2-digit integer with a valueof 02 through 49; 66, or 88. A level-number that must begin in Area A is a 1- or2-digit integer with a value of 01 or 77. It must be followed by a space or aseparator period. For more information, see “Level-numbers” on page 146.
 Comment lines
 A comment line is any line with an asterisk (*) or slash (/) in the indicator area(column 7) of the line. The comment can be written anywhere in Area A and AreaB of that line, and can consist of any combination of characters from the character
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Comment lines are permitted to appear before the Identification Division, but theymust follow any control cards (for example, PROCESS or CBL).
 Note: Comments intermixed with control cards could nullify some of the controlcards and cause them to be diagnosed as errors.
 As an IBM extension BASIS, CBL (PROCESS), *CBL (*CONTROL), DELETE,EJECT, INSERT, SKIP1/2/3, and TITLE can also start in Area A or Area B.
 Compiler directives (workstation only)
 Compiler directives can start only in Area B. Currently, the only compilerdirective is CALLINTERFACE. For more information, see “Compiler directives”on page 489.
 Area A or Area B
 set of the computer. A comment line can be placed anywhere in the programfollowing the Identification Division header.
 Multiple comment lines are allowed. Each must begin with either an asterisk (*) ora slash (/) in the indicator area.
 An asterisk (*) comment line is printed on the next available line in the outputlisting. The effect may be dependent on the LINECOUNT compiler option. Forinformation on the LINECOUNT compiler option, see the IBM COBOLProgramming Guide for your platform. A slash (/) comment line is printed on thefirst line of the next page, and the current page of the output listing is ejected.
 The compiler treats a comment line as documentation, and does not check itsyntactically.
 Compiler-directing statements
 Most compiler-directing statements can start in either Area A or Area B, includingCOPY and REPLACE.
 Debugging lines
 A debugging line is any line with a 'D' (or 'd') in the indicator area of the line.Debugging lines can be written in the Environment Division (after theOBJECT-COMPUTER paragraph), the Data Division, and the Procedure Division.If a debugging line contains only spaces in Area A and Area B, it is considered ablank line.
 See “WITH DEBUGGING MODE” in “SOURCE-COMPUTER paragraph” onpage 80.
 Pseudo-text
 The character-strings and separators comprising pseudo-text can start in eitherArea A or Area B. If, however, there is a hyphen in the indicator area (column 7)of a line which follows the opening pseudo-text delimiter, Area A of the line mustbe blank, and the rules for continuation lines apply to the formation of text words.
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Area A or Area B
 Blank lines
 A blank line contains nothing but spaces from column 7 through column 72. Ablank line can appear anywhere in a program.
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For classes and methodsNames declared in a class definition are global to all the methods contained inthat class definition. All names declared in methods are implicitly local.
 Scope of names
 Scope of names
 A COBOL resource is any resource in a COBOL program that is referenced via auser-defined word. You can use names to identify COBOL resources. This sectiondescribes COBOL names and their scope. It explains the range of where the namescan be referenced and the range of their usability and accessibility.
 Types of names
 In addition to identifying a resource, a name can have global or local attributes.Some names are always global, some names are always local, and some names areeither local or global depending on specifications in the program in which thenames are declared.
 For programsA global name can be used to refer to the resource with which it is associatedboth:
 � From within the program in which the global name is declared� From within any other program that is contained in the program that
 declares the global name
 You use the GLOBAL clause in the data description entry to indicate that aname is global. For more information on using the GLOBAL clause, see“GLOBAL clause” on page 134.
 A local name can be used only to refer to the resource with which it isassociated from within the program in which the local name is declared.
 By default, if a data-name, a file-name, a record-name, or a condition-namedeclaration in a data description entry does not include the GLOBAL clause,the name is local.
 Note: Specific rules sometimes prohibit specifying the GLOBAL clause for certaindata description, file description, or record description entries.
 The following list indicates the names you can use and whether the name can belocal or global:
 data-nameData-name assigns a name to a data item.
 A data-name is global if the GLOBAL clause is specified either in the datadescription entry that declares the data-name, or in another entry to which thatdata description entry is subordinate.
 file-nameFile-name assigns a name to a file connector.
 A file-name is global if the GLOBAL clause is specified in the file descriptionentry for that file-name.
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method-nameMethod-name assigns a name to a method. A method-name is neither local norglobal.
 Scope of names
 record-nameRecord-name assigns a name to a record.
 A record-name is global if the GLOBAL clause is specified in the recorddescription that declares the record-name, or in the case of record descriptionentries in the File Section, if the GLOBAL clause is specified in the filedescription entry for the file name associated with the record description entry.
 condition-nameCondition-name associates a value with a conditional variable.
 A condition-name that is declared in a data description entry is global if thatentry is subordinate to another entry that specifies the GLOBAL clause.
 A condition-name that is declared within the Configuration Section is alwaysglobal.
 program-nameProgram-name assigns a name to a program, either external or internal (nested).For more information, see “Conventions for program-names” on page 60.
 A program-name is neither local nor global. For more information, see“Conventions for program-names” on page 60.
 section-nameSection-name assigns a name to a section in the Procedure Division.
 A section-name is always local.
 paragraph-nameParagraph-name assigns a name to a paragraph in the Procedure Division.
 A paragraph-name is always local.
 basis-nameBasis-names are treated consistently as defined for text-names without thelibrary-name qualification.
 library-nameLibrary-name specifies the COBOL library that the compiler uses for includingCOPY text. For details, see “COPY statement” on page 468.
 text-nameText-name specifies the name of COPY text to be included by the compiler intothe source program. For details, see “COPY statement” on page 468.
 alphabet-nameAlphabet-name assigns a name to a specific character set and/or collatingsequence in the SPECIAL-NAMES paragraph of the Environment Division.
 An alphabet-name is always global.
 class-nameClass-name assigns a name to the proposition in the SPECIAL-NAMESparagraph of the Environment Division for which a truth value can be defined.
 A class-name is always global.
 36 COBOL Language Reference

Page 49
                        

object-oriented class-nameObject-oriented class-name assigns a name to a class, subclass, or metaclass.An object-oriented class-name is always global.
 object-oriented class Working-StorageObject-oriented class Working-Storage data items are always global to themethods contained in the class definition. They are accessible from anycontained method.
 or method
 or method or
 method or methods
 or method
 or method
 External and internal resources
 mnemonic-nameMnemonic-name assigns a user-defined word to an implementer-name.
 A mnemonic-name is always global.
 symbolic-characterSymbolic-character specifies a user-defined figurative constant.
 A symbolic-name is always global.
 index-nameIndex-name assigns a name to an index associated with a specific table.
 If a data item possessing the GLOBAL attribute includes a table accessed withan index, that index also possesses the GLOBAL attribute. In addition, thescope of that index-name is identical to the scope of the data-name thatincludes the table.
 External and internal resources
 Accessible data items usually require that certain representations of data be stored.File connectors usually require that certain information concerning files be stored.The storage associated with a data item or a file connector can be external orinternal to the program in which the resource is declared.
 A data item or file connector is external if the storage associated with that resourceis associated with the run unit rather than with any particular programwithin the run unit. An external resource can be referenced by any program
 in the run unit that describes the resource. References to an externalresource from different programs using separate descriptions of theresource are always to the same resource. In a run unit, there is only onerepresentation of an external resource.
 A resource is internal if the storage associated with that resource is associated onlywith the program that describes the resource.
 External and internal resources can have either global or local names.
 A data record described in the Working-Storage Section is given the externalattribute by the presence of the EXTERNAL clause in its data description entry.Any data item described by a data description entry subordinate to an entrydescribing an external record also attains the external attribute. If a record or dataitem does not have the external attribute, it is part of the internal data of theprogram in which it is described.
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or methods
 or method
 or methods
 or method or method
 or method
 (note, these rules also apply to classes and contained methods)
 Resolution of names
 Two programs in a run unit can reference the same file connector inthe following circumstances:� An external file connector can be referenced from any program that
 describes that file connector.� If a program is contained within another program, both programs can refer to
 a global file connector by referring to an associated global file-name either inthe containing program, or in any program that directly or indirectly containsthe containing program.
 Two programs in a run unit can reference common data in thefollowing circumstances:� The data content of an external data record can be referenced from any
 program provided that program has described that datarecord.
 � If a program is contained within another program, both programs can refer todata possessing the global attribute either in the program or in any programthat directly or indirectly contains the containing program.
 The data records described as subordinate to a file description entry that does notcontain the EXTERNAL clause or a sort-merge file description entry, as well as anydata items described subordinate to the data description entries for such records,are always internal to the program describing the file-name. If theEXTERNAL clause is included in the file description entry, the data records andthe data items attain the external attribute.
 Resolution of names
 When a program, program B, is directly contained within another program,program A, both programs can define a condition-name, a data-name, a file-name,or a record-name using the same user-defined word. When such a duplicatedname is referenced in program B, the following steps determine the referencedresource :1. The referenced resource is identified from the set of all names which are
 defined in program B and all global names defined in program A and in anyprograms which directly or indirectly contain program A. Using this set ofnames, the normal rules for qualification and any other rules for uniqueness ofreference are applied until one or more resource is identified.
 2. If only one resource is identified, it is the referenced resource.3. If more than one resource is identified, no more than one of them can have a
 name local to program B. If zero or one of the resources has a name local toprogram B, the following applies:� If the name is declared in program B, the resource in program B is the
 referenced resource.� If the name is not declared in program B, the referenced resource is:
 — The resource in program A if the name is declared in program A.— The resource in the containing program if the name is declared in the
 program containing program A.
 This rule is applied to further containing programs until a valid resource isfound.
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Uniqueness of reference
 Referencing data names, copy libraries, and ProcedureDivision names
 References can be made to external and internal resources. References to data andprocedures can be either explicit or implicit. This section contains the rules forqualification and for explicit and implicit data references.
 Uniqueness of reference
 Every user-defined name in a COBOL program is assigned by the user to name aresource for solving a data processing problem. To use a resource, a statement ina COBOL program must contain a reference which uniquely identifies thatresource. To ensure uniqueness of reference, a user-defined name can be qualified,subscripted, or reference-modified.
 When the same name has been assigned in separate programs to two or moreoccurrences of a resource of a given type, and when qualification by itself does notallow the references in one of those programs to differentiate between theidentically named resources, then certain conventions that limit the scope of namesapply. The conventions ensure that the resource identified is that described in theprogram containing the reference. For more information on resolvingprogram-names, see “Resolution of names” on page 38.
 Unless otherwise specified by the rules for a statement, any subscripts andreference modification are evaluated only once as the first step in executing thatstatement.
 Qualification
 A name can be made unique if it exists within a hierarchy of names by specifyingone or more higher-level names in the hierarchy. The higher-level names arecalled qualifiers, and the process by which such names are made unique is calledqualification.
 Qualification is specified by placing one or more phrases after a user-specifiedname, with each phrase made up of the word IN or OF followed by a qualifier (INand OF are logically equivalent).
 In any hierarchy, the data name associated with the highest level must be unique ifit is referenced, and cannot be qualified.
 You must specify enough qualification to make the name unique; however, it isnot always necessary to specify all the levels of the hierarchy. For example, ifthere is more than one file whose records contain the field EMPLOYEE-NO, but onlyone of the files has a record named MASTER-RECORD:� EMPLOYEE-NO OF MASTER-RECORD sufficiently qualifies EMPLOYEE-NO� EMPLOYEE-NO OF MASTER-RECORD OF MASTER-FILE is valid but unnecessary
 Qualification rules
 The rules for qualifying a name are:� A name can be qualified even though it does not need qualification except in a
 REDEFINES clause, in which case it must not be qualified.
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When PICTURE clause symbol N is used, USAGE DISPLAY-1 is assumed (forDBCS items).
 These same rules apply to classes and their contained methods.
 asan IBM extension, text-name-1 need not be qualified each time it is referenced; aqualification of SYSLIB is assumed.
 Uniqueness of reference
 � Each qualifier must be of a higher level than the name it qualifies, and must bewithin the same hierarchy.
 � If there is more than one combination of qualifiers that ensures uniqueness,then any of these combinations can be used.
 Data attribute specification
 Explicit data attributes are those you specify in actual COBOL coding.
 Implicit data attributes are default values. If you do not explicitly code a dataattribute, the compiler assumes a default value.
 For example, you need not specify the USAGE of a data item. If it is omitted andthe symbol N is not specified in the PICTURE clause, the default is USAGEDISPLAY, which is the implicit data attribute.
 If, however, you specify USAGE DISPLAY in COBOL coding, itbecomes an explicit data attribute.
 Identical names
 When programs are directly or indirectly contained within other programs, eachprogram can use identical user-defined words to name resources. Withidentically-named resources, a program will reference the resource which thatprogram describes rather than the same-named resource described in anotherprogram, even when it is a different type of user-defined word.
 References to COPY libraries
 Format ��──text-name-1─ ──┬ ┬──────────────────────── ───────────────────────────────�� └ ┘ ──┬ ┬─IN─ ─library-name-1─ └ ┘─OF─
 If more than one COBOL library is available to the compiler during compilation,
 For rules on referencing COPY libraries, see “COPY statement” on page 468.
 References to Procedure Division names
 Format 1��──paragraph-name-1─ ──┬ ┬──────────────────────── ──────────────────────────�� └ ┘ ──┬ ┬─IN─ ─section-name-1─ └ ┘─OF─
 Format 2��──section-name-1─────────────────────────────────────────────────────────��
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Uniqueness of reference
 Procedure Division names that are explicitly referenced in a program must beunique within a section. A section-name, described under “Procedures” onpage 208, is the highest and only qualifier available for a paragraph-name andmust be unique if referenced.
 If explicitly referenced, a paragraph-name must not be duplicated within a section.When a paragraph-name is qualified by a section-name, the word SECTION mustnot appear. A paragraph-name need not be qualified when referred to within thesection in which it appears. A paragraph-name or section-name appearing in aprogram cannot be referenced from any other program.
 References to Data Division names
 Simple data reference
 The most basic method of referencing data items in a COBOL program is simpledata reference, which is data-name-1 without qualification, subscripting, orreference modification. Simple data reference is used to reference a singleelementary or group item.
 Format ��──data-name-1────────────────────────────────────────────────────────────��
 data-name-1Can be any data description entry.
 Data-name-1 must be unique in a program.
 Identifier
 When used in a syntax diagram in this manual, the term identifier refers to avalid combination of a data-name or function-identifier with its qualifiers,subscripts, and reference-modifiers as required for uniqueness of reference. Rulesfor identifiers associated with a format can, however, specifically prohibitqualification, subscripting, or reference-modification.
 The term data-name refers to a name that must not be qualified, subscripted, orreference modified, unless specifically permitted by the rules for the format.� For a description of qualification, see “Qualification” on page 39.� For a description of subscripting, see “Subscripting” on page 43.� For a description of reference modification, see “Reference modification” on
 page 46.
 Format 1 ┌ ┐───────────────────────────��─ ─data-name-1─ ───/ ┴──┬ ┬───────────────────── ──┬ ┬───────────────────── ──────� └ ┘ ──┬ ┬─IN─ ─data-name-2─ └ ┘ ──┬ ┬─IN─ ─file-name-1─ └ ┘─OF─ └ ┘─OF─
 ┌ ┐───────────────────────�─ ───/ ┴──┬ ┬───────────────── ─────────────────────────────────────────────────� └ ┘─(──subscript──)─
 �─ ──┬ ┬──────────────────────────────────────────────── ─────────────────────�� └ ┘─(─ ──leftmost-character-position: ──┬ ┬──────── ─)─ └ ┘─length─
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Uniqueness of reference
 data-name-1, data-name-2Can be a record-name.
 file-name-1Must be identified by an FD or SD entry in the Data Division.
 File-name-1 must be unique within this program.
 Format 1 ┌ ┐───────────────────────────��─ ──┬ ┬─condition-name-1─ ───/ ┴──┬ ┬───────────────────── ──────────────────────� └ ┘─data-name-1────── └ ┘ ──┬ ┬─IN─ ─data-name-2─ └ ┘─OF─
 �─ ──┬ ┬───────────────────── ────────────────────────────────────────────────�� └ ┘ ──┬ ┬─IN─ ─file-name-1─ └ ┘─OF─
 Format 2��──LINAGE-COUNTER─ ──┬ ┬───────────────────── ───────────────────────────────�� └ ┘ ──┬ ┬─IN─ ─file-name-2─ └ ┘─OF─
 data-name-1, data-name-2Can be a record-name.
 condition-name-1Can be referenced by statements and entries either in that program containingthe Configuration Section or in a program contained within that program.
 file-name-1Must be identified by an FD or SD entry in the Data Division.
 Must be unique within this program.
 LINAGE-COUNTERMust be qualified each time it is referenced if more than one file descriptionentry containing a LINAGE clause has been specified in the source program.
 file-name-2Must be identified by the FD or SD entry in the Data Division. File-name-2must be unique within this program.
 Duplication of data-names must not occur in those places where the data-namecannot be made unique by qualification.
 In the same program, the data-name specified as the subject of the entry whoselevel-number is 01 that includes the EXTERNAL clause must not be the samedata-name specified for any other data description entry that includes theEXTERNAL clause.
 In the same Data Division, the data description entries for any two data items forwhich the same data-name is specified must not include the GLOBAL clause.
 Data Division names that are explicitly referenced must either be uniquely definedor made unique through qualification. Unreferenced data items need not beuniquely defined. The highest level in a data hierarchy must be uniquely named,if referenced. This is a data item associated with a level indicator (FD or SD in theFile Section) or with a level-number 01. Data items associated with level-numbers02 through 49 are successively lower levels of the hierarchy.
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Uniqueness of reference
 Condition-name
 Format 1 (Data Division) ┌ ┐───────────────────────────��─ ─condition-name-1─ ───/ ┴──┬ ┬───────────────────── ──────────────────────────� └ ┘ ──┬ ┬─IN─ ─data-name-1─ └ ┘─OF─
 �─ ──┬ ┬───────────────────── ──┬ ┬───────────────────── ───────────────────────�� └ ┘ ──┬ ┬─IN─ ─file-name-1─ │ │┌ ┐───────────── └ ┘─OF─ └ ┘ ─(─ ───/ ┴─subscript─ ─)─
 Format 2 (Special-Names paragraph) ┌ ┐───────────────────────────────��─ ─condition-name-1─ ───/ ┴──┬ ┬───────────────────────── ─────────────────────�� └ ┘ ──┬ ┬─IN─ ─mnemonic-name-1─ └ ┘─OF─
 condition-name-1Can be referenced by statements and entries either in the program containingthe definition of condition-name-1, or in a program contained within thatprogram.
 If explicitly referenced, a condition-name must be unique or be made uniquethrough qualification and/or subscripting except when the scope of namesconventions by themselves ensure uniqueness of reference.
 If qualification is used to make a condition-name unique, the associatedconditional variable can be used as the first qualifier. If qualification is used,the hierarchy of names associated with the conditional variable itself must beused to make the condition-name unique.
 If references to a conditional variable require subscripting, reference to any ofits condition-names also requires the same combination of subscripting.
 In the general format of the chapters that follow, "condition-name" refers to acondition-name qualified or subscripted, as necessary.
 data-name-1Can be a record-name.
 file-name-1Must be identified by an FD or SD entry in the Data Division.
 File-name-1 must be unique within this program.
 mnemonic-name-1For information on acceptable values for mnemonic-name-1, see“SPECIAL-NAMES paragraph” on page 83.
 Subscripting
 Subscripting is a method of providing table references through the use ofsubscripts. A subscript is a positive integer whose value specifies the occurrencenumber of a table element.
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Data-name-3 cannot be a windowed date field.
 Uniqueness of reference
 Format ┌ ┐───────────────────────────��─ ──┬ ┬─condition-name-1─ ───/ ┴──┬ ┬───────────────────── ──────────────────────� └ ┘─data-name-1────── └ ┘ ──┬ ┬─IN─ ─data-name-2─ └ ┘─OF─
 �─ ──┬ ┬───────────────────── ─────────────────────────────────────────────────� └ ┘ ──┬ ┬─IN─ ─file-name-1─ └ ┘─OF─
 ┌ ┐──────────────────────────────────────────�──(─ ───/ ┴──┬ ┬─integer-1────────────────────────── ─)────────────────────────�� ├ ┤─ALL──────────────────────────────── ├ ┤ ─data-name-3─ ──┬ ┬────────────────── ─ │ │└ ┘ ──┬ ┬─+─ ─integer-2─ │ │└ ┘─-─ └ ┘ ─index-name-1─ ──┬ ┬────────────────── └ ┘ ──┬ ┬─+─ ─integer-3─ └ ┘─-─
 condition-name-1The conditional variable for condition-name-1 must contain an OCCURS clauseor must be subordinate to a data description entry which contains an OCCURSclause.
 data-name-1Must contain an OCCURS clause or must be subordinate to a data descriptionentry which contains an OCCURS clause.
 data-name-2, file-name-1Must name data items or records that contain data-name-1.
 integer-1Can be signed. If signed, it must be positive.
 data-name-3Must be a numeric elementary item representing an integer.
 Data-name-3 can be qualified.
 index-name-1Corresponds to a data description entry in the hierarchy of the table beingreferenced which contains an INDEXED BY phrase specifying that name.
 integer-2, integer-3Cannot be signed.
 The subscripts, enclosed in parentheses, are written immediately following anyqualification for the name of the table element. The number of subscripts in sucha reference must equal the number of dimensions in the table whose element isbeing referenced. That is, there must be a subscript for each OCCURS clause inthe hierarchy containing the data-name including the data-name itself.
 When more than one subscript is required, they are written in the order ofsuccessively less inclusive dimensions of the data organization. If amulti-dimensional table is thought of as a series of nested tables and the mostinclusive or outermost table in the nest is considered to be the major table with theinnermost or least inclusive table being the minor table, the subscripts are writtenfrom left to right in the order major, intermediate, and minor.
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Uniqueness of reference
 For example, if TABLE-THREE is defined as:
 ?1 TABLE-THREE.?5 ELEMENT-ONE OCCURS 3 TIMES.
 1? ELEMENT-TWO OCCURS 3 TIMES.15 ELEMENT-THREE OCCURS 2 TIMES PIC X(8).
 a valid subscripted reference to TABLE-THREE is:
 ELEMENT-THREE (2 2 1)
 Subscripted references can also be reference modified. See the third exampleunder “Reference modification examples” on page 48. A reference to an itemmust not be subscripted unless the item is a table element or an item orcondition-name associated with a table element.
 Each table element reference must be subscripted except when such referenceappears:� In a USE FOR DEBUGGING statement� As the subject of a SEARCH statement� In a REDEFINES clause� In the KEY is phrase of an OCCURS clause
 The lowest permissible occurrence number represented by a subscript is 1. Thehighest permissible occurrence number in any particular case is the maximumnumber of occurrences of the item as specified in the OCCURS clause.
 Subscripting using data-names
 When a data-name is used to represent a subscript, it can be used to referenceitems within different tables. These tables need not have elements of the samesize. The same data-name can appear as the only subscript with one item and asone of two or more subscripts with another item. A data-name subscript can bequalified; it cannot be subscripted or indexed. For example, valid subscriptedreferences to TABLE-THREE — assuming that SUB1, SUB2, and SUB3 are all itemssubordinate to SUBSCRIPT-ITEM — include:
 ELEMENT-THREE (SUB1 SUB2 SUB3)
 ELEMENT-THREE IN TABLE-THREE (SUB1 OF SUBSCRIPT-ITEM,SUB2 OF SUBSCRIPT-ITEM, SUB3 OF SUBSCRIPT-ITEM)
 Subscripting using index-names (indexing)
 Indexing allows such operations as table searching and manipulating specificitems. To use indexing you associate one or more index-names with an itemwhose data description entry contains an OCCURS clause. An index associatedwith an index-name acts as a subscript, and its value corresponds to an occurrencenumber for the item to which the index-name is associated.
 The INDEXED BY phrase, by which the index-name is identified and associatedwith its table, is an optional part of the OCCURS clause. There is no separateentry to describe the index associated with index-name. At run time, the contentsof the index corresponds to an occurrence number for that specific dimension ofthe table with which the index is associated.
 The initial value of an index at run time is undefined, and the index must beinitialized before it is used as a subscript. An initial value is assigned to an indexwith one of the following:� The PERFORM statement with the VARYING phrase
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As an IBM extension, an index-name can be used to reference any table. However,the table element length of the table being referenced and of the table that theindex-name is associated with should match. Otherwise, the reference will not beto the same table element in each table, and you might get run-time errors.
 As an IBM extension, the integer can be positively signed.
 or DISPLAY-1
 Data-name-1 cannot be awindowed date field.
 Uniqueness of reference
 � The SEARCH statement with the ALL phrase� The SET statement
 The use of an integer or data-name as a subscript referencing a table element or anitem within a table element does not cause the alteration of any index associatedwith that table.
 Data that is arranged in the form of a table is often searched. The SEARCHstatement provides facilities for producing serial and non-serial searches. It is usedto search for a table element that satisfies a specific condition and to adjust thevalue of the associated index to indicate that table element.
 To be valid during execution, an index value must correspond to a table elementoccurrence of neither less than one, nor greater than the highest permissibleoccurrence number.
 For more information on index-names, see “INDEXED BY phrase” on page 157.
 Relative subscripting
 In relative subscripting, the name of a table element is followed by a subscript ofthe form data-name or index-name followed by the operator + or -, and anunsigned integer literal.
 The operators + and - must be preceded and followed by a space. The value ofthe subscript used is the same as if the index-name or data-name had been set upor down by the value of the integer. The use of relative indexing does not causethe program to alter the value of the index.
 Reference modification
 Reference modification defines a data item by specifying a leftmost character andoptional length for the data item.
 Format ��─ ──┬ ┬─data-name-1───────────────────────────────────────── ────────────────� └ ┘ ─FUNCTION──function-name-1─ ──┬ ┬────────────────────── │ │┌ ┐────────────── └ ┘ ─(─ ───/ ┴─argument-1─ ─)─
 �──(─ ──leftmost-character-position: ──┬ ┬──────── ─)──────────────────────────�� └ ┘─length─
 data-name-1Must reference a data item whose usage is DISPLAY .
 Data-name-1 can be qualified or subscripted.
 leftmost-character-positionMust be an arithmetic expression. The evaluation of leftmost-character-positionmust result in a positive nonzero integer that is less than or equal to thenumber of characters in the data item referenced by data-name-1.
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The evaluation of leftmost-character-position must not result in a windowed datefield.
 When data-name-1 is aDISPLAY-1 data item, reference modification refers to the starting position andlength of the data item being referenced in characters, not bytes.
 The evaluation of length must not result in a windowed date field.
 If data-name-1 is an expanded date field, then the result of reference modificationis a non-date.
 If the category of data-name-1 is external floating-point, the unique data item hasthe class and category alphanumeric.
 Uniqueness of reference
 lengthMust be an arithmetic expression.
 The sum of leftmost-character-position and length minus the value one must beless than or equal to the number of characters in data-name-1. If length isomitted, than the length used will be equal to the number of characters indata-name-1 plus one minus leftmost-character-position.
 Theevaluation of length must result in a positive nonzero integer.
 Unless otherwise specified, reference modification is allowed anywhere anidentifier referencing an alphanumeric data item is permitted.
 Each character of data-name-1 is assigned an ordinal number incrementing by onefrom the leftmost position to the rightmost position. The leftmost position isassigned the ordinal number one. If the data description entry for data-name-1contains a SIGN IS SEPARATE clause, the sign position is assigned an ordinalnumber within that data item.
 If data-name-1 is described as numeric, numeric-edited, alphabetic, oralphanumeric-edited, it is operated upon for purposes of reference modification asif it were redefined as an alphanumeric data item of the same size as the data itemreferenced by data-name-1.
 Reference modification creates a unique data item which is a subset of data-name-1or by function-name-1 and its arguments, if any. This unique data item isconsidered an elementary data item without the JUSTIFIED clause.
 When a function is reference-modified, the unique data item has the class andcategory of alphanumeric. When data-name-1 is reference-modified, the uniquedata item has the same class and category as that defined for the data itemreferenced by data-name-1; however, if the category of data-name-1 is numeric,numeric-edited, or alphanumeric-edited, the unique data item has the class andcategory alphanumeric.
 If length is not specified, the unique data item created extends from and includesthe character identified by leftmost-character-position up to and including therightmost character of the data item referenced by data-name-1.
 Evaluation of operands
 Reference modification for an operand is evaluated as follows:� If subscripting is specified for the operand, the reference modification is
 evaluated immediately after evaluation of the subscript.� If subscripting is not specified for the operand, the reference modification is
 evaluated at the time subscripting would be evaluated if subscripts had beenspecified.
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Uniqueness of reference
 Reference modification examples
 The following statement transfers the first 10 characters of the data-item referencedby WHOLE-NAME to the data-item referenced by FIRST-NAME.
 77 WHOLE-NAME PIC X(25).77 FIRST-NAME PIC X(1?).
 ...
 MOVE WHOLE-NAME(1:1?) TO FIRST-NAME.
 The following statement transfers the last 15 characters of the data-item referencedby WHOLE-NAME to the data-item referenced by LAST-NAME.
 77 WHOLE-NAME PIC X(25).77 LAST-NAME PIC X(15).
 ...
 MOVE WHOLE-NAME(11:) TO LAST-NAME.
 The following statement transfers the fourth and fifth characters of the thirdoccurrence of TAB to the variable SUFFIX.
 ?1 TABLE-1.?2 TAB OCCURS 1? TIMES PICTURE X(5).
 77 SUFFIX PICTURE X(2)....
 MOVE TAB OF TABLE-1 (3) (4:2) TO SUFFIX.
 Function-identifier
 A function-identifier is a syntactically correct sequence of character strings andseparators that uniquely references the data item resulting from the evaluation of afunction.
 Format ��──FUNCTION──function-name-1─ ──┬ ┬────────────────────── ────────────────────� │ │┌ ┐────────────── └ ┘ ─(─ ───/ ┴─argument-1─ ─)─
 �─ ──┬ ┬──────────────────── ─────────────────────────────────────────────────�� └ ┘─reference-modifier─
 argument-1Must be an identifier, literal (other than a figurative constant), or arithmeticexpression.
 For more information, see “Intrinsic functions” on page 402.
 function-name-1Function-name-1 must be one of the Intrinsic Function names.
 reference-modifierCan be specified only for functions of the category alphanumeric
 A function-identifier that makes reference to an alphanumeric function can bespecified anywhere that an identifier is permitted and where references tofunctions are not specifically prohibited, except as follows:
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Uniqueness of reference
 � As a receiving operand of any statement� Where a data item is required to have particular characteristics (such as class
 and category, size, sign, and permissible values) and the evaluation of thefunction according to its definition and the particular arguments specifiedwould not have these characteristics.
 A function-identifier that makes reference to an integer or numeric function can beused wherever an arithmetic expression is allowed.
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� Following a GOBACK statement that transfers control outside the COBOLprogram
 Transfer of control
 Transfer of control
 In the Procedure Division, unless there is an explicit control transfer or there is nonext executable statement, program flow transfers control from statement tostatement in the order in which the statements are written. (See Note below.)This normal program flow is an implicit transfer of control.
 In addition to the implicit transfers of control between consecutive statements,implicit transfer of control also occurs when the normal flow is altered without theexecution of a procedure branching statement. The following examples showimplicit transfers of control, overriding statement-to-statement transfer of control:� After execution of the last statement of a procedure being executed under
 control of another COBOL statement, control implicitly transfers. (COBOLstatements that control procedure execution are, for example: MERGE,PERFORM, SORT, and USE.) Further, if a paragraph is being executed underthe control of a PERFORM statement which causes iterative execution, and thatparagraph is the first paragraph in the range of that PERFORM statement, animplicit transfer of control occurs between the control mechanism associatedwith that PERFORM statement and the first statement in that paragraph foreach iterative execution of the paragraph.
 � During SORT or MERGE statement execution, control is implicitly transferredto an input or output procedure.
 � During execution of any COBOL statement that causes execution of adeclarative procedure, control is implicitly transferred to that procedure.
 � At the end of execution of any declarative procedure, control is implicitlytransferred back to the control mechanism associated with the statement thatcaused its execution.
 COBOL also provides explicit control transfers through the execution of anyprocedure branching, program call, or conditional statement. (Lists of procedurebranching and conditional statements are contained in “Statement categories” onpage 234.)
 Note: The term “next executable statement” refers to the next COBOL statementto which control is transferred, according to the rules given above. There is nonext executable statement under these circumstances:� When the program contains no Procedure Division� Following the last statement in a declarative section when the paragraph in
 which it appears is not being executed under the control of some other COBOLstatement
 � Following the last statement in a program or method when the paragraph inwhich it appears is not being executed under the control of some other COBOLstatement in that program
 � Following the last statement in a declarative section when the statement is inthe range of an active PERFORM statement executed in a different section andthis last statement of the declarative section is not also the last statement of theprocedure that is the exit of the active PERFORM statement
 � Following a STOP RUN statement or EXIT PROGRAM statement that transferscontrol outside the COBOL program
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� Following an EXIT METHOD statement that transfers control outside theCOBOL method
 or end method
 Similarly, if control reaches the end of the Procedure Division of a method, andthere is no next executable statement, an implicit EXIT METHOD statement isexecuted.
 Transfer of control
 � The end program header
 When there is no next executable statement and control is not transferred outsidethe COBOL program, the program flow of control is undefined unless the programexecution is in the nondeclarative procedures portion of a program under controlof a CALL statement, in which case an implicit EXIT PROGRAM statement isexecuted.
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Millennium Language Extensions and date fields
 Millennium Language Extensions and date fields
 Many applications use 2 digits rather than 4 digits to represent the year in datefields, and assume that these values represent years from 1900 to 1999. Thiscompact date format works well for the 1900s, but it does not work for the year2000 and beyond because these applications interpret “00” as 1900 rather than2000, producing incorrect results.
 The millennium language extensions are designed to allow applications that use2-digit years to continue performing correctly in the year 2000 and beyond, withminimal modification to existing code. This is achieved using a technique knownas windowing, which removes the assumption that all 2-digit year fields representyears from 1900 to 1999. Instead, windowing enables 2-digit year fields torepresent years within any 100-year range, known as a century window.
 For example, if a 2-digit year field contains the value 15, many applications wouldinterpret the year as 1915. However, with a century window of 1960–2059, theyear would be interpreted as 2015.
 The millennium language extensions provide support for the most commonoperations on date fields: comparisons, moving and storing, incrementing anddecrementing. This support is limited to date fields of certain formats; for details,see “DATE FORMAT clause” on page 148.
 For information on supported operations and restrictions when using date fields,see “Restrictions on using date fields” on page 150.
 Millennium Language Extensions syntax
 The millennium language extensions introduce the following language elements toIBM COBOL:� The DATE FORMAT clause in data description entries, which defines data
 items as date fields.� The following intrinsic functions:
 DATEVAL Converts a non-date to a date field.
 UNDATE Converts a date field to a non-date.
 YEARWINDOW Returns the first year of the century window specifiedby the YEARWINDOW compiler option.
 For details on using the millennium language extensions in applications, see theIBM COBOL Programming Guide for your platform.
 52 Copyright IBM Corp. 1991, 2000

Page 65
                        

Millennium Language Extensions and date fields
 Note: The millennium language extensions have no effect unless your COBOLprogram is compiled using the DATEPROC compiler option (with thecentury window specified by the YEARWINDOW compiler option).
 Terms and concepts
 This book uses the following terms when referring to the millennium languageextensions.
 Date field
 A date field can be any of the following:� A data item whose data description entry includes a DATE FORMAT clause.� A value returned by one of the following intrinsic functions: DATE-OF-INTEGER DATE-TO-YYYYMMDD DATEVAL DAY-OF-INTEGER DAY-TO-YYYYDDD YEAR-TO-YYYY YEARWINDOW� The conceptual data items DATE, DATE YYYYMMDD, DAY, and DAY
 YYYYDDD of the ACCEPT statement.� The result of certain arithmetic operations (for details, see “Arithmetic with
 date fields” on page 211).
 The term date field refers to both expanded date fields and windowed date fields.
 Windowed date field
 A windowed date field is a date field that contains a windowed year. Awindowed year consists of 2 digits, representing a year within the centurywindow.
 Expanded date field
 An expanded date field is a date field that contains an expanded year. Anexpanded year consists of 4 digits.
 Note: The main use of expanded date fields is to provide correct results whenthese are used in combination with windowed date fields; for example, wheremigration to 4-digit year dates is not complete. If all the dates in an applicationuse 4-digit years, there is no need to use the millennium language extensions.
 |||
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Millennium Language Extensions and date fields
 Year-last date field
 A year-last date field is a date field whose DATE FORMAT clause specifies one ormore Xs preceding the YY or YYYY. Year-last date fields are supported in alimited number of operations, typically involving another date with the same(year-last) date format, or a non-date.
 Date format
 Date format refers to the date pattern of a date field, specified either:� Explicitly, by the DATE FORMAT clause or DATEVAL intrinsic function
 argument-2or� Implicitly, by statements and intrinsic functions that return date fields (for
 details, see “Date field” on page 53)
 Compatible date field
 The meaning of the term compatible, when applied to date fields, depends on theCOBOL division in which the usage occurs:
 Data DivisionTwo date fields are compatible if they have identical USAGE and meet atleast one of the following conditions:
 � They have the same date format� Both are windowed date fields, where one consists only of a
 windowed year, DATE FORMAT YY� Both are expanded date fields, where one consists only of an expanded
 year, DATE FORMAT YYYY� One has DATE FORMAT YYXXXX, the other, YYXX� One has DATE FORMAT YYYYXXXX, the other, YYYYXX
 A windowed date field can be subordinate to an expanded date groupdata item. The two date fields are compatible if the subordinate date fieldhas USAGE DISPLAY, starts two bytes after the start of the groupexpanded date field, and the two fields meet at least one of the followingconditions:
 � The subordinate date field has a DATE FORMAT pattern with thesame number of Xs as the DATE FORMAT pattern of the group datefield.
 � The subordinate date field has DATE FORMAT YY.� The group date field has DATE FORMAT YYYYXXXX and the
 subordinate date field has DATE FORMAT YYXX.
 Procedure DivisionTwo date fields are compatible if they have the same date format exceptfor the year part, which can be windowed or expanded. For example, awindowed date field with DATE FORMAT YYXXX is compatible with:
 � Another windowed date field with DATE FORMAT YYXXX� An expanded date field with DATE FORMAT YYYYXXX
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Millennium Language Extensions and date fields
 Non-date
 A non-date can be any of the following:� A data item whose date description entry does not include the DATE
 FORMAT clause� A date field that has been converted using the UNDATE function� A literal� A reference-modified date field� The result of certain arithmetic operations that can include date field operands;
 for example, the difference between two compatible date fields
 Century window
 A century window is a 100-year interval within which any 2-digit year is unique.There are several types of century window available to COBOL programmers:1. For windowed date fields, it is specified by the YEARWINDOW compiler
 option2. For windowing intrinsic functions DATE-TO-YYYYMMDD,
 DAY-TO-YYYYDDD, and YEAR-TO-YYYY, it is specified by argument-23. For Language Environment callable services, it is specified in CEESCEN
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Millennium Language Extensions and date fields
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COBOL program structure
 COBOL program structure
 A COBOL source program is a syntactically correct set of COBOL statements.
 Nested programsA nested program is a program that is contained in another program. Thesecontained programs can reference some of the resources of the programs thatcontain them. If program B is contained in program A, it is directly containedif there is no program contained in program A that also contains program B.Program B is indirectly contained in program A if there exists a programcontained in program A that also contains program contained and containingprograms, see B. For more information on nested programs, see “Nestedprograms” on page 60 and the IBM COBOL Programming Guide for yourplatform.
 Object programAn object program is a set or group of executable machine languageinstructions and other material designed to interact with data to provideproblem solutions. An object program is generally the machine languageresult of the operation of a COBOL compiler on a source program.
 Run unitA run unit is one or more object programs that interact with one another andthat function at object time as an entity to provide problem solutions.
 Sibling programSibling programs are programs that are directly contained by the sameprogram.
 With the exception of the COPY and REPLACE statements and the end programheader, the statements, entries, paragraphs, and sections of a COBOL sourceprogram are grouped into the following four divisions:� Identification Division� Environment Division� Data Division� Procedure Division
 The end of a COBOL source program is indicated by the END PROGRAM header.If there are no nested programs, the absence of additional source program linesalso indicates the end of a COBOL program.
 Following is the format for the entries and statements that constitute aseparately-compiled COBOL source program.
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ID
 RECURSIVE
 ID
 This separator period is optional as an IBM extension.
 Program-name can be a nonnumeric literal, but cannot be a figurative constant.The content of the literal must follow the rules for formation of programnames. Any lowercase letters in this literal will be folded to uppercase.
 COBOL program structure
 Format—COBOL source program��─ ──┬ ┬─IDENTIFICATION─ ─DIVISION.──PROGRAM-ID.───(1) ─program-name-1───────────────────────────────────� └ ┘ ─ ─────────────
 �─ ──┬ ┬──────────────────────────────────── ─.───(1) ──┬ ┬───────────────────────────────── ───────────────� └ ┘ ──┬ ┬──── ──┬ ┬─ ─ ──┬ ┬───────── └ ┘─identification-division-content─ └ ┘─IS─ └ ┘─INITIAL─── └ ┘─PROGRAM─
 �─ ──┬ ┬───────────────────────────────────────────────────── ────────────────────────────────────────� └ ┘ ─ENVIRONMENT DIVISION.──environment-division-content─
 �─ ──┬ ┬─────────────────────────────────────── ──────────────────────────────────────────────────────� └ ┘ ─DATA DIVISION.──data-division-content─
 �─ ──┬ ┬───────────────────────────────────────────────── ────────────────────────────────────────────� └ ┘ ─PROCEDURE DIVISION.──procedure-division-content─
 �─ ──┬ ┬───────────────────────────────────────────────────────────────── ───────────────────────────�� └ ┘ ──┬ ┬─────────────────────────────── ─END PROGRAM──program-name-1.─ │ │┌ ┐───────────────────────────── └ ┘───/ ┴─┤ nested source program ├─
 nested source program├─ ──┬ ┬─IDENTIFICATION─ ─DIVISION.──PROGRAM-ID.───(1) ─program-name-2────────────────────────────────────� └ ┘ ─ ─────────────
 �─ ──┬ ┬────────────────────────────────────────────── ─.───(1) ──┬ ┬───────────────────────────────── ─────� └ ┘ ──┬ ┬──── ──┬ ┬ ─COMMON─ ──┬ ┬───────── ──┬ ┬───────── └ ┘─identification-division-content─ └ ┘─IS─ │ │└ ┘─INITIAL─ └ ┘─PROGRAM─ └ ┘ ─INITIAL─ ──┬ ┬──────── └ ┘─COMMON─
 �─ ──┬ ┬───────────────────────────────────────────────────── ────────────────────────────────────────� └ ┘ ─ENVIRONMENT DIVISION.──environment-division-content─
 �─ ──┬ ┬─────────────────────────────────────── ──────────────────────────────────────────────────────� └ ┘ ─DATA DIVISION.──data-division-content─
 �─ ──┬ ┬───────────────────────────────────────────────── ──┬ ┬─────────────────────────────── ─────────� └ ┘ ─PROCEDURE DIVISION.──procedure-division-content─ │ │┌ ┐───────────────────────────── └ ┘───/ ┴─| nested source program |─
 �──END PROGRAM──program-name-2.────────────────────────────────────────────────────────────────────┤
 Note:1
 A sequence of separate COBOL programs can also be input to the compiler.Following is the format for the entries and statements that constitute a sequence ofsource programs (batch compile).
 Format—sequence of COBOL source programs ┌ ┐────────────────────────��─ ───/ ┴─COBOL-source-program─ ──────────────────────────────────────────────��
 END PROGRAM program-nameAn end program header separates each program in the sequence of programs.The program-name must conform to the rules for forming a user-definedword. It must be identical to a program-name declared in a precedingPROGRAM-ID paragraph.
 An end program header is optional for the last program in the sequence onlyif that program does not contain any nested-source-programs.
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 Nested programs
 A COBOL program can contain other COBOL programs, which in turn can containstill other COBOL programs. These contained programs are called nestedprograms. Nested programs can be directly or indirectly contained in thecontaining program.
 A COBOL program can contain other COBOL programs. The contained (ornested) programs can themselves contain yet other programs. A containedprogram can be directly or indirectly contained within another program. Figure 2describes a nested program structure with directly and indirectly containedprograms.
 Figure 2. Nested program structure with directly and indirectly contained programs
 Conventions for program-names
 The program-name of a program is specified in the PROGRAM-ID paragraph ofthe program's Identification Division. A program-name can be referenced only bythe CALL statement, the CANCEL statement, the SET statement, or the ENDPROGRAM header. Names of programs constituting a run unit are not necessarilyunique, but when two programs in a run unit are identically named, at least one ofthe programs must be directly or indirectly contained within another separatelycompiled program that does not contain the other of those two programs.
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COBOL program structure
 A separately compiled program and all of its directly and indirectly containedprograms must have unique program-names within that separately compiledprogram.
 Rules for program-names
 The following rules regulate the scope of a program-name:� If the program-name is that of a program which does not possess the
 COMMON attribute, and which is directly contained within another program,that program-name can be referenced only by statements included in thatcontaining program.
 � If the program-name is that of a program which does possess the COMMONattribute, and which is directly contained within another program, thatprogram-name can be referenced only by statements included in thatcontaining program and any programs directly or indirectly contained withinthat containing program, except that program possessing the COMMONattribute and any programs contained within it.
 � If the program-name is that of a program which is separately compiled, thatprogram-name can be referenced by statements included in any other programin the run unit, except programs it directly or indirectly contains.
 The mechanism used to determine which program to call is as follows:— If one of two programs having the same name as that specified in the
 CALL statement is directly contained within the program that includes theCALL statement, that program is called.
 — If one of two programs having the same name as that specified in theCALL statement possesses the COMMON attribute and is directlycontained within another program that directly or indirectly contains theprogram that includes the CALL statement, that common program is calledunless the calling program is contained within that common program.
 — Otherwise, the separately compiled program is called.
 The following rules apply to referencing a program-name of a program that iscontained within another program. For this discussion, we will say thatProgram-A contains Program-B and Program-C, Program-C contains Program-Dand Program-F, and Program-D contains Program-E.
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COBOL program structure
 If Program-D does not possess the COMMON attribute, then Program-D can onlybe referenced by the program that directly contains Program-D, that is, Program-C.
 If Program-D does possess the COMMON attribute, then Program-D can bereferenced by Program-C since it contains Program-D and by any programscontained in Program-C except for programs contained in Program-D. In otherwords, if Program-D possesses the COMMON attribute, Program-D can bereferenced in Program-C and Program-F but not by statements in Program-E,Program-A or Program-B.
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COBOL class definition
 COBOL class definition structure
 A COBOL class definition describes a class or a metaclass. A class definitionconstitutes a compilation unit.
 ClassThe entity that defines common behavior and implementation for zero, one, ormore objects. The objects that share the same implementation are consideredto be objects of the same class.
 MethodProcedural code that defines one of the operations supported by an object, andthat is executed by an INVOKE statement on that object.
 Instance dataData defining the state of an object. The instance data introduced by a class isdefined in the Working-Storage Section of the Data Division of the classdefinition. The state of an object also includes the state of the instancevariables introduced by bases classes that are inherited by the current class. Aseparate copy of the instance data is created for each object instance.
 SubclassA class that inherits methods and instance data from another class. When twoclasses in an inheritance relationship are considered together, the subclass isthe inheritor or inheriting class; the super-class is the inheritee or inheritedclass.
 MetaclassA special type of class whose instances are called class-objects. Class-objectsare the run-time objects that represent SOM classes. Any class descendedfrom SOMClass is a metaclass.
 With the exception of the COPY and REPLACE statements and the END CLASSheader, the statements, entries, paragraphs, and sections of a COBOL classdefinition are grouped into the following four divisions:� Identification Division� Environment Division (Configuration Section only)� Data Division� Procedure Division
 The end of a COBOL class definition is indicated by the END CLASS header.
 Following is the format for the entries and statements that constitute aseparately-compiled COBOL class definition.
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COBOL class definition
 Format—COBOL class definition��─ ──┬ ┬─IDENTIFICATION DIVISION.─ ── ─CLASS-ID.──class-name-1─ ─.──────────────� └ ┘─ID DIVISION.─────────────
 �─ ──┬ ┬───────────────────────────────── ─────────────────────────────────────� └ ┘──identification-division-content
 �─ ── ─ENVIRONMENT DIVISION.─ ─class-environment-division-content─ ─────────────�
 �─ ──┬ ┬─────────────────────────────────────────────── ───────────────────────� └ ┘── ─DATA DIVISION.─ ─class-data-division-content─
 �─ ──┬ ┬────────────────────────────────────────────────── ────────────────────� └ ┘── ─PROCEDURE DIVISION.─ ──┬ ┬─────────────────────── │ │┌ ┐───────────────────── └ ┘───/ ┴─method-definition─
 �─ ── ─END CLASS─ ─class-name-1.─ ─────────────────────────────────────────────��
 END CLASSSpecifies the end of a class definition.
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COBOL method definition
 COBOL method definition structure
 A COBOL method definition describes a method. You can only specify a methoddefinition within a class definition.
 With the exception of the COPY and REPLACE statements and the END METHODheader, the statements, entries, paragraphs, and sections of a COBOL methoddefinition are grouped into the following four divisions:� Identification Division� Environment Division (Input-Output section only)� Data Division� Procedure Division
 The end of a COBOL method definition is indicated by the END METHOD header.
 Following is the format for the entries and statements that constitute aseparately-compiled COBOL method definition.
 Format—COBOL method definition��─ ──┬ ┬─IDENTIFICATION DIVISION.─ ──┬ ┬───────────────────────────────── ──────� └ ┘─ID DIVISION.───────────── └ ┘─identification-division-content─
 �─ ──┬ ┬────────────────────────────────────────────────────────────── ────────� └ ┘── ─ENVIRONMENT DIVISION.─ ─method-environment-division-content─
 �─ ──┬ ┬──────────────────────────────────────────────── ──────────────────────� └ ┘── ─DATA DIVISION.─ ─method-data-division-content─
 �─ ──┬ ┬────────────────────────────────────────────────────── ────────────────� └ ┘──PROCEDURE DIVISION.method-procedure-division-content
 �─ ── ─END METHOD─ ─method-name-1.─ ───────────────────────────────────────────��
 END METHODSpecifies the end of a method definition.
 Methods defined in a class can access instance data (class Working-Storage Sectiondata items) introduced in the same class but not instance data introduced by aparent class or metaclass. Therefore, instance data is always private to the classthat introduces it.
 Methods introduced in class-name-1 must have unique names within the classdefinition.
 Copyright IBM Corp. 1991, 2000 65

Page 78
                        

COBOL method definition
 66 COBOL Language Reference

Page 79
                        

CLASS-ID paragraphMETHOD-ID paragraph
 Part 3. Identification Division
 Identification Division . . . . . . . . . . . . 68PROGRAM-ID paragraph . . . . . . . . . . . . . . 70
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class definition, and method definition. class, ormethod, class, or method
 or IDDIVISION
 and as an IBM extension, can appear in anyorder.
 Class IDENTIFICATION DIVISIONFor a class, the first paragraph of the Identification Division must be theCLASS-ID paragraph.
 The other paragraphs are optional, and can appear in any order.
 Method IDENTIFICATION DIVISIONFor a method, the first paragraph of the Identification Division must be theMETHOD-ID paragraph.
 The other paragraphs are optional, and can appear in any order.
 Identification Division
 Identification Division
 The Identification Division must be the first division in every COBOL sourceprogram, It names the program,
 and can include the date the program, was written, thedate of compilation, and other such documentary information. The IdentificationDivision must begin with the words IDENTIFICATION DIVISION
 followed by a separator period.
 Program IDENTIFICATION DIVISIONFor a program, the first paragraph of the Identification Division must be thePROGRAM-ID paragraph.
 The other paragraphs are optional,
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ID
 RECURSIVE
 This separator period is optional as an IBM extension.
 Format—class Identification Division��─ ──┬ ┬─IDENTIFICATION DIVISION─ ─CLASS-ID.──class-name-1────────────────────� └ ┘─ID DIVISION─────────────
 ┌ ┐────────────────�─ ─INHERITS─ ───/ ┴─class-name-2─ ──┬ ┬───────────────────────────────── ─.───────� └ ┘ ─METACLASS─ ──┬ ┬──── ─class-name-3─ └ ┘ ─IS─
 �─ ──┬ ┬──────────────────────────────── ──────────────────────────────────────� └ ┘ ─AUTHOR.─ ──┬ ┬─────────────────── │ │┌ ┐───────────────── └ ┘ ───/ ┴─comment-entry─
 �─ ──┬ ┬────────────────────────────────────── ────────────────────────────────� └ ┘ ─INSTALLATION.─ ──┬ ┬─────────────────── │ │┌ ┐───────────────── └ ┘ ───/ ┴─comment-entry─
 �─ ──┬ ┬────────────────────────────────────── ────────────────────────────────� └ ┘ ─DATE-WRITTEN.─ ──┬ ┬─────────────────── │ │┌ ┐───────────────── └ ┘ ───/ ┴─comment-entry─
 �─ ──┬ ┬─────────────────────────────────────── ───────────────────────────────� └ ┘ ─DATE-COMPILED.─ ──┬ ┬─────────────────── │ │┌ ┐───────────────── └ ┘ ───/ ┴─comment-entry─
 �─ ──┬ ┬────────────────────────────────── ───────────────────────────────────�� └ ┘ ─SECURITY.─ ──┬ ┬─────────────────── │ │┌ ┐───────────────── └ ┘ ───/ ┴─comment-entry─
 Identification Division
 Format—program Identification Division��─ ──┬ ┬─IDENTIFICATION─ ─DIVISION.──PROGRAM-ID.───(1) ─program-name──────────────� └ ┘ ─ ─────────────
 �─ ──┬ ┬────────────────────────────────────────────── ─.───(1) ───────────────────� └ ┘ ──┬ ┬──── ──┬ ┬─ ─────────── ──┬ ┬───────── └ ┘─IS─ ├ ┤ ─COMMON─ ──┬ ┬───────── └ ┘─PROGRAM─ │ │└ ┘─INITIAL─ └ ┘ ─INITIAL─ ──┬ ┬──────── └ ┘─COMMON─
 �─ ──┬ ┬────────────────────────────────── ────────────────────────────────────� └ ┘ ─AUTHOR.───(1) ──┬ ┬─────────────────── │ │┌ ┐───────────────── └ ┘ ───/ ┴─comment-entry─
 �─ ──┬ ┬──────────────────────────────────────── ──────────────────────────────� └ ┘ ─INSTALLATION.───(1) ──┬ ┬─────────────────── │ │┌ ┐───────────────── └ ┘ ───/ ┴─comment-entry─
 �─ ──┬ ┬──────────────────────────────────────── ──────────────────────────────� └ ┘ ─DATE-WRITTEN.───(1) ──┬ ┬─────────────────── │ │┌ ┐───────────────── └ ┘ ───/ ┴─comment-entry─
 �─ ──┬ ┬───────────────────────────────────────── ─────────────────────────────� └ ┘ ─DATE-COMPILED.───(1) ──┬ ┬─────────────────── │ │┌ ┐───────────────── └ ┘ ───/ ┴─comment-entry─
 �─ ──┬ ┬──────────────────────────────────── ─────────────────────────────────�� └ ┘ ─SECURITY.───(1) ──┬ ┬─────────────────── │ │┌ ┐───────────────── └ ┘ ───/ ┴─comment-entry─
 Note:1
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Format—method Identification Division��─ ──┬ ┬─IDENTIFICATION DIVISION─ ────────────────────────────────────────────� └ ┘─ID DIVISION─────────────
 �──METHOD-ID.──method-name-1─ ──┬ ┬────────────────────────────── ─.───────────� └ ┘ ──┬ ┬──── ──┬ ┬──────── ─OVERRIDE─ └ ┘─IS─ └ ┘─METHOD─
 �─ ──┬ ┬──────────────────────────────── ──────────────────────────────────────� └ ┘ ─AUTHOR.─ ──┬ ┬─────────────────── │ │┌ ┐───────────────── └ ┘ ───/ ┴─comment-entry─
 �─ ──┬ ┬────────────────────────────────────── ────────────────────────────────� └ ┘ ─INSTALLATION.─ ──┬ ┬─────────────────── │ │┌ ┐───────────────── └ ┘ ───/ ┴─comment-entry─
 �─ ──┬ ┬────────────────────────────────────── ────────────────────────────────� └ ┘ ─DATE-WRITTEN.─ ──┬ ┬─────────────────── │ │┌ ┐───────────────── └ ┘ ───/ ┴─comment-entry─
 �─ ──┬ ┬─────────────────────────────────────── ───────────────────────────────� └ ┘ ─DATE-COMPILED.─ ──┬ ┬─────────────────── │ │┌ ┐───────────────── └ ┘ ───/ ┴─comment-entry─
 �─ ──┬ ┬────────────────────────────────── ───────────────────────────────────�� └ ┘ ─SECURITY.─ ──┬ ┬─────────────────── │ │┌ ┐───────────────── └ ┘ ───/ ┴─comment-entry─
 or nonnumeric literal
 If program-name is a nonnumeric literal,(other than a figurative constant), it caninclude the extension characters $, #, and @in the outermost program only.
 PROGRAM-ID paragraph
 PROGRAM-ID paragraph
 The PROGRAM-ID paragraph specifies the name by which the program is knownand assigns selected program attributes to that program. It is required and mustbe the first paragraph in the Identification Division.
 program-nameA user-defined word that identifies your program. Itmust follow the following rules of formation, depending on the setting of thePGMNAME compiler option:
 Table 7 (Page 1 of 2). Formation rules for program names based on PGMNAME compiler option
 PGMNAMEsetting
 Formation rules
 OS/390 and VM AIX and Windows
 PGMNAME(COMPAT)
 The name can be up to 30 characters inlength.
 Only the hyphen, digit, and alphabeticcharacters are allowed in the name.
 At least one character must alphabetic.
 The hyphen cannot be used as the first orlast character.
 Flagged with a warning message andtreated as PGMNAME(UPPER).
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If program-name is a nonnumeric literal, it can be up to 160 characters in length. It cannotbe a figurative constant.
 PGMNAME(LONGMIXED)
 Program-name must be specified as a literal.It cannot be a figurative constant.
 The name can be up to 160 characters inlength.
 Program-name can consist of any characterin the range X'41' to X'FE'.
 Program-name must be specified as a literal.It cannot be a figurative constant.
 The name can be up to 160 characters inlength.
 Wherever alphabetic characters are allowed,you can use multi-byte characters.
 For information on the PGMNAME compiler option and how the compilerprocesses the names, see the IBM COBOL Programming Guide for yourplatform.
 RECURSIVEAn optional clause that allows COBOL programs to be recursively reentered.
 You can specify the RECURSIVE clause only on the outermost program of acompilation unit. Recursive programs cannot contain nested subprograms.
 If the RECURSIVE clause is specified, program-name-1 can be recursivelyreentered while a previous invocation is still active. If the RECURSIVE clauseis not specified, an active program cannot be recursively reentered.
 The Working-Storage Section of a recursive program defines storage that isstatically allocated and initialized on the first entry to a program, and isavailable in a last-used state to any of the recursive invocations.
 The Local-Storage Section of a recursive program (as well as a non-recursiveprogram) defines storage that is automatically allocated, initialized, anddeallocated on a per-invocation basis.
 Internal file connectors corresponding to FDs in the File Section of a recursiveprogram are statically allocated. The status of internal file connectors is part ofthe last-used state of a program that persists across invocations.
 The following language elements are not supported in a recursive program:
 � ALTER� GO TO without a specified procedure name� RERUN� SEGMENTATION� USE FOR DEBUGGING
 Note: Methods are always recursive by default. The RECURSIVE clausecannot be specified on the METHOD-ID statement.
 PROGRAM-ID paragraph
 Table 7 (Page 2 of 2). Formation rules for program names based on PGMNAME compiler option
 PGMNAMEsetting
 Formation rules
 OS/390 and VM AIX and Windows
 PGMNAME(LONGUPPER)
 If program-name is a user-defined word, it can be up to 30 characters in length.
 Only the hyphen, digit, and alphabetic characters are allowed in the name.
 At least one character must alphabetic.
 The hyphen cannot be used as the first or last character.
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CLASS-ID paragraph
 CLASS-ID paragraph
 The CLASS-ID paragraph specifies the name by which the class is known andassigns selected attributes to that class. It is required and must be the firstparagraph in a class Identification Division.
 class-name-1A user-defined word that identifies the class.
 If you want to use more flexible naming conventions for class-name-1, specifyclass-name-1 in the REPOSITORY paragraph of the class definition. (Thisdefines an external class name to identify the class outside of this classdefinition.)
 INHERITSA clause that defines class-name-1 to be a subclass (or derived class) ofclass-name-2 (the parent class). Class-name-1 cannot directly or indirectlyinherit from class-name-1. A class name can only appear once in theINHERITS clause.
 COMMONSpecifies that the program named by program-name is contained withinanother program, and it can be called from siblings of the common programand programs contained within them. The COMMON clause can be used onlyin nested programs. For more information on conventions for program names,see the IBM COBOL Programming Guide for your platform.
 INITIALSpecifies that when program-name is called, program-name and any programscontained within it are placed in their initial state.
 A program is in the initial state:
 � The first time the program is called in a run unit� Every time the program is called, if it possesses the initial attribute� The first time the program is called after the execution of a CANCEL
 statement referencing the program or a CANCEL statement referencing aprogram that directly or indirectly contains the program
 � The first time the program is called after the execution of a CALLstatement referencing a program that possesses the initial attribute, andthat directly or indirectly contains the program.
 When a program is in the initial state, the following occur:
 � The program's internal data contained in the Working-Storage Section areinitialized. If a VALUE clause is used in the description of the data item,the data item is initialized to the defined value. If a VALUE clause is notassociated with a data item, the initial value of the data item is undefined.
 � Files with internal file connectors associated with the program are not inthe open mode.
 � The control mechanisms for all PERFORM statements contained in theprogram are set to their initial states.
 � An altered GO TO statement contained in the program is set to its initialstate.
 For the rules governing non-unique program names, see “Rules forprogram-names” on page 61.
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CLASS-ID paragraph
 class-name-2The name of a class inherited by class-name-1. If class-name-2 is repeated,multiple inheritance is present. You must specify class-name-2 in theREPOSITORY paragraph of the Configuration Section of the class definition.
 METACLASSA clause that identifies the metaclass for class-name-1. A metaclass is a specialclass whose instances are class objects. For more information on metaclasses,see the IBM COBOL Programming Guide for your platform.
 Do not specify the METACLASS clause when defining a metaclass.
 Note: The INHERITS and METACLASS clauses can appear in either order inthe CLASS-ID paragraph.
 class-name-3The name of a metaclass that is responsible for creating and/or managingobjects of the class being defined. You must specify class-name-3 in theREPOSITORY paragraph of the Configuration Section of the class definition.
 General rules
 Class-name-1, class-name-2, and class-name-3 must conform to the normal rules offormation for a COBOL user-defined word, as described in “COBOL words withsingle-byte characters” on page 3.
 See “REPOSITORY paragraph” on page 91 for details on:� Class names mapping to CORBA compliant names� Specification of external class-names with more flexible rules of formation
 You can specify a sequence of class definitions and program definitions in a singleCOBOL source file, forming a batch compile.
 Inheritance
 Every method available on instances of a class is also available on instances of anysubclass directly or indirectly derived from it. A subclass can introduce newmethods that do not exist in the parent (or ancestor) class or can override amethod from the parent class. When a subclass overrides an existing method fromthe parent class, it defines a new implementation for that method, which replacesthe inherited implementation.
 The instance data of class-name-1 is a copy of the instance data from class-name-2together with the data declared in the Working-Storage Section of class-name-1.Note however, instance data is always private to the class that introduces it.
 The semantics of inheritance are defined by the IBM SOM. All classes must bederived directly or indirectly from the SOMObject class. All metaclasses must bederived directly or indirectly from SOMClass.
 Multiple inheritance
 Multiple inheritance is when more than one class name is specified on theINHERITS phrase. With multiple inheritance, a class might inherit the samemethods and instance data from different parents (if each of these parents have acommon ancestor). In this situation, (“diamond inheritance”) the subclass inheritsonly one set of method implementations and one copy of the instance data.
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METHOD-ID paragraph
 When a subclass inherits two methods with the same name, the two methods mustcomply to the following conformance rules:� The number of formal parameters on the Procedure Division USING phrase
 must be the same for both methods.� The presence or absence of the Procedure Division RETURNING phrase must
 be consistent for the two methods.� Corresponding parameters in the Procedure Division USING and RETURNING
 phrases must satisfy the following:— If a formal parameter is a COBOL elementary data item not described with
 USAGE IS OBJECT REFERENCE, the corresponding parameter must havethe same PICTURE, USAGE, SIGN, SYNCHRONIZED, JUSTIFIED, andBLANK WHEN ZERO clauses. Note that periods and commas can beinterchanged if using the DECIMAL POINT IS COMMA clause, and thePICTURE clause currency symbols can differ.
 — If a formal parameter is a COBOL elementary data item described withUSAGE IS OBJECT REFERENCE, the corresponding parameter must bedefined with an identical USAGE clause or USAGE IS OBJECTREFERENCE clause.
 — For the purpose of conformance checking, a fixed-length group data itemis considered to be equivalent to an elementary alphanumeric data item ofthe same length.
 A variable-length group conforms only to other variable-length groups thathave the same maximum length.
 METHOD-ID paragraph
 The METHOD-ID paragraph specifies the name by which a method is known andassigns selected attributes to that method. It is required and must be the firstparagraph in a method Identification Division.
 method-name-1A user-defined word or a nonnumeric literal that identifies the method.
 The rules of formation for method-name-1 are as follows:
 � If the method name is specified in the user-defined word format, thennormal COBOL rules for a user-defined word apply.
 � If the method name is specified as a nonnumeric literal, then:— The name can be up to 160 characters in length.— The characters used in the name must be uppercase or lowercase
 alphabetic, digit, hyphen, or underscore.— At least one character must be alphabetic.— Hyphen cannot be used as the first or last character.
 OVERRIDEA clause that allows a subclass to override an existing method implementationwhen it inherits a method from a parent class.
 You must specify the OVERRIDE clause in the METHOD-ID paragraph, ifmethod-name-1 is overriding a method with the same name that is inheritedfrom a parent class.
 Do not specify the OVERRIDE clause if the method is not inherited from anancestor class, and is being introduced by the current class definition.
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METHOD-ID paragraph
 General rules
 1. Method names that are defined for a class must be unique. (The set ofmethods "defined for a class" includes the methods introduced by the classdefinition and the methods inherited from parent classes.)
 Note: Method names that differ only in case are not considered unique. Forexample, naming one method “SAYHELLO” and another method “sayHELLO”is invalid.
 2. Method names are processed by the compiler as follows:� Literal-format methods names are processed in a case-sensitive manner.
 However, when processing method resolution as part of INVOKEstatements or method names that are specified as user-defined words, thecompiler ignores any difference in case.
 � If necessary, the compiler translates method names to conform to CORBArequirements:— Hyphens are translated to zero— If the first character of the name is a digit, it is converted as follows:
 – 1 through 9 are changed to A through I– 0 is changed to J
 3. If a method in class-name-1 overrides a method in class-name-2, these twomethods must satisfy the following conformance rules:� The number of formal parameters on the Procedure Division USING
 phrase must be the same for both methods.� The presence or absence of the Procedure Division RETURNING phrase
 must be consistent on the two methods.� Corresponding parameters in the Procedure Division USING phrases must
 satisfy the following:— If a formal parameter is a COBOL elementary data item not described
 with USAGE IS OBJECT REFERENCE, then the correspondingparameter must have the same PICTURE, USAGE, SIGN,SYNCHRONIZED, JUSTIFIED, and BLANK WHEN ZERO clauses.Note that periods and commas can be interchanged if using theDECIMAL POINT IS COMMA clause, and the PICTURE clausecurrency symbols can differ.
 — If a formal parameter is a COBOL elementary data item described withUSAGE IS OBJECT REFERENCE, then the corresponding parametermust be defined with an identical USAGE IS OBJECT REFERENCEclause.
 — BY VALUE and BY REFERENCE specifications must be consistent.� The identifiers specified on the Procedure Division RETURNING phrases
 must satisfy the following:— If one of the identifiers is a COBOL elementary data item not described
 with USAGE IS OBJECT REFERENCE, then the correspondingidentifier must have the same PICTURE, USAGE, SIGN,SYNCHRONIZED, JUSTIFIED, and BLANK WHEN ZERO clauses.Note that periods and commas can be interchanged if using theDECIMAL POINT IS COMMA clause, and the PICTURE clausecurrency symbols can differ.
 — If the class-name-2 Procedure Division RETURNING identifier is auniversal object reference, the class-name-1 Procedure Division
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RETURNING identifier must be an object reference (either a universalobject reference or an object reference typed to a specific class).
 Universal object references are described with USAGE OBJECTREFERENCE and typed object references are described with USAGEOBJECT REFERENCE class-name.
 — If the class-name-2 Procedure Division RETURNING identifier is anobject reference typed to a specific class, the class-name-1 ProcedureDivision RETURNING identifier must be an object reference typed tothe same class or a derived class.
 � For the purpose of conformance checking, a fixed-length group data itemis considered to be equivalent to an elementary alphanumeric data item ofthe same length.
 A variable-length group conforms only to other variable-length groups thathave the same maximum length.
 Under AIX and Windows, you can include multi-byte as well assingle-byte characters in an EUC or DBCS code page in comment entries in theIdentification Division of your program. Multiple lines are allowed in acomment-entry containing multi-byte characters.
 Under OS/390 and VM, you can include DBCS character strings ascomment-entries in the Identification Division of your program. Multiple lines areallowed in a comment-entry containing DBCS strings.
 Optional paragraphs
 Optional paragraphs
 These optional paragraphs in the Identification Division can be omitted:
 AUTHORName of the author of the program.
 INSTALLATIONName of the company or location.
 DATE-WRITTENDate the program was written.
 DATE-COMPILEDDate the program was compiled.
 SECURITYLevel of confidentiality of the program.
 The comment-entry in any of the optional paragraphs can be any combination ofcharacters from the character set of the computer. The comment-entry is written inArea B on one or more lines.
 The paragraph name DATE-COMPILED and any comment-entry associated with itappear in the output program listing with the current date inserted:
 DATE-COMPILED. ?4/27/95.
 Comment-entries serve only as documentation; they do not affect the meaning ofthe program. A hyphen in the indicator area (column 7) is not permitted incomment-entries.
 76 COBOL Language Reference

Page 89
                        

A DBCS string must be preceded by a shift-out control character and followed bya shift-in control character. For example:
 AUTHOR. <.A.U.T.H.O.R.-.N.A.M.E>, XYZ CORPORATIONDATE-WRITTEN. <.D.A.T.E>
 When using DBCS characters in a comment-entry contained on multiple lines,shift-out and shift-in characters must be paired on a line.
 DBCS strings are described under “Character-strings” on page 3.
 Optional paragraphs
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Optional paragraphs
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REPOSITORY paragraph
 PASSWORD clause
 APPLY WRITE-ONLY clause
 Part 4. Environment Division
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and classes,
 Class Configuration SectionSpecify the Configuration Section only in the Environment Division of theoutermost program of a class definition.
 Entries in a class Configuration Section apply to the entire class definition,including all methods introduced by that class.
 Method Configuration SectionThe Configuration Section is not valid for method definitions.
 and classes
 repository-paragraph
 � Relate object-oriented class names to the class names in the SOM interfacerepository
 SOURCE-COMPUTER paragraph
 Configuration Section
 The Configuration Section is an optional section for programs whichcan describe the computer environment on which the program is compiled andexecuted.
 Program Configuration SectionThe Configuration Section can be specified only in the Environment Divisionof the outermost program of a COBOL source program.
 You should not specify the Configuration Section in a program that iscontained within another program. The entries specified in the ConfigurationSection of a program apply to any program contained within that program.
 Format—programs ��──CONFIGURATION SECTION.─ ──┬ ┬─────────────────────────── ──────────────────� └ ┘─source-computer-paragraph─
 �─ ──┬ ┬─────────────────────────── ──┬ ┬───────────────────────── ──────────────� └ ┘─object-computer-paragraph─ └ ┘─special-names-paragraph─
 �─ ──┬ ┬────────────────────── ───────────────────────────────────────────────�� └ ┘─ ─
 The Configuration Section can:� Relate IBM-defined environment-names to user-defined mnemonic names� Specify the collating sequence� Specify a currency sign value, and the currency symbol used in the PICTURE
 clause to represent the currency sign value� Exchange the functions of the comma and the period in PICTURE clauses and
 numeric literals� Relate alphabet-names to character sets or collating sequences� Specify symbolic-characters� Relate class names to sets of characters
 SOURCE-COMPUTER paragraph
 The SOURCE-COMPUTER paragraph describes the computer on which the sourceprogram is to be compiled.
 80 Copyright IBM Corp. 1991, 2000
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SOURCE-COMPUTER paragraph
 Format ��──SOURCE-COMPUTER.─ ──┬ ┬──────────────────────────────────────────────── ──�� └ ┘ ─computer-name─ ──┬ ┬────────────────────────── ─.─ └ ┘ ──┬ ┬────── ─DEBUGGING MODE─ └ ┘─WITH─
 computer-nameA system-name. For example:
 IBM-39?
 WITH DEBUGGING MODEActivates a compile-time switch for debugging lines written in the sourceprogram.
 A debugging line is a statement that is compiled only when the compile-timeswitch is activated. Debugging lines allow you, for example, to check the valueof a data-name at certain points in a procedure.
 To specify a debugging line in your program, code a 'D' in column 7(indicator area). You can include successive debugging lines, but each musthave a 'D' in column 7 and you cannot break character strings across lines.
 All your debugging lines must be written so that the program is syntacticallycorrect, whether the debugging lines are compiled or treated as comments.
 The presence or absence of the DEBUGGING MODE clause is logicallydetermined after all COPY and REPLACE statements have been processed.
 You can code debugging lines in the Environment (after theOBJECT-COMPUTER paragraph), Data, or Procedure Divisions.
 If a debugging line contains only spaces in Area A and in Area B, it is treatedthe same as a blank line.
 Except for the WITH DEBUGGING MODE clause, the SOURCE-COMPUTERparagraph is syntax checked, but has no effect on the execution of the program.
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Under OS/390 and VM, the PROGRAM COLLATING SEQUENCEclause is not applied to the DBCS character set.
 Under AIX and Windows, the PROGRAM COLLATING SEQUENCEclause is not allowed if the code page in effect is a DBCS or EUC code page.
 OBJECT-COMPUTER paragraph
 OBJECT-COMPUTER paragraph
 The OBJECT-COMPUTER paragraph specifies the system for which the objectprogram is designated.
 Format ��──OBJECT-COMPUTER.───────────────────────────────────────────────────────────────────────────────�
 �─ ──┬ ┬────────────────────────────────────────────────────────────────────────────── ──────────────�� └ ┘─computer-name─ ──┬ ┬─────────────────────────────────────────── ─┤ entry 1 ├──.─ └ ┘ ─MEMORY─ ──┬ ┬────── ─integer─ ──┬ ┬─WORDS──────
 └ ┘─SIZE─ ├ ┤─CHARACTERS─ └ ┘─MODULES────
 entry 1├─ ──┬ ┬───────────────────────────────────────────────────────────── ────────────────────────────────� └ ┘ ──┬ ┬───────── ──┬ ┬─────────── ─SEQUENCE─ ──┬ ┬──── ─alphabet-name─ └ ┘─PROGRAM─ └ ┘─COLLATING─ └ ┘─IS─
 �─ ──┬ ┬──────────────────────────────────────── ─────────────────────────────────────────────────────┤ └ ┘ ─SEGMENT-LIMIT─ ──┬ ┬──── ─priority-number─ └ ┘─IS─
 computer-nameA system-name. For example:
 IBM-39?
 MEMORY SIZEThe amount of main storage needed to run the object program. The MEMORYSIZE clause is syntax checked, but it has no effect on the execution of theprogram.
 integerExpressed in words, characters, or modules.
 PROGRAM COLLATING SEQUENCE ISThe collating sequence used in this program is the collating sequenceassociated with the specified alphabet-name.
 The collating sequence pertains to this program and any programs it mightcontain.
 alphabet-nameThe collating sequence.
 PROGRAM COLLATING SEQUENCE determines the truth value of the followingnonnumeric comparisons:� Those explicitly specified in relation conditions� Those explicitly specified in condition-name conditions
 The PROGRAM COLLATING SEQUENCE clause also applies to any nonnumericmerge or sort keys, unless the COLLATING SEQUENCE phrase is specified in theMERGE or SORT statement.
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(multiple currency sign values andcurrency symbols can be specified)
 Note: The clauses in the SPECIAL-NAMES paragraph can appear in any order.
 SPECIAL-NAMES paragraph
 When the PROGRAM COLLATING SEQUENCE clause is omitted:� Under OS/390 and VM, the EBCDIC collating sequence is used.
 (See Appendix B, “EBCDIC and ASCII collating sequences” on page 498.)
 � Under AIX and Windows, the COLLSEQ compiler optionindicates the collating sequence used. For example, if COLLSEQ(EBCDIC) isspecified and the PROGRAM COLLATING SEQUENCE is not specified (or isNATIVE), the EBCDIC collating sequence is applied.
 SEGMENT-LIMIT ISCertain permanent segments can be overlaid by independent segments whilestill retaining the logical properties of fixed portion segments. (Fixed portionsegments are made up of fixed permanent and fixed overlayable segments.)
 Priority-numberAn integer ranging from 1 through 49.
 When SEGMENT-LIMIT is specified:
 � A fixed permanent segment is one with a priority-number less thanthe priority-number specified.
 � A fixed overlayable segment is one with a priority-number rangingfrom that specified through 49, inclusive.
 For example, if SEGMENT-LIMIT IS 25 is specified:
 � Sections with priority-numbers 0 through 24 are fixed permanentsegments.
 � Sections with priority-numbers 25 through 49 are fixed overlayablesegments.
 When SEGMENT-LIMIT is omitted, all sections with priority-numbers 0through 49 are fixed permanent segments.
 Except for the PROGRAM COLLATING SEQUENCE clause, theOBJECT-COMPUTER paragraph is syntax checked, but it has no effect on theexecution of the program.
 SPECIAL-NAMES paragraph
 The SPECIAL-NAMES paragraph:� Relates IBM-specified environment-names to user-defined mnemonic-names� Relates alphabetic-names to character sets or collating sequences� Specifies symbolic characters� Relates class names to sets of characters� Specifies a currency sign value, and the currency symbol used in the PICTURE
 clause to represent the currency sign value
 � Specifies that the functions of the comma and decimal point are to beinterchanged in PICTURE clauses and numeric literals
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PICTURE SYMBOL literal-7WITH
 This separator period must be used if any of the optional clauses are selected.
 SPECIAL-NAMES paragraph
 Format ┌ ┐────────────────────────────────────────────────────────────────────────��──SPECIAL-NAMES.─ ───/ ┴──┬ ┬────────────────────────────────────────────────────────────────── ──────� ├ ┤ ─environment-name-1─ ──┬ ┬──── ─mnemonic-name-1────────────────────── │ │└ ┘─IS─ └ ┘ ─environment-name-2─ ──┬ ┬ ──┬ ┬──── ─mnemonic-name-2─ ──┬ ┬─────────────
 │ │└ ┘─IS─ └ ┘─┤ entry 1 ├─└ ┘─┤ entry 1 ├──────────────────────────────
 �─ ──┬ ┬──────────────────────────────────────────────────────────────────────── ─────────────────────� │ │┌ ┐────────────────────────────────────────────────────────────────────── └ ┘ ───/ ┴ ─ALPHABET──alphabet-name-1─ ──┬ ┬──── ──┬ ┬─STANDARD-1────────────────── └ ┘─IS─ ├ ┤─STANDARD-2────────────────── ├ ┤─NATIVE────────────────────── ├ ┤─EBCDIC────────────────────── │ │┌ ┐─────────────────────────── └ ┘───/ ┴ ─literal-1──┤ phrase 1 ├─
 �─ ──┬ ┬───────────────────────────────────────────────────────────────────── ────────────────────────� │ │┌ ┐─────────────────────────────────────────────────────────────────── └ ┘ ───/ ┴─SYMBOLIC─ ──┬ ┬──────────── ─┤ symbolic ├─ ──┬ ┬───────────────────── └ ┘─CHARACTERS─ └ ┘ ─IN──alphabet-name-2─
 �─ ──┬ ┬──────────────────────────────────────────────────────────────────────────── ─────────────────� │ │┌ ┐────────────────────────────────────────────────────────────────────────── │ ││ │┌ ┐───────────────────────────────────────── └ ┘ ───/ ┴ ─CLASS──class-name-1─ ──┬ ┬──── ───/ ┴ ─literal-4─ ──┬ ┬──────────────────────── └ ┘─IS─ └ ┘ ──┬ ┬─THROUGH─ ─literal-5─ └ ┘─THRU────
 �─ ──┬ ┬───────────────────────────────────────────────────────────────────────────────────── ────────�| │ │┌ ┐───────────────────────────────────────────────────────────────────────────────────
 └ ┘ ───/ ┴ ─CURRENCY─ ──┬ ┬────── ──┬ ┬──── ─literal-6─ ──┬ ┬────────────────────────────────────── └ ┘─SIGN─ └ ┘─IS─ └ ┘──┬ ┬────── ─ ── ── ─ └ ┘─ ─
 �─ ──┬ ┬────────────────────────────── ──┬ ┬───── ─────────────────────────────────────────────────────�� └ ┘ ─DECIMAL-POINT─ ──┬ ┬──── ─COMMA─ └ ┘─.───(1)
 └ ┘─IS─
 entry 1├─ ──┬ ┬ ─ON─ ──┬ ┬──────── ──┬ ┬──── ─condition-1─ ──┬ ┬────────────────────────────────────── ──────────────┤ │ │└ ┘─STATUS─ └ ┘─IS─ └ ┘ ─OFF─ ──┬ ┬──────── ──┬ ┬──── ─condition-2─ │ │└ ┘─STATUS─ └ ┘─IS─ └ ┘ ─OFF─ ──┬ ┬──────── ──┬ ┬──── ─condition-2─ ──┬ ┬───────────────────────────────────── └ ┘─STATUS─ └ ┘─IS─ └ ┘ ─ON─ ──┬ ┬──────── ──┬ ┬──── ─condition-1─ └ ┘─STATUS─ └ ┘─IS─
 phrase 1├─ ──┬ ┬──────────────────────── ─────────────────────────────────────────────────────────────────────┤ ├ ┤ ──┬ ┬─THROUGH─ ─literal-2─ │ │└ ┘─THRU──── │ │┌ ┐─────────────────── └ ┘───/ ┴ ─ALSO──literal-3─ ───
 symbolic ┌ ┐──────────────────────────────────────────────────── │ │┌ ┐──────────────────────── ┌ ┐─────────────├─ ───/ ┴ ───/ ┴─symbolic-character-1─ ──┬ ┬───── ───/ ┴─integer-1─ ───────────────────────────────────────────┤ ├ ┤─ARE─ └ ┘─IS──
 Note:1
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SPECIAL-NAMES paragraph
 environment-name-1System devices or standard system actions taken by the compiler.
 Valid specifications for environment-name-1 are:
 environment-name-2A 1-byte User Programmable Status Indicator (UPSI) switch. Validspecifications for environment-name-2 are UPSI-0 through UPSI-7.
 mnemonic-name-1, mnemonic-name-2Mnemonic-name-1 and mnemonic-name-2 follow the rules of formation foruser-defined names. Mnemonic-name-1 can be used in ACCEPT, DISPLAY,and WRITE statements. Mnemonic-name-2 can be referenced only in the SETstatement. Mnemonic-name-2 can qualify cond-1 or cond-2 names.
 Mnemonic-names and environment-names need not be unique. If you choosea mnemonic-name that is also an environment-name, its definition as amnemonic-name will take precedence over its definition as anenvironment-name.
 ON STATUS IS, OFF STATUS ISUPSI switches process special conditions within a program, such asyear-beginning or year-ending processing. For example, at the beginning ofthe Procedure Division, an UPSI switch can be tested; if it is ON, the specialbranch is taken. (See “Switch-status condition” on page 229.)
 cond-1, cond-2Condition-names follow the rules for user-defined names. At least onecharacter must be alphabetic. The value associated with the condition-name isconsidered to be alphanumeric. A condition-name can be associated with theon status and/or off status of each UPSI switch specified.
 In the Procedure Division, the UPSI switch status is tested through theassociated condition-name. Each condition-name is the equivalent of a level-88
 Table 8. Meanings of environment names
 EnvironmentName-1
 Meaning Allowed in
 SYSINSYSIPT
 System logical input unit ACCEPT
 SYSOUTSYSLISTSYSLST
 System logical output unit DISPLAY
 SYSPUNCHSYSPCH
 System punch device DISPLAY
 CONSOLE Console ACCEPT and DISPLAY
 C01–C12 Skip to channel 1 through 12, respectively WRITE ADVANCING(Under AIX andWindows, with C01–C12,one line is advanced.)
 CSP Suppress spacing WRITE ADVANCING
 S01–S05 Pocket select 1–5 on punch devices WRITE ADVANCING(Under AIX andWindows, with S01–S05,one line is advanced.)
 AFP-5A Advanced Function Printing WRITE ADVANCING
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Under AIX and Windows, you cannot specify the ALPHABETclause if the code page in effect is a DBCS or EUC code page. For details, seethe IBM COBOL Programming Guide for your platform.
 or EUC
 ALPHABET clause
 item; the associated mnemonic-name, if specified, is considered the conditionalvariable and can be used for qualification.
 Condition-names specified in a containing program's SPECIAL-NAMESparagraph can be referenced from any contained program.
 ALPHABET clause
 ALPHABET alphabet-name-1 ISProvides a means of relating an alphabet-name to a specified character code setor collating sequence.
 It specifies a collating sequence when used in either:
 � The PROGRAM COLLATING SEQUENCE clause of theOBJECT-COMPUTER paragraph
 � The COLLATING SEQUENCE phrase of the SORT or MERGE statement
 It specifies a character code set when specified in either:
 � The FD entry CODE-SET clause� The SYMBOLIC CHARACTERS clause
 STANDARD-1 Under OS/390 and VM, specifies the ASCII character set.
 Under AIX and Windows, specifies that the collatingsequence is based on the binary code values of the characters, ignoring thelocale setting.
 STANDARD-2 Under OS/390 and VM, specifies the International Reference
 Version of the ISO 7-bit code defined in International Standard 646, 7-bitCoded Character Set for Information Processing Interchange.
 Under AIX and Windows, specifies that the collatingsequence is based on the binary code values of the characters, ignoring thelocale setting.
 NATIVESpecifies the native character code set. If the alphabet-name clause isomitted:
 Under OS/390 and VM, EBCDIC is assumed.
 Under AIX and Windows, the alphabet-name is associatedwith the character set (ASCII ) indicated by the locale in effect.
 EBCDICSpecifies the EBCDIC character set.
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ALPHABET clause
 literal-1literal-2literal-3
 Specifies that the collating sequence is to be determined by the program,according to the following rules:
 � The order in which literals appear specifies the ordinal number, inascending sequence, of the character(s) in this collating sequence.
 � Each numeric literal specified must be an unsigned integer.� Each numeric literal must have a value that corresponds to a valid
 ordinal position within the collating sequence in effect.
 Appendix B, “EBCDIC and ASCII collating sequences” on page 498,lists the ordinal number for characters in the EBCDIC and ASCIIcollating sequences.
 � Each character in a nonnumeric literal represents that actual characterin the character set. (If the nonnumeric literal contains more than onecharacter, each character, starting with the leftmost, is assigned asuccessively ascending position within this collating sequence.)
 � Any characters that are not explicitly specified assume positions in thiscollating sequence higher than any of the explicitly specifiedcharacters. The relative order within the set of these unspecifiedcharacters within the character set remains unchanged.
 � Within one alphabet-name clause, a given character must not bespecified more than once.
 � Each nonnumeric literal associated with a THROUGH or ALSO phrasemust be 1 character in length.
 � When the THROUGH phrase is specified, the contiguous characters inthe native character set beginning with the character specified byliteral-1 and ending with the character specified by literal-2 areassigned successively ascending positions in this collating sequence.This sequence can be either ascending or descending within theoriginal native character set. That is, if "Z" THROUGH "A" isspecified, the ascending values, left-to-right, for the uppercase lettersare:
 ZYXWVUTSRQPONMLKJIHGFEDCBA
 � When the ALSO phrase is specified, the characters specified as literal-1,literal-3, etc., are assigned to the same position in this collatingsequence. For example, if you specify:
 "D" ALSO "N" ALSO "%"
 the characters D, N, and % are all considered to be in the sameposition in the collating sequence.
 � When the ALSO phrase is specified and alphabet-name-1 is referencedin a SYMBOLIC CHARACTERS clause, only literal-1 is used torepresent the character in the character set.
 � The character having the highest ordinal position in this collatingsequence is associated with the figurative constant HIGH-VALUE. Ifmore than one character has the highest position, because ofspecification of the ALSO phrase, the last character specified (ordefaulted to when any characters are not explicitly specified) isconsidered to be the HIGH-VALUE character for procedural statementssuch as DISPLAY, or as the sending field in a MOVE statement. (If allcharacters and the ALSO phrase example given above were specified
 Part 4. Environment Division 87
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Floating-point literals cannot be used in a user-specified collating sequence.
 DBCS literals cannot be used in a user-specified collating sequence.
 ALPHABET clause
 as the high-order characters of this collating sequence, theHIGH-VALUE character would be %.)
 � The character having the lowest ordinal position in this collatingsequence is associated with the figurative constant LOW-VALUE. Ifmore than one character has the lowest position, because ofspecification of the ALSO phrase, the first character specified is theLOW-VALUE character. (If the ALSO phrase example given abovewere specified as the low-order characters of the collating sequence,the LOW-VALUE character would be D.)
 When literal-1, literal-2, or literal-3 is specified, the alphabet-name mustnot be referred to in a CODE-SET clause (see “CODE-SET clause” onpage 143).
 Literal-1, literal-2, and literal-3 must not specify a symbolic-characterfigurative constant.
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Under OS/390 and VM, the symbolic character can be a DBCSuser-defined word.
 Under AIX and Windows, you cannot use the SYMBOLICCHARACTERS clause if the code page is DBCS or EUC.
 Under AIX and Windows, you cannot specify the CLASS clause if thecode page in effect is a DBCS or EUC code page.
 Under OS/390 and VM, the class-name in the CLASS clause can bea DBCS user-defined word.
 Cannot be specified asfloating-point literals or as DBCS literals.
 CLASS clause
 SYMBOLIC CHARACTERS clause
 SYMBOLIC CHARACTERS symbolic-character-1Provides a means of specifying one or more symbolic characters.Symbolic-character-1 is a user-defined word and must contain at least onealphabetic character. The same symbolic-character can appear only once in aSYMBOLIC CHARACTERS clause.
 The internal representation of symbolic-character-1 is the internalrepresentation of the character that is represented in the specified character set.The following rules apply:
 � The relationship between each symbolic-character-1 and the correspondinginteger-1 is by their position in the SYMBOLIC CHARACTERS clause. Thefirst symbolic-character-1 is paired with the first integer-1; the secondsymbolic-character-1 is paired with the second integer-1; and so forth.
 � There must be a one-to-one correspondence between occurrences ofsymbolic-character-1 and occurrences of integer-1 in a SYMBOLICCHARACTERS clause.
 � If the IN phrase is specified, integer-1 specifies the ordinal position of thecharacter that is represented in the character set named byalphabet-name-2. This ordinal position must exist.
 � If the IN phrase is not specified, symbolic-character-1 represents thecharacter whose ordinal position in the native character set is specified byinteger-1.
 Note: Ordinal positions are numbered starting from 1.
 CLASS clause
 CLASS class-name-1 ISProvides a means for relating a name to the specified set of characters listed inthat clause. Class-name can be referenced only in a class condition. Thecharacters specified by the values of the literals in this clause define theexclusive set of characters of which this class-name consists.
 literal-4, literal-5If numeric, must be unsigned integers and must have a value that is greaterthan or equal to 1 and less than or equal to the number of characters in thealphabet specified. Each number corresponds to the ordinal position of eachcharacter in the EBCDIC or ASCII collating series.
 If nonnumeric, the literal is the actual EBCDIC or ASCII character. Literal-4and literal-5 must not specify a symbolic-character figurative constant. If the
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'EUR', 'FRF', 'HK$', 'HKD', or X'9F' (hexadecimalcode point in some host-based code pages for , the Euro currency sign). Formore details on programming techniques for handling the Euro, see the IBMCOBOL Programming Guide for your platform.
 The SPECIAL-NAMES paragraph can contain multiple CURRENCY SIGN clauses.Each CURRENCY SIGN clause must specify a different currency symbol. Unlikeall other PICTURE clause symbols, currency symbols are case-sensitive: forexample, 'D' and 'd' specify different currency symbols.
 a DBCS literal, or a null-terminated literal.
 If the PICTURE SYMBOL phrase is not specified,
 E, G, N,
 '� Can be one of the following lowercase alphabetic characters: f, h, i, j, k, l,
 m, o, q, t, u, w, y
 If the PICTURE SYMBOL phrase is specified, literal-6:
 � Specifies a currency sign value. Literal-7, in the PICTURE SYMBOLphrase, specifies the currency symbol for this currency sign value.
 CURRENCY SIGN clause
 value of the nonnumeric literal contains multiple characters, each character inthe literal is included in the set of characters identified by class-name.
 If the nonnumeric literal is associated with a THROUGH phrase, it must beone character in length.
 THROUGH, THRUTHROUGH and THRU are equivalent. If THROUGH is specified,class-name includes those characters beginning with the value of literal-4and ending with the value of literal-5. In addition, the characters specifiedby a THROUGH phrase can specify characters in either ascending ordescending order.
 CURRENCY SIGN clause
 The CURRENCY SIGN clause affects numeric-edited data items whose PICTUREclause character-strings contain a currency symbol. A currency symbol represents acurrency sign value that is:� Inserted in such data items, when they are used as receiving items� Removed from such data items, when they are used as sending items for a
 numeric or numeric-edited receiver
 Typically, currency sign values identify the monetary units stored in a data item.For example: '$', 'F',
 The CURRENCY SIGN clause specifies a currency sign value and the currencysymbol used to represent that currency sign value in a PICTURE clause.
 CURRENCY SIGN IS literal-6Literal-6 must be a nonnumeric literal. Literal-6 must not be a figurativeconstant,
 literal-6:
 � Specifies both a currency sign value and the currency symbol for thiscurrency sign value.
 � Must be a single character.� Must not be any of the following:
 — Digits 0 through 9— Alphabetic characters A, B, C, D, P, R, S, V, X, Z, their
 lowercase equivalents, or the space— Special characters + - , . * / ; ( ) " =
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REPOSITORY paragraph
 � Can consist of one or more characters.� Must not contain any of the following:
 — Digits 0 through 9— Special characters + - . ,
 PICTURE SYMBOL literal-7Specifies a currency symbol, which can be used in a PICTURE clause torepresent the currency sign value specified by literal-6.
 Literal-7 must be a nonnumeric literal consisting of a single character. Literal-7must not be any of the following:
 � A figurative constant� Digits 0 through 9� Alphabetic characters A, B, C, D, E, G, N, P, R, S, V, X, Z, their lowercase
 equivalents, or the space� Special characters + - , . * / ; ( ) " = '
 If the CURRENCY SIGN clause is specified, the CURRENCY and NOCURRENCYcompiler options are ignored. If the CURRENCY SIGN clause is not specified andthe NOCURRENCY compiler option is in effect, the dollar sign ($) is used as thedefault currency sign value and currency symbol. For more information about theCURRENCY and NOCURRENCY compiler options, see the IBM COBOLProgramming Guide for your platform.
 Some uses of the CURRENCY SIGN clause prevent use of the NUMVAL-Cintrinsic function. For details, see “NUMVAL-C” on page 441.
 REPOSITORY paragraph
 The REPOSITORY paragraph defines the names of the classes that you can use in aclass definition or program. Optionally, the REPOSITORY paragraph definesassociations between class-names and external class-names.
 Format ��──REPOSITORY.─ ──┬ ┬──────────────────────────────────────────────────────── ─.────────────────────�� └ ┘ ─CLASS──class-name-1─ ──┬ ┬─────────────────────────────── └ ┘ ──┬ ┬──── ─external-class-name-1─ └ ┘─IS─
 class-name-1A user-defined word that identifies the class.
 external-class-name-1A name that enables a COBOL program to define or access classes with namesthat are defined using CORBA rules of formation. (Class names defined usingCORBA rules of formation might not be expressible as a COBOL user-definedword, such as the case-sensitive SOM class names (SOMObject for example), ora class implemented in C with a name containing underscores.)
 You must specify external-class-name-1 as a nonnumeric literal, conforming tothe following rules of formation:
 � The name must not be a figurative constant.
 DECIMAL-POINT IS COMMAExchanges the functions of the period and the comma in PICTURE characterstrings and in numeric literals.
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REPOSITORY paragraph
 � The name can be up to 160 characters in length.� The characters used in the name must be uppercase or lowercase
 alphabetic, digit, or underscore.� The leading character must be alphabetic.
 General rules
 1. All class names (whether referenced in a program, class definition, or methodintroduced by the class) must have an entry in the REPOSITORY paragraph.(You do not have to put the name of the class you are defining in theREPOSITORY paragraph. Note, if you don't, the class name is stored in alluppercase in the SOM repository.)
 You can only specify a class name once in a given REPOSITORY paragraph.2. Entries in a class REPOSITORY paragraph apply to the entire class definition,
 including all methods introduced by that class. Entries in a programREPOSITORY paragraph apply globally to all nested programs containedwithin the program.
 Identifying and referencing the class
 The external class-name is used to identify and reference the class outside of thesource file containing the class definition (for example, to identify the entry for theclass in the SOM Interface Repository). The external class-name is determined byusing the contents of either external-class-name-1 or class-name-1 (as specified in theREPOSITORY paragraph of a class), as described below:1. external-class-name-1—is used directly, without translations. The external
 class-names are processed in a case-sensitive manner.2. class-name-1—is used if external-class-name-1 is not specified. To create a
 CORBA-compliant external name that identifies the class, class-name-1 isprocessed as follows:� The name is converted to uppercase.� Hyphens are translated to zero.� If the first character of the name is a digit, it is converted as follows:
 — 1 though 9 are changed to A through I— 0 is changed to J
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Class Input-Output SectionThe Input-Output Section is not valid for class definitions.
 Method Input-Output SectionThe same rules apply to program and method I-O Sections.
 and methods
 If there are no files defined in the program and the INPUT-OUTPUTSECTION is specified and no file-control-paragraph is specified, then theFILE-CONTROL paragraph-name is optional as an IBM extension.If there are no files defined in the program and the FILE-CONTROLparagraph-name is specified, then the file-control-paragraph is optional asan IBM extension.
 Input-Output Section
 Input-Output Section
 The Input-Output Section of the Environment Division contains two paragraphs:� FILE-CONTROL paragraph� I-O-CONTROL paragraph
 The exact contents of the Input-Output Section depend on the file organization andaccess methods used. See “ORGANIZATION clause” on page 103 and “ACCESSMODE clause” on page 107.
 Program Input-Output SectionThe same rules apply to program and method I-O Sections.
 Programs ┌ ┐────────────────────────────��──INPUT-OUTPUT SECTION.──FILE-CONTROL.───(1) ───/ ┴─file-control-paragraph───(2) ───�
 �─ ──┬ ┬──────────────────────────────────────────────── ─────────────────────�� └ ┘ ─I-O-CONTROL.─ ──┬ ┬────────────────────────────── │ │┌ ┐───────────────────────── └ ┘ ───/ ┴─i-o-control-paragraph─ ─.─
 Notes:1
 2
 FILE-CONTROLThe key word FILE-CONTROL names the FILE-CONTROL paragraph. Thiskey word can appear only once, at the beginning of the FILE-CONTROLparagraph. It must begin in Area A, and be followed by a separator period.
 file-control-paragraphNames the files and associates them with the external data sets.
 Must begin in Area B with a SELECT clause. It must end with a separatorperiod. See “FILE-CONTROL paragraph” on page 94.
 I-O-CONTROLThe key word I-O-CONTROL names the I-O-CONTROL paragraph.
 input-output-control-paragraphSpecifies information needed for efficient transmission of data between theexternal data set and the COBOL program. The series of entries must endwith a separator period. See “I-O-CONTROL paragraph” on page 114.
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� Line-sequential file entries (not supported under VM)
 Under OS/390 and VM, there is one exception to the rule about order.For indexed files, the PASSWORD clause, if specified, must immediately follow theRECORD KEY or ALTERNATE RECORD KEY data-name with which it isassociated.
 LineSequential
 Native3 Native Native
 FILE-CONTROL paragraph
 FILE-CONTROL paragraph
 The FILE-CONTROL paragraph associates each file in the COBOL program withan external data set, and specifies file organization, access mode, and otherinformation.
 The following are the formats for the FILE-CONTROL paragraph:� Sequential file entries� Indexed file entries� Relative file entries
 |
 Table 9 lists the different type of files available to mainframe and workstationCOBOL programs.
 The FILE-CONTROL paragraph begins with the word "FILE-CONTROL", followedby a separator period. It must contain one and only one entry for each filedescribed in an FD or SD entry in the Data Division. Within each entry, theSELECT clause must appear first. The other clauses can appear in any order.
 Table 9. Types of files
 FileOrganization
 Access methodOS/390 and VM
 File systems
 AIX Windows
 Sequential QSAM, VSAM VSAM1, STL VSAM2, Btrieve, STL
 Relative VSAM VSAM1, STL VSAM2, Btrieve, STL
 Indexed VSAM VSAM1, STL VSAM2, Btrieve, STL
 |
 Note:
 1 Under AIX, you can access the SFS file system through VSAM.
 2 Under Windows, only remote file access is available.
 | 3 Line-sequential support on the host is limited to HFS files under OS/390. Line-sequential files| are not supported under VM.
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USING data-name-9
 PASSWORD data-name-6IS
 data-name-8
 The USING data-name phrase of the ASSIGN clause is only valid under AIX and Windows.
 USING data-name-9
 PASSWORD data-name-6IS
 data-name-8
 PASSWORD data-name-7IS
 The USING data-name phrase of the ASSIGN clause is only valid under AIX and Windows.RECORD is optional as an IBM extension.
 FILE-CONTROL paragraph Format 1—sequential-file-control-entries
 ┌ ┐─────────────────────��──SELECT─ ──┬ ┬────────── ─file-name-1─ ─ASSIGN─ ──┬ ┬ ──┬ ┬──── ───/ ┴─assignment-name-1─ ──────────────────� └ ┘─OPTIONAL─ │ │└ ┘─TO─ └ ┘─ ── ───(1) ─────────
 �─ ──┬ ┬───────────────────────────── ──┬ ┬────────────────────────────────────── ──────────────────────� └ ┘ ─RESERVE──integer─ ──┬ ┬─────── └ ┘ ──┬ ┬────────────────────── ─SEQUENTIAL─ ├ ┤─AREA── └ ┘ ─ORGANIZATION─ ──┬ ┬──── └ ┘─AREAS─ └ ┘─IS─
 �─ ──┬ ┬───────────────────────────────────────────────── ────────────────────────────────────────────� └ ┘ ─PADDING─ ──┬ ┬─────────── ──┬ ┬──── ──┬ ┬─data-name-5─ └ ┘─CHARACTER─ └ ┘─IS─ └ ┘─literal-2───
 �─ ──┬ ┬───────────────────────────────────────────────── ────────────────────────────────────────────� └ ┘ ─RECORD DELIMITER─ ──┬ ┬──── ──┬ ┬─STANDARD-1──────── └ ┘─IS─ └ ┘─assignment-name-2─
 �─ ──┬ ┬────────────────────────────────────── ──┬ ┬─────────────────────────────── ────────────────────� └ ┘ ─ACCESS─ ──┬ ┬────── ──┬ ┬──── ─SEQUENTIAL─ └ ┘ ─ ─ ──┬ ┬──── ─ ─ └ ┘─MODE─ └ ┘─IS─ └ ┘─ ─
 �─ ──┬ ┬──────────────────────────────────────────────────────── ─.──────────────────────────────────�� └ ┘ ──┬ ┬────── ─STATUS─ ──┬ ┬──── ─data-name-1─ ──┬ ┬───────────── └ ┘─FILE─ └ ┘─IS─ └ ┘ ─ ─
 Note:1
 Format 2—indexed-file-control-entries ┌ ┐─────────────────────��──SELECT─ ──┬ ┬────────── ─file-name-1─ ─ASSIGN─ ──┬ ┬ ──┬ ┬──── ───/ ┴─assignment-name-1─ ──────────────────� └ ┘─OPTIONAL─ │ │└ ┘─TO─ └ ┘─ ── ───(1) ─────────
 �─ ──┬ ┬───────────────────────────── ──┬ ┬────────────────────── ─INDEXED──────────────────────────────� └ ┘ ─RESERVE──integer─ ──┬ ┬─────── └ ┘ ─ORGANIZATION─ ──┬ ┬──── ├ ┤─AREA── └ ┘─IS─ └ ┘─AREAS─
 �─ ──┬ ┬────────────────────────────────────────── ─RECORD─ ──┬ ┬───── ──┬ ┬──── ─data-name-2──────────────� └ ┘ ─ACCESS─ ──┬ ┬────── ──┬ ┬──── ──┬ ┬─SEQUENTIAL─ └ ┘─KEY─ └ ┘─IS─ └ ┘─MODE─ └ ┘─IS─ ├ ┤─RANDOM───── └ ┘─DYNAMIC────
 ┌ ┐───────────────────�─ ──┬ ┬─────────────────────────────── ───/ ┴──┬ ┬───────────── ─────────────────────────────────────────� └ ┘ ─ ─ ──┬ ┬──── ─ ─ └ ┘─┤ entry 1 ├─ └ ┘─ ─
 �─ ──┬ ┬──────────────────────────────────────────────────────── ─.──────────────────────────────────�� └ ┘ ──┬ ┬────── ─STATUS─ ──┬ ┬──── ─data-name-1─ ──┬ ┬───────────── └ ┘─FILE─ └ ┘─IS─ └ ┘ ─ ─
 entry 1├──ALTERNATE RECORD───(2) ──┬ ┬───── ──┬ ┬──── ─data-name-3─ ──┬ ┬────────────────────── ─────────────────────� └ ┘─KEY─ └ ┘─IS─ └ ┘ ──┬ ┬────── ─DUPLICATES─ └ ┘─WITH─
 �─ ──┬ ┬─────────────────────────────── ──────────────────────────────────────────────────────────────┤ └ ┘ ─ ─ ──┬ ┬──── ─ ─ └ ┘─ ─
 Notes:1
 2
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USING data-name-9
 PASSWORD data-name-6IS
 data-name-8
 The USING data-name phrase of the ASSIGN clause is only valid under AIX and Windows.
 Format 4—line-sequential-file-control-entries (all platforms except VM) ┌ ┐─────────────────────��──SELECT─ ──┬ ┬────────── ─file-name-1─ ─ASSIGN─ ──┬ ┬ ──┬ ┬──── ───/ ┴─assignment-name-1─ ──────────────────� └ ┘─OPTIONAL─ │ │└ ┘─TO─ └ ┘─USING──data-name-9───(1) ─────────
 �─ ──┬ ┬────────────────────── ─LINE SEQUENTIAL─ ──┬ ┬────────────────────────────────────── ────────────� └ ┘ ─ORGANIZATION─ ──┬ ┬──── └ ┘ ─ACCESS─ ──┬ ┬────── ──┬ ┬──── ─SEQUENTIAL─ └ ┘─IS─ └ ┘─MODE─ └ ┘─IS─
 �─ ──┬ ┬────────────────────────────────────────────────────────── ─.────────────────────────────────�� └ ┘ ──┬ ┬────── ─STATUS─ ──┬ ┬──── ─data-name-1─ ──┬ ┬─────────────── └ ┘─FILE─ └ ┘─IS─ └ ┘ ─data-name-8───(1)
 Note:1 The USING data-name-9 phrase and data-name-8 are only valid under AIX and Windows.
 FILE-CONTROL paragraph Format 3—relative-file-control-entries
 ┌ ┐─────────────────────��──SELECT─ ──┬ ┬────────── ─file-name-1─ ─ASSIGN─ ──┬ ┬ ──┬ ┬──── ───/ ┴─assignment-name-1─ ──────────────────� └ ┘─OPTIONAL─ │ │└ ┘─TO─ └ ┘─ ── ───(1) ─────────
 �─ ──┬ ┬───────────────────────────── ──┬ ┬────────────────────── ─RELATIVE─────────────────────────────� └ ┘ ─RESERVE──integer─ ──┬ ┬─────── └ ┘ ─ORGANIZATION─ ──┬ ┬──── ├ ┤─AREA── └ ┘─IS─ └ ┘─AREAS─
 �─ ──┬ ┬────────────────────────────────────────────────────────────────────────────────────── ───────� └ ┘ ─ACCESS─ ──┬ ┬────── ──┬ ┬──── ──┬ ┬ ─SEQUENTIAL─ ──┬ ┬──────────────────────────────────────── └ ┘─MODE─ └ ┘─IS─ │ │└ ┘ ─RELATIVE─ ──┬ ┬───── ──┬ ┬──── ─data-name-4─ │ │└ ┘─KEY─ └ ┘─IS─ └ ┘ ──┬ ┬─RANDOM── ─RELATIVE─ ──┬ ┬───── ──┬ ┬──── ─data-name-4──── └ ┘─DYNAMIC─ └ ┘─KEY─ └ ┘─IS─
 �─ ──┬ ┬─────────────────────────────── ──────────────────────────────────────────────────────────────� └ ┘ ─ ─ ──┬ ┬──── ─ ─ └ ┘─ ─
 �─ ──┬ ┬──────────────────────────────────────────────────────── ─.──────────────────────────────────�� └ ┘ ──┬ ┬────── ─STATUS─ ──┬ ┬──── ─data-name-1─ ──┬ ┬───────────── └ ┘─FILE─ └ ┘─IS─ └ ┘ ─ ─
 Note:1
 ||
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ASSIGN clause
 SELECT clause
 The SELECT clause chooses a file in the COBOL program to be associated with anexternal data set.
 SELECT OPTIONALCan be specified only for files opened in the input, I-O, or extend mode. Youmust specify SELECT OPTIONAL for such input files that are not necessarilypresent each time the object program is executed. For more information, seethe IBM COBOL Programming Guide for your platform.
 file-name-1Must be identified by an FD or SD entry in the Data Division. A file-namemust conform to the rules for a COBOL user-defined name, must contain atleast one alphabetic character, and must be unique within this program.
 When file-name-1 specifies a sort or a merge file, only the ASSIGN clause canfollow the SELECT clause.
 If the file connector referenced by file-name-1 is an external file connector, all filecontrol entries in the run unit that reference this file connector must have the samespecification for the OPTIONAL phrase.
 ASSIGN clause
 The ASSIGN clause associates the program's name for a file with the externalname for the actual data file.
 OS/390 and VM syntax
 assignment-name-1Can be specified as a user-defined word or a nonnumeric literal. Anyassignment-name after the first is syntax checked, but it has no effect on theexecution of the program.
 Assignment-name-1 has the following formats:
 Format—QSAM file��─ ──┬ ┬───────── ──┬ ┬───── ─name─────────────────────────────────────────────��
 └ ┘──label- └ ┘─S- ─
 Format—VSAM sequential file��─ ──┬ ┬───────── ─AS- ──name────────────────────────────────────────────────��
 └ ┘──label-
 | Format—Line-sequential, VSAM indexed or VSAM relative file|
 ��─ ──┬ ┬───────── ─name──────────────────────────────────────────────────────��└ ┘──label-
 label-Documents the device and device class to which a file is assigned. If specified,it must end with a hyphen.
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ASSIGN clause
 S- For QSAM files, the S- (organization) field can be omitted.
 AS-For VSAM sequential files, the AS- (organization) field must be specified.
 For VSAM indexed and relative files, the organization field must be omitted.
 nameA required field that specifies the external name for this file.
 | Under OS/390, it must be either the name specified in the DD statement for| this file or the name of an environment variable containing file allocation| information. For details on specifying an environment variable, see| “Assignment name for environment variable (OS/390).”
 The name must conform to the following rules of formation:
 � If assignment-name-1 is a user-defined word:— The name can contain from 1 - 8 characters.— The name can contain the characters A-Z, a-z, 0-9.— The leading character must be alphabetic.
 � If assignment-name-1 is a literal:— The name can contain from 1 - 8 characters.— The name can contain the characters A-Z, a-z, 0-9, @, #, $.— The leading character must be alphabetic.
 For both user-defined words and literals, the compiler folds name to upper caseto form the ddname for the file.
 In a sort or merge file, name is treated as a comment.
 If the file connector referenced by file-name-1 in the SELECT clause is an externalfile connector, all file control entries in the run unit that reference this fileconnector must have a consistent specification for assignment-name-1 in theASSIGN clause. For QSAM files and VSAM indexed and relative files, the namespecified on the first assignment- name-1 must be identical. For VSAM sequentialfiles, it must be specified as AS-name.
 | Assignment name for environment variable (OS/390)
 | Under OS/390, the name component of assignment-name-1 is initially treated as a| ddname. If no file has been allocated using this ddname, then name is treated as| an environment variable.
 | Note: The environment variable name must be defined using only upper case,| since the COBOL compiler automatically folds the external file name to upper case.
 | If this environment variable exists, and contains a valid PATH or DSN option| (described below), then the file is dynamically allocated using the information| supplied by that option.
 | If the environment variable does not contain a valid PATH or DSN option, or if| the dynamic allocation fails, then attempting to open the file results in file status| 98.
 | The contents of the environment variable are checked at each OPEN statement. If| a file was dynamically allocated by a previous OPEN statement and the contents| of the environment variable have changed since the previous OPEN, then the| previous allocation is dynamically deallocated prior to dynamically reallocating the| file using the options currently set in the environment variable.
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ASSIGN clause
 | When the run-unit terminates, the COBOL run-time system automatically| deallocates all automatically generated dynamic allocations.
 | Environment variable contents for a QSAM file: For a QSAM file, the| environment variable must contain either a PATH option or a DSN option in the| following format:
 | The options following DSN (such as NEW, TRACKS etc.) must be separated by a| comma or by one or more blanks.
 | Environment variable format (OS/390 QSAM files)—DSN option|
 | ��──DSN──(──data-set-name─ ──┬ ┬─────────────── ─)─ ──┬ ┬───── ──┬ ┬──────── ─�| └ ┘──(member-name) ├ ┤─NEW─ ├ ┤─TRACKS─| ├ ┤─OLD─ └ ┘─CYL────| ├ ┤─SHR─| └ ┘─MOD─
 | �─ ──┬ ┬───────────────── ──┬ ┬──────────────────── ──┬ ┬──────────── ─�| └ ┘──SPACE(nnn,mmmm) └ ┘──VOL(volume-serial) └ ┘──UNIT(type)
 | �─ ──┬ ┬─────────── ──┬ ┬───────────────────────── ─�| ├ ┤─KEEP────── └ ┘──STORCLAS(storage-class)| ├ ┤─DELETE────| ├ ┤─CATALOG───| └ ┘─UNCATALOG─
 | �─ ──┬ ┬──────────────────────────── ──┬ ┬────────────────────── ─��| └ ┘──MGMTCLAS(management-class) └ ┘──DATACLAS(data-class)
 | The data-set-name must be fully qualified. The data set must not be a temporary| data set (that is, it must not start with an ampersand). After data-set-name or| member-name, the data set attributes can follow in any order.
 | For information on specifying the values of the data set attributes, see the| description of the DD statement in the OS/390 MVS JCL Reference, GC28-1757.
 | Environment variable format (OS/390)—PATH option|
 | ��──PATH──(──path-name──)──��
 | The path-name must be an absolute path name (that is, it must begin with a slash).| For more information on specifying path-name, see the description of the PATH| parameter in the OS/390 MVS JCL Reference, GC28-1757.
 | Blanks at the beginning and end of the environment variable contents are ignored.| Blanks are not allowed within the parentheses.
 | Environment variable contents for a line-sequential file: For a line-sequential| file, the environment variable must contain a PATH option in the following| format:
 | Environment variable format (OS/390)—PATH option|
 | ��──PATH──(──path-name──)──��
 | The path-name must be an absolute path name (that is, it must begin with a slash).| For more information on specifying path-name, see the description of the PATH| parameter in the OS/390 MVS JCL Reference, GC28-1757.
 | Blanks at the beginning and end of the environment variable contents are ignored.| Blanks are not allowed within the parentheses.
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ASSIGN clause
 | Environment variable contents for an indexed, relative or sequential VSAM| file: For an indexed, relative or sequential VSAM file, the environment variable| must contain a DSN option in the following format:
 | Environment variable format (OS/390 VSAM)—DSN option|
 | ��──DSN──(──data-set-name──)─ ──┬ ┬─OLD─ ─��| └ ┘─SHR─
 | The data-set-name specifies the data set name for the base cluster. The data-set-name| must be fully qualified, and must reference an existing predefined and cataloged| VSAM data set.
 | If an indexed file has alternate indexes, then additional environment variables| must be defined containing DSN options (as above) for each of the alternate index| paths. The names of these environment variables must follow the same naming| convention as used for alternate index ddnames. That is:| � The environment variable name for each alternate index path is formed by| concatenating the base cluster environment variable name with an integer,| beginning with 1 for the path associated with the first alternate index and| incrementing by 1 for the path associated with each successive alternate index.| (For example, if the environment variable name for the base cluster is CUST,| then the environment variable names for the alternate indexes would be| CUST1, CUST2 etc.)| � If the length of the base cluster environment variable name is already 8| characters, then the environment variable names for the alternate indexes are| formed by truncating the base cluster portion of the environment variable| name on the right, to reduce the concatenated result to 8 characters. (For| example, if the environment variable name for the base cluster is DATAFILE,| then the environment variable names for the alternate clusters would be| DATAFIL1, DATAFIL2 etc.)
 | Blanks at the beginning and end of the environment variable contents are ignored.| Blanks are not allowed within the parentheses.
 | The options following DSN (such as SHR) must be separated by a comma or by| one or more blanks.
 AIX and Windows syntax
 assignment-name-1Can be either a user-defined word or a literal.
 User-defined wordAssignment-name-1 must follow the rules for a COBOL word. Thename component of the assignment name can be up to 30 characters inlength. A user-defined word is treated as one of the following:
 � Environment variable name— At program initialization, the nameis used as an environment variable. If the environment variablevalue is set, that value is treated as the system file name optionallypreceded by the file-system ID. See “Assignment name fordata-names and environment variables (AIX and Windows)” onpage 102 for details.
 � System file ID of the platform— If the environment variableindicated by the name is not set, the user-defined word is treated asthe system file name, optionally preceded by the file-system ID
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USING data-name-9Must be defined as an alphanumeric data item, and must not be subordinate tothe file description for file-name-1. The content is evaluated when OPENed toidentify the assignment name. See “Assignment name for data-names andenvironment variables (AIX and Windows)” on page 102 for details.
 ASSIGN clause
 and a comment character string. See “Assignment name fornon-environment variables and literals (AIX and Windows)” onpage 101 for details.
 LiteralAssignment-name-1 is treated as the actual file ID for the platform.Assignment-name-1 must follow the rules for a COBOL literal with thelength of one to 160 characters. See “Assignment name fornon-environment variables and literals (AIX and Windows)” fordetails.
 All characters specified within the literal delimiters are used withoutany mapping.
 Assignment name for non-environment variables and literals(AIX and Windows)
 If a literal or non-data-name word is specified for the name, the assignment nameis processed as follows:
 ASSIGNment name format��─ ──┬ ┬────────── ──┬ ┬───────────────── ──────────────────────────────────────�
 └ ┘─comment-─ └ ┘─file system ID-─
 �─ ──┬ ┬─system file name─ ──┬ ┬─────────────── ────────────────────────────────�� │ │└ ┘─┤ alt_index ├─
 └ ┘─environment variable name───────────
 alt_index ┌ ┐────────────────────────────────├──(──alt-inx-file-name-1─ ───/ ┴┬ ┬──────────────────────────── ─)──────────────┤ └ ┘ ─,─ ──┬ ┬───────────────────── └ ┘─alt-inx-file-name-2─
 commentAll characters to the left of the system-file ID are treated as comments.Comments can be hyphenated, for example, my-comment orthis-is-my-comment.
 file-system IDThe first three characters of the file-system ID are used to determine thefile-system identifier. If the character string for the file-system ID is less thanthree characters, then the entire character string (along with any characterstrings to the left of it) is treated as a comment. If you include comments(hyphenated or not), you must include the separating hyphen between thecomment and the file-system ID.
 For example, take the following two assignment-name formats:
 my-comment-vsam-myfile
 In this example, my-comment is the comment, vsam is the file-system ID, andmyfile is the system file or environment variable name.
 my-comment-am-myfile
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ASSIGN clause
 In this example, my-comment-am is the comment, and myfile is the system fileor environment variable name.
 system file name / environment variable nameIf the assignment name is not specified in the literal form and the environmentvariable matching the character string is found at run time, the environmentvariable value is used to identify the file system and the system file name.Otherwise, the character string is used as the system file name.
 Specifying alternate indexes— The compiler normally assigns default alternateindex file names; however, you must override the default assignment when:
 � The file is not a local VSAM file and has different alternate index file namespecification rules. For example, an SFS file where SFS requires analternate index file name to start with the base file name followed by ;followed by a character string of your choice.
 � The file already exists and has alternate index files with names notcorresponding to the default alternate index file names that are assignedby the compiler. For example, a remote OS/390 VSAM file or a localVSAM file create through a different language, such as PL/I.
 If specifying alternate index names, they must be specified in the same orderas the alternate record keys are specified in the source program. You can omitalternate index names, but any other alternate index names must correspond tothe position in the file definition. The following example shows how tospecify the first and third alternate index names:
 base-file-name(first-index-file-name,,third-index-file-name)
 In the above example, the compiler will assign a default file name for thesecond alternate index file.
 Alternate index file names are ignored for file systems that do not requireseparate alternate index files, such as the STL file system.
 Assignment name for data-names and environment variables(AIX and Windows)
 If the environment variable or data-name is specified for the assignment name, thedata-name value or the environment variable value is processed as follows:
 Environment variable and data name value format��─ ──┬ ┬───────────────── ─system file name───────────────────────────────────�
 └ ┘─file system ID-─
 �─ ──┬ ┬───────────────────────────────────────────────────────────── ────────�� │ │┌ ┐──────────────────────────────── └ ┘ ─(──alt-inx-file-name-1─ ───/ ┴┬ ┬──────────────────────────── ─)─ └ ┘ ─,─ ──┬ ┬───────────────────── └ ┘─alt-inx-file-name-2─
 file-system IDIf the file-system ID is specified explicitly using the environment variable valueor the data-name value, that specification for the file system overrides any filesystem specification made by the ASSIGNment name.
 The environment variable value for a file is obtained when the programcontaining the file is first run (or called) in its initial state. This value is keptfor the file for subsequent calls to the program in the last used state.
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The RESERVE clause is not supported for line-sequential files.
 Under AIX and Windows,
 ORGANIZATION clause
 The value of the file ID specified with a data-name is obtained when the file isOPENed. On each subsequent OPEN for the file, the value is reobtained.
 File declarations for an external file must have the same file-system identifier.If they are not, the error is caught during run time, and the application isterminated with an error message.
 system file nameIf there is a hyphen in the environment variable or the data name value, thefirst three characters to the left of the left-most hyphen are treated as thefile-system identifier. The character string to right of the left most hyphen isthen used as the system file name (possibly including drive and path names).
 If there is no hyphen or the character string to the left of the left-most hyphenis less than three characters long, the entire character string is used as thesystem file name (possibly including drive and path names).
 For information on specifying alternate indexes, see “Specifying alternateindexes” under “Assignment name for non-environment variables and literals(AIX and Windows)” on page 101.
 RESERVE clause
 |
 the RESERVE clause is syntax checked, buthas no effect on the execution of the program.
 The RESERVE clause allows the user to specify the number of input/outputbuffers to be allocated at run-time for the files.
 If the RESERVE clause is omitted, the number of buffers at run time is taken fromthe DD statement when running under OS/390. If none is specified, the systemdefault is taken.
 If the file connector referenced by file-name-1 in the SELECT clause is an externalfile connector, all file control entries in the run unit that reference this fileconnector must have the same value for the integer specified in the RESERVEclause.
 ORGANIZATION clause
 The ORGANIZATION clause identifies the logical structure of the file. The logicalstructure is established at the time the file is created and cannot subsequently bechanged.
 You can find a discussion of the different ways in which data can be organizedand of the different access methods that you can use to retrieve the data under“File organization and access modes” on page 108.
 ORGANIZATION IS SEQUENTIAL (format 1)A predecessor-successor relationship among the records in the file isestablished by the order in which records are placed in the file when it iscreated or extended.
 ORGANIZATION IS INDEXED (format 2)The position of each logical record in the file is determined by indexes createdwith the file and maintained by the system. The indexes are based onembedded keys within the file's records.
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ORGANIZATION IS LINE SEQUENTIAL (format 4)Supported under all platforms except VM: a predecessor-successor relationshipamong the records in the file is established by the order in which records areplaced in the file when it is created or extended. A record in a LINESEQUENTIAL file can consist only of printable characters.
 ORGANIZATION clause
 ORGANIZATION IS RELATIVE (format 3)The position of each logical record in the file is determined by its relativerecord number.
 ||
 If you omit the ORGANIZATION clause, the compiler assumes ORGANIZATIONIS SEQUENTIAL.
 If the file connector referenced by file-name-1 in the SELECT clause is an externalfile connector, all file control entries in the run unit that reference this fileconnector must have the same organization.
 File organization
 You establish the organization of the data when you create the file. Once the filehas been created, you can expand the file, but you cannot change the organization.
 Sequential organization
 The physical order in which the records are placed in the file determines thesequence of records. The relationships among records in the file do not change,except that the file can be extended. Records can be fixed-length orvariable-length; there are no keys.
 Each record in the file, except the first, has a unique predecessor record, and eachrecord, except the last, also has a unique successor record.
 Indexed organization
 Each record in the file has one or more embedded keys (referred to as key dataitems); each key is associated with an index. An index provides a logical path tothe data records, according to the contents of the associated embedded record keydata items. Indexed files must be direct-access storage files. Records can befixed-length or variable-length.
 Each record in an indexed file must have an embedded prime key data item.When records are inserted, updated, or deleted, they are identified solely by thevalues of their prime keys. Thus, the value in each prime key data item must beunique and must not be changed when the record is updated. You tell COBOLthe name of the prime key data item on the RECORD KEY clause of theFILE-CONTROL paragraph.
 In addition, each record in an indexed file can contain one or more embeddedalternate key data items. Each alternate key provides another means of identifyingwhich record to retrieve. You tell COBOL the name of any alternate key dataitems on the ALTERNATE RECORD KEY clause of the FILE-CONTROLparagraph.
 The key used for any specific input-output request is known as the key ofreference.
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Line-sequential organization
 In a line-sequential file, each record contains a sequence of characters ending witha record delimiter. The delimiter is not counted in the length of the record.
 Upon writing, any trailing blanks are removed prior to adding the recorddelimiter. The characters in the record area from the first character up to andincluding the added record delimiter constitute one record and are written to thefile.
 Upon reading the record, characters are read one at a time into the record areauntil:� The first record delimiter is encountered. The record delimiter is discarded
 and the remainder of the record is filled with spaces.� The entire record area is filled with characters. If the first unread character is
 the record delimiter, it is discarded. Otherwise, the first unread characterbecomes the first character read by the next READ statement.
 Records written to line-sequential files must consist of USAGE...DISPLAY and/orDISPLAY-1 data items. An external decimal data item must either be unsigned or,if signed, must be declared with the SEPARATE CHARACTER phrase.
 A line-sequential file must only contain printable characters and the followingcontrol characters: Alarm Backspace Form feed New-line Carriage-return Horizontal tab Vertical tab DBCS shift-out DBCS shift-in
 New-line characters are processed as record delimiters, while other controlcharacters are treated by COBOL as part of the data for the records in the file.
 The following are not supported for line-sequential files:� APPLY WRITE ONLY clause� CODE-SET clause� DATA RECORDS clause� LABEL RECORDS clause� LINAGE clause� OPEN I-O option� PADDING CHARACTER clause� RECORD CONTAINS 0 clause
 ORGANIZATION clause
 Relative organization
 Think of the file as a string of record areas, each of which contains a single record.Each record area is identified by a relative record number; the access methodstores and retrieves a record, based on its relative record number. For example,the first record area is addressed by relative record number 1, and the 10th isaddressed by relative record number 10. The physical sequence in which therecords were placed in the file has no bearing on the record area in which they arestored, and thus on each record's relative record number. Relative files must bedirect-access files. Records can be fixed-length or variable-length.
 |
 ||
 ||||
 |||||||
 |||
 |||||||||||
 ||
 |||||||||
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� RECORD CONTAINS clause (format 2; for example, RECORD CONTAINS 100to 200 CHARACTERS)
 � RECORD DELIMITER clause� RECORDING MODE clause� RERUN clause� RESERVE clause� REVERSED phrase of OPEN statement� REWRITE statement� VALUE OF clause of file description entry� WRITE...AFTER ADVANCING mnemonic-name� WRITE...AT END-OF-PAGE� WRITE...BEFORE ADVANCING
 � APPLY WRITE ONLY clause
 � PASSWORD clause
 � RECORDING MODE clause (for relative and indexed files)
 (with the exception of the data name option forthe LABEL RECORDS, USE...AFTER...LABEL PROCEDURE, and GO TOMORE-LABELS clauses).
 PADDING CHARACTER clause
 ||||||||||||
 Language elements treated as comments (workstation only)
 Under AIX and Windows for other files (sequential, relative, and indexed), the| following language elements are syntax checked, but have no effect on the| execution of the program:
 � CLOSE....FOR REMOVAL� CLOSE....WITH NO REWIND� CODE-SET clause� DATA RECORDS clause� LABEL RECORDS clause� MULTIPLE FILE TAPE clause� OPEN...REVERSE� PADDING CHARACTER clause
 � RECORD CONTAINS 0 clause� RECORD DELIMITER clause
 � RERUN clause� RESERVE clause� SAME AREA clause� SAME SORT AREA clause� SAME SORT-MERGE AREA clause� VALUE OF clause of file description entry
 No error messages are generated
 PADDING CHARACTER clause
 The PADDING CHARACTER clause specifies the character which is to be used forblock padding on sequential files.
 data-name-5Must be defined in the Data Division as an alphanumeric 1-character dataitem, and must not be defined in the File Section. Data-name-5 can bequalified.
 literal-2Must be a 1-character nonnumeric literal.
 For EXTERNAL files, if data-name-5 is specified, it must reference an external dataitem.
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For sequentially accessed relative files, the ACCESS MODE clause does not have toprecede the RELATIVE KEY clause.
 Format 4—line-sequentialRecords in the file are accessed in the sequence established when the file iscreated or extended. Format 4 supports only sequential access.
 ACCESS MODE clause
 The PADDING CHARACTER clause is syntax checked, but no compile-time orrun-time verification checking is done, and the clause has no effect on theexecution of the program.
 RECORD DELIMITER clause
 The RECORD DELIMITER clause indicates the method of determining the lengthof a variable-length record on an external medium. It can be specified only forvariable-length records.
 STANDARD-1If STANDARD-1 is specified, the external medium must be a magnetic tapefile.
 assignment-name-2Can be any COBOL word.
 The RECORD DELIMITER clause is syntax checked, but no compile-time orrun-time verification checking is done, and the clause has no effect on theexecution of the program.
 ACCESS MODE clause
 The ACCESS MODE clause defines the manner in which the records of the file aremade available for processing. If the ACCESS MODE clause is not specified,sequential access is assumed.
 ACCESS MODE IS SEQUENTIALCan be specified in all four formats.
 Format 1—sequentialRecords in the file are accessed in the sequence established when the file iscreated or extended. Format 1 supports only sequential access.
 Format 2—indexedRecords in the file are accessed in the sequence of ascending record keyvalues according to the collating sequence of the file.
 Format 3—relativeRecords in the file are accessed in the ascending sequence of relativerecord numbers of existing records in the file.
 ACCESS MODE IS RANDOMCan be specified in formats 2 and 3 only.
 Format 2—indexedThe value placed in a record key data item specifies the record to beaccessed.
 Format 3—relativeThe value placed in a relative key data item specifies the record to beaccessed.
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Line-sequential filesSame as for sequential files (described above).
 ACCESS MODE clause
 ACCESS MODE IS DYNAMICCan be specified in formats 2 and 3 only.
 Format 2—indexedRecords in the file can be accessed sequentially or randomly, depending onthe form of the specific input-output statement used.
 Format 3—relativeRecords in the file can be accessed sequentially or randomly, depending onthe form of the specific input-output request.
 File organization and access modes
 File organization is the permanent logical structure of the file. You tell thecomputer how to retrieve records from the file by specifying the access mode(sequential, random, or dynamic). For details on the access methods and dataorganization, see Table 9 on page 94.
 Note: Sequentially organized data can only be accessed sequentially; however,data that has indexed or relative organization can be accessed with any of thethree access methods.
 Access modes
 Sequential-access modeAllows reading and writing records of a file in a serial manner; the order ofreference is implicitly determined by the position of a record in the file.
 Random-access modeAllows reading and writing records in a programmer-specified manner; thecontrol of successive references to the file is expressed by specifically definedkeys supplied by the user.
 Dynamic-access modeAllows the specific input-output statement to determine the access mode.Therefore, records can be processed sequentially and/or randomly.
 For EXTERNAL files, every file control entry in the run unit that is associated withthat external file must specify the same access mode. In addition, for relative fileentries, data-name-4 must reference an external data item and the RELATIVE KEYphrase in each associated file control entry must reference that same external dataitem in each case.
 Relationship between data organizations and access modes
 The following lists which access modes are valid for each type of dataorganization.
 Sequential filesFiles with sequential organization can be accessed only sequentially. Thesequence in which records are accessed is the order in which the records wereoriginally written.
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(or optionally under AIX and Windows, descending order)
 (or optionally under AIX and Windows, descending order)
 As an IBM extension, data-name-2 can be numeric, numeric-edited,alphanumeric-edited, alphabetic, floating-point (both external and internal), ora DBCS data item. The key is treated as an alphanumeric item for the inputand output statements for the file named in the SELECT clause. When youspecify data-name-2 as a DBCS data item, a key specified on the READstatement must also be a DBCS data item.
 As an IBM extension, if the indexed file contains variable-length records,data-name-2 need not be contained within the first “x” character positions ofthe record, where “x” equals the minimum record size specified for the file.That is, data-name-2 can be beyond the first “x” character positions of therecord, but this is not recommended.
 RECORD KEY clause
 Indexed filesAll three access modes are allowed.
 In the sequential access mode, the sequence in which records are accessed isthe ascending orderof the record key value. The order of retrieval within a set of records havingduplicate alternate record key values is the order in which records werewritten into the set.
 In the random access mode, you control the sequence in which records areaccessed. The desired record is accessed by placing the value of its key(s) inthe RECORD KEY data item (and the ALTERNATE RECORD KEY data item).If a set of records has duplicate alternate record key values, only the firstrecord written is available.
 In the dynamic access mode, you can change, as necessary, from sequentialaccess to random access, using appropriate forms of input-output statements.
 Relative filesAll three access modes are allowed.
 In the sequential access mode, the sequence in which records are accessed isthe ascending orderof the relative record numbers of all records that currently exist within the file.
 In the random access mode, you control the sequence in which records areaccessed. The desired record is accessed by placing its relative record numberin the RELATIVE KEY data item; the RELATIVE KEY must not be definedwithin the record description entry for this file.
 In the dynamic access mode, you can change, as necessary, from sequentialaccess to random access, using the appropriate forms of input-outputstatements.
 RECORD KEY clause
 The RECORD KEY clause (format 2) specifies the data item within the record thatis the prime RECORD KEY for an indexed file. The values contained in the primeRECORD KEY data item must be unique among records in the file.
 data-name-2The prime RECORD KEY data item. It must be described as an alphanumericitem within a record description entry associated with the file.
 Data-name-2 must not reference a group item that contains a variableoccurrence data item. Data-name-2 can be qualified.
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Data-name-2 cannot be a windowed date field.
 The requirement for identical data description entries is not enforced, but the keymust have the same relative location in the records, as well as the same length.
 As an IBM extension, data-name-3 can be a numeric, numeric-edited,alphanumeric-edited, alphabetic, floating-point (both external and internal), orDBCS data item. The key is treated as an alphanumeric item for the input andoutput statements for the file named in the SELECT clause.
 As an IBM extension, if the indexed file contains variable-length records,data-name-3 need not be contained within the first “x” character positions ofthe record, where “x” equals the minimum record size specified for the file.That is, data-name-3 can be beyond the first “x” character positions of therecord, but this is not recommended.
 Data-name-3 cannot be a windowed date field.
 ALTERNATE RECORD KEY clause
 The data description of data-name-2 and its relative location within the recordmust be the same as those used when the file was defined.
 If the file has more than one record description entry, data-name-2 need only bedescribed in one of these record description entries. The identical characterpositions referenced by data-name-2 in any one record description entry areimplicitly referenced as keys for all other record description entries of that file.
 For EXTERNAL files, all file description entries in the run unit that are associatedwith the EXTERNAL file must specify the same data description entry fordata-name-2 with the same relative location within the associated record.
 ALTERNATE RECORD KEY clause
 The ALTERNATE RECORD KEY clause (format 2) specifies a data item within therecord that provides an alternative path to the data in an indexed file.
 data-name-3An ALTERNATE RECORD KEY data item. It must be described as analphanumeric item within a record description entry associated with the file.
 Data-name-3 must not reference a group item that contains a variableoccurrence data item. Data-name-3 can be qualified.
 If the file has more than one record description entry, data-name-3 need bedescribed in only one of these record description entries. The identicalcharacter positions referenced by data-name-3 in any one record descriptionentry are implicitly referenced as keys for all other record description entries ofthat file.
 The data description of data-name-3 and its relative location within the recordmust be the same as those used when the file was defined. The number ofalternate record keys for the file must also be the same as that used when thefile was created.
 The leftmost character position of data-name-3 must not be the same as theleftmost character position of the RECORD KEY or of any other ALTERNATERECORD KEY.
 If the DUPLICATES phrase is not specified, the values contained in theALTERNATE RECORD KEY data item must be unique among records in the file.
 110 COBOL Language Reference

Page 123
                        

PASSWORD clause
 The requirement for identical data description entries is not enforced, but the keymust have the same relative location in the records, as well as the same length.
 Data-name-4 cannot be a windowed date field.
 PASSWORD clause
 Under AIX and Windows the PASSWORD clause is syntax checked,but has no effect on the execution of the program.
 The PASSWORD clause controls access to files.
 data-name-6data-name-7
 Password data items. Each must be defined in the Working-Storage Section (ofthe Data Division) as an alphanumeric item. The first 8 characters are used asthe password; a shorter field is padded with blanks to 8 characters. Eachpassword data item must be equivalent to one that is externally defined.
 If the DUPLICATES phrase is specified, the values contained in the ALTERNATERECORD KEY data item can be duplicated within any records in the file. Insequential access, the records with duplicate keys are retrieved in the order inwhich they were placed in the file. In random access, only the first record writtenof a series of records with duplicate keys can be retrieved.
 For EXTERNAL files, all file description entries in the run unit that are associatedwith the EXTERNAL file must specify the same data description entry fordata-name-3, the same relative location within the associated record, the samenumber of alternate record keys, and the same DUPLICATES phrase.
 RELATIVE KEY clause
 The RELATIVE KEY clause (format 3) identifies a data-name that specifies therelative record number for a specific logical record within a relative file.
 data-name-4Must be defined as an unsigned integer data item whose description does notcontain the PICTURE symbol P. Data-name-4 must not be defined in a recorddescription entry associated with this relative file. That is, the RELATIVE KEYis not part of the record. Data-name-4 can be qualified.
 Data-name-4 is required for ACCESS IS SEQUENTIAL only when the STARTstatement is to be used. It is always required for ACCESS IS RANDOM andACCESS IS DYNAMIC. When the START statement is issued, the system usesthe contents of the RELATIVE KEY data item to determine the record at whichsequential processing is to begin.
 If a value is placed in data-name-4, and a START statement is not issued, thevalue is ignored and processing begins with the first record in the file.
 If a relative file is to be referenced by a START statement, you must specifythe RELATIVE KEY clause for that file.
 For EXTERNAL files, data-name-4 must reference an external data item andthe RELATIVE KEY phrase in each associated file control entry must referencethat same external data item in each case.
 The ACCESS MODE IS RANDOM clause must not be specified for file-namesspecified in the USING or GIVING phrase of a SORT or MERGE statement.
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When the PASSWORD clause is specified, at object time the PASSWORD data itemmust contain the valid password for this file before the file can be successfullyopened.
 Format 1 considerations:
 The PASSWORD clause is not valid for QSAM sequential files.
 Format 2 and 3 considerations:
 When the PASSWORD clause is specified, it must immediately follow theRECORD KEY or ALTERNATE RECORD KEY data-name with which it isassociated.
 For indexed files, if the file has been completely predefined to VSAM, only thePASSWORD data item for the RECORD KEY need contain the valid passwordbefore the file can be successfully opened at file creation time.
 For any other type of file processing (including the processing of dynamic CALLsat file creation time through a COBOL object-time subroutine), every PASSWORDdata item for this file must contain a valid password before the file can besuccessfully opened, whether or not all paths to the data are used in this objectprogram.
 For EXTERNAL files, data-name-6 and data-name-7 must reference external dataitems. The PASSWORD clauses in each associated file control entry must referencethe same external data items.
 Local-Storage,
 � A 2-character numeric data item, with explicit or implicit USAGE ISDISPLAY. It is treated as an alphanumeric item.
 Note: Data-name-1 must not contain the PICTURE symbol 'P'.
 The status key data item must not be variably located; that is, the data itemcannot follow a data item containing an OCCURS DEPENDING ON clause.
 data-name-8Represents information returned from the file system. Since the definitions arespecific to the file systems and platforms, applications that depend on thespecific values in data-name-8 might not be portable across platforms.
 FILE STATUS clause
 FILE STATUS clause
 The FILE STATUS clause monitors the execution of each input-output operationfor the file.
 When the FILE STATUS clause is specified, the system moves a value into thestatus key data item after each input-output operation that explicitly or implicitlyrefers to this file. The value indicates the status of execution of the statement.(See the “status key” description under “Common processing facilities” onpage 244.)
 data-name-1The status key data item can be defined in the Working-Storage,or Linkage sections as either of the following:
 � A 2-character alphanumeric item
 Data-name-1 can be qualified.
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Under OS/390 and VM, data-name-8 must be defined as a groupitem of 6 bytes in the Working-Storage or Linkage Section of the Data Division.
 Specify data-name-8 only if the file is a VSAM file (that is, ESDS, KSDS,RRDS).
 Under OS/390 and VM, for VSAM files the 6-byte VSAM return code iscomprised of the following:
 � The first 2 bytes of data-name-8 contain the VSAM return code in binarynotation. The value for this code is defined (by VSAM) as 0, 8, or 12.
 � The next 2 bytes of data-name-8 contain the VSAM function code inbinary notation. The value for this code is defined (by VSAM) as 0, 1, 2, 3,4, or 5.
 � The last 2 bytes of data-name-8 contain the VSAM feedback code in binarynotation. The code value is 0 through 255.
 If VSAM returns a nonzero return code, data-name-8 is set.
 If FILE STATUS is returned without having called VSAM, data-name-8 is zero.
 If data-name-1 is set to zero, the content of data-name-8 is undefined. VSAMstatus return code information is available without transformation in thecurrently defined COBOL FILE STATUS code. User identification andhandling of exception conditions are allowed at the same level as that definedby VSAM.
 Function code and feedback code are set if and only if the return code is setto nonzero. If they are referenced when the return code is set to zero, thecontents of the fields are not dependable.
 Definitions of values in the return code, function code, and feedback codefields are defined by VSAM. There are no COBOL additions, deletions, ormodifications to the VSAM definitions. For more information, see VSAMAdministration: Macro Instruction Reference.
 Under AIX and Windows, how you define data-name-8 isdependent on the file system you are using.
 Btrieve, STL, and native platform file systemsYou must define data-name-8 with PICTURE 9(6) and USAGEDISPLAY attributes. However, you can define an additional field withPICTURE X(n). The file system defines the feedback values, which areconverted to the six digit external decimal representation with leadingzeros, when the file systems feedback value is less than 100000. If youhave defined an additional field using PICTURE X(n), then X(n)contains additional information describing any non-zero feedback code.(For most programs, an 'n' value of 100 should be adequate to showthe complete message text. If the file is defined with a large numberof alternate keys then allow 100 bytes plus 20 bytes per alternate key.)
 VSAM file systemYou must define data-name-8 with PICTURE X(n) and USAGEDISPLAY attributes, where 'n' is 6 or greater. The PICTURE stringvalue represents the first 'n' bytes of the VSAM reply messagestructure (defined by VSAM). If the size of the reply messagestructure (m) is shorter than 'n', only the first 'm' bytes contain usefulinformation.
 Note: This also applies to SFS files accessed through VSAM on AIX.
 FILE STATUS clause
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For information on VSAM file handling on the workstation, see:
 � For AIX: SMARTdata UTILITIES for AIX: VSAM in a DistributedEnvironment
 � For Windows: SMARTdata UTILITIES User's Guide for Windows
 APPLY WRITE-ONLY file-name-2ON
 ON is optional as an IBM extension.File-name-4 is optional as an IBM extension.
 and APPLY WRITE-ONLY clause
 ON is optional as an IBM extension.File-name-4 is optional as an IBM extension.
 I-O-CONTROL paragraph
 I-O-CONTROL paragraph
 The I-O-CONTROL paragraph of the Input-Output Section specifies whencheckpoints are to be taken and the storage areas to be shared by different files.This paragraph is optional in a COBOL program.
 The key word I-O-CONTROL can appear only once, at the beginning of theparagraph. The word I-O-CONTROL must begin in Area A, and must be followedby a separator period.
 Each clause within the paragraph can be separated from the next by a separatorcomma or a separator semicolon. The order in which I-O-CONTROL paragraphclauses are written is not significant. The I-O-CONTROL paragraph ends with aseparator period.
 Sequential I-O-control entries��─ ──┬ ┬─RERUN──ON───(1) ──┬ ┬─assignment-name-1─ ──┬ ┬─────── ─┤ phrase 1 ├─────────────────────── ────────�� │ │└ ┘─file-name-1─────── └ ┘─EVERY─ │ │┌ ┐───────────────── ├ ┤ ─SAME─ ──┬ ┬──────── ──┬ ┬────── ──┬ ┬───── ─file-name-3─ ───/ ┴─file-name-4───(2) ────────────── │ │└ ┘─RECORD─ └ ┘─AREA─ └ ┘─FOR─ │ │┌ ┐──────────────────────────────────────── ├ ┤ ─MULTIPLE FILE───(3) ──┬ ┬────── ──┬ ┬────────── ───/ ┴ ─file-name-5─ ──┬ ┬───────────────────── │ │└ ┘─TAPE─ └ ┘─CONTAINS─ └ ┘ ─POSITION──integer-2─ │ │┌ ┐─────────────── └ ┘ ─ ───(3) ──┬ ┬──── ───/ ┴─ ─ ────────────────────────────────────── └ ┘─ ─
 phrase 1├─ ──┬ ┬─integer-1──RECORDS──── ──┬ ┬──── ─file-name-1──────────────────────────────────────────────────┤ └ ┘ ─END─ ──┬ ┬──── ──┬ ┬─REEL─ └ ┘─OF─ └ ┘─OF─ └ ┘─UNIT─
 Notes:1
 2
 3 The MULTIPLE FILE clause are not supported for OS/390| VSAM files. On AIX and Windows, these clauses are syntax checked, but have no effect on the| execution of the program.
 Relative and indexed I-O-control entries��─ ──┬ ┬─RERUN──ON───(1) ──┬ ┬─assignment-name-1─ ──┬ ┬─────── ─┤ phrase 1 ├───────── ──────────────────────�� │ │└ ┘─file-name-1─────── └ ┘─EVERY─ │ │┌ ┐───────────────── └ ┘ ─SAME─ ──┬ ┬──────── ──┬ ┬────── ──┬ ┬───── ─file-name-3─ ───/ ┴─file-name-4───(2)
 └ ┘─RECORD─ └ ┘─AREA─ └ ┘─FOR─
 phrase 1├─ ─integer-1──RECORDS─ ──┬ ┬──── ─file-name-1─────────────────────────────────────────────────────────┤ └ ┘─OF─
 Notes:1
 2
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Line-sequential I-O-control entries (all platforms except VM) ┌ ┐───────────────��─ ─── ─ ─SAME─ ──┬ ┬──────── ──┬ ┬────── ──┬ ┬───── ─file-name-3─ ───/ ┴─file-name-4─ ────────────────────────�� └ ┘─RECORD─ └ ┘─AREA─ └ ┘─FOR─
 RERUN assignment-name-1ON
 File-name-4 is optional as an IBM extension.
 Under AIX and Windows, the RERUN clause is not supported forprograms compiled with the THREAD compiler option. If you use NOTHREAD,the RERUN clause is treated as a comment.
 � In programs with the RECURSIVE attribute� In programs compiled with the THREAD option (Workstation only)� In methods
 RERUN clause||
 Sort Merge I-O-control entries (OS/390 and VM only)��─ ──┬ ┬────────────────────────────────── ──────────────────────────────────────────────────────────� └ ┘ ─ ─ ──┬ ┬──── ─ ─ └ ┘─ ─
 ┌ ┐─────────────────────────────────────────────────────────�─ ───/ ┴─SAME─ ──┬ ┬─RECORD───── ──┬ ┬────── ──┬ ┬───── ─┤ phrase 1 ├─ ─────────────────────────────────────�� ├ ┤─SORT─────── └ ┘─AREA─ └ ┘─FOR─ └ ┘─SORT-MERGE─
 phrase 1 ┌ ┐─────────────────├──file-name-3─ ───/ ┴─file-name-4───(1) ─────────────────────────────────────────────────────────────────┤
 Note:1
 RERUN clause
 |||
 The RERUN clause specifies that checkpoint records are to be taken. Subject to therestrictions given with each phrase, more than one RERUN clause can be specified.
 For information regarding the checkpoint data set definition and the checkpointmethod required for complete compliance to the COBOL 85 Standard, see IBMCOBOL for OS/390 & VM Programming Guide.
 Do not use the RERUN clause:� On files with the EXTERNAL attribute
 file-name-1Must be a sequentially organized file.
 assignment-name-1The external data set for the checkpoint file. It must not be the sameassignment-name as that specified in any ASSIGN clause throughout the entireprogram, including contained and containing programs. For QSAM files, ithas the format:
 Format—QSAM file��─ ──┬ ┬───────── ──┬ ┬───── ─name─────────────────────────────────────────��
 └ ┘──label- └ ┘─S- ─
 That is, it must be a QSAM file. It must reside on a tape or direct accessdevice. See also Appendix E, “ASCII considerations for OS/390 and VM” onpage 512.
 VSAM and QSAM considerations:
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SORT/MERGE considerations:
 When the RERUN clause is specified in the I-O-CONTROL paragraph,checkpoint records are written at logical intervals determined by thesort/merge program during execution of each SORT or MERGE statement inthe program. When it is omitted, checkpoint records are not written.
 There can be only one SORT/MERGE I-O-CONTROL paragraph in a program,and it cannot be specified in contained programs. It will have a global effecton all SORT and MERGE statements in the program unit.
 SAME AREA clause
 The file named in the RERUN clause must be a file defined in the sameprogram as the I-O-CONTROL paragraph, even if the file is defined asGLOBAL.
 EVERY integer-1 RECORDSA checkpoint record is to be written for every integer-1 record in file-name-1that is processed.
 When multiple integer-1 RECORDS phrases are specified, no two of them canspecify the same file-name-1.
 If you specify the integer-1 RECORDS phrase, you must specifyassignment-name-1.
 EVERY END OF REEL/UNITA checkpoint record is to be written whenever end-of-volume for file-name-1occurs. The terms REEL and UNIT are interchangeable.
 Note: This clause is not supported. If you code it in your program, it will besyntax checked, but have no effect on the execution of the program.
 When multiple END OF REEL/UNIT phrases are specified, no two of themcan specify the same file-name-1.
 The END OF REEL/UNIT phrase can only be used if file-name-1 is asequentially organized file.
 SAME AREA clause
 Under AIX and Windows, the SAME AREA clause is syntax checked,but has no effect on the execution of the program.
 The SAME AREA clause specifies that two or more files, that do not represent sortor merge files, are to use the same main storage area during processing.
 The files named in a SAME AREA clause need not have the same organization oraccess.
 file-name-3file-name-4
 Must be specified in the FILE-CONTROL paragraph of the same program.File-name-3 and file-name-4 cannot reference an external file connector.
 � For QSAM files, the SAME clause is treated as documentation.� For OS/390 VSAM files, the SAME clause is treated as if equivalent to the
 SAME RECORD AREA.
 More than one SAME AREA clause can be included in a program. However:� A specific file-name must not appear in more than one SAME AREA clause.
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� The SAME RECORD AREA clause must not be specified when the RECORDCONTAINS 0 CHARACTERS clause is specified.
 SAME SORT AREA clause
 � If one or more file-names of a SAME AREA clause appear in a SAMERECORD AREA clause, all the file-names in that SAME AREA clause mustappear in that SAME RECORD AREA clause. However, the SAME RECORDAREA clause can contain additional file-names that do not appear in theSAME AREA clause.
 � The rule that in the SAME AREA clause only one file can be open at one timetakes precedence over the SAME RECORD AREA rule that all the files can beopen at the same time.
 SAME RECORD AREA clause
 The SAME RECORD AREA clause specifies that two or more files are to use thesame main storage area for processing the current logical record. All of the filescan be open at the same time. A logical record in the shared storage area isconsidered to be both of the following:� A logical record of each opened output file in the SAME RECORD AREA
 clause� A logical record of the most recently read input file in the SAME RECORD
 AREA clause.
 More than one SAME RECORD AREA clause can be included in a program.However:� A specific file-name must not appear in more than one SAME RECORD AREA
 clause.� If one or more file-names of a SAME AREA clause appear in a SAME
 RECORD AREA clause, all the file-names in that SAME AREA clause mustappear in that SAME RECORD AREA clause. However, the SAME RECORDAREA clause can contain additional file-names that do not appear in theSAME AREA clause.
 � The rule that in the SAME AREA clause only one file can be open at one timetakes precedence over the SAME RECORD AREA rule that all the files can beopen at the same time.
 � If the SAME RECORD AREA clause is specified for several files, the recorddescription entries or the file description entries for these files must notinclude the GLOBAL clause.
 The files named in the SAME RECORD AREA clause need not have the sameorganization or access.
 SAME SORT AREA clause
 The SAME SORT AREA clause is syntax checked but has no effect on theexecution of the program.
 file-name-3file-name-4
 Must be specified in the FILE-CONTROL paragraph of the same program.File-name-3 and file-name-4 cannot reference an external file connector.
 When the SAME SORT AREA clause is specified, at least one file-name specifiedmust name a sort file. Files that are not sort files can also be specified. Thefollowing rules apply:
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APPLY WRITE-ONLY clause
 APPLY WRITE-ONLY clause
 Under AIX and Windows, the APPLY WRITE-ONLY clause is syntaxchecked, but has no effect on the execution of the program.
 The APPLY WRITE-ONLY clause optimizes buffer and device space allocation forfiles that have standard sequential organization, have variable-length records, andare blocked. If you specify this phrase, the buffer is truncated only when thespace available in the buffer is smaller than the size of the next record. Otherwise,the buffer is truncated when the space remaining in the buffer is smaller than themaximum record size for the file.
 APPLY WRITE-ONLY is effective only for QSAM files.
 file-name-2Each file must have standard sequential organization.
 APPLY WRITE-ONLY clauses must agree among corresponding external filedescription entries. For an alternate method of achieving the APPLYWRITE-ONLY results, see the description of the AWO compiler option in the IBMCOBOL Programming Guide for your platform.
 � More than one SAME SORT AREA clause can be specified. However, a givensort file must not be named in more than one such clause.
 � If a file that is not a sort file is named in both a SAME AREA clause and inone or more SAME SORT AREA clauses, all the files in the SAME AREAclause must also appear in that SAME SORT AREA clause.
 � Files named in a SAME SORT AREA clause need not have the sameorganization or access.
 � Files named in a SAME SORT AREA clause that are not sort files do not sharestorage with each other unless the user names them in a SAME AREA orSAME RECORD AREA clause.
 � During the execution of a SORT or MERGE statement that refers to a sort ormerge file named in this clause, any nonsort or nonmerge files associated withfile-names named in this clause must not be in the open mode.
 SAME SORT-MERGE AREA clause
 The SAME SORT-MERGE AREA clause is equivalent to the SAME SORT AREAclause.
 MULTIPLE FILE TAPE clause
 The MULTIPLE FILE TAPE clause (format 1) specifies that two or more files sharethe same physical reel of tape.
 This clause is syntax checked, but it has no effect on the execution of the program.| On OS/390, the function is performed by the system through the LABEL
 parameter of the DD statement.
 ||
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Local-Storage Section
 RECORDING MODE clause
 DATE FORMAT clause
 Part 5. Data Division
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 Copyright IBM Corp. 1991, 2000 119

Page 132
                        

classes,and methods.
 or method
 Class Data DivisionThe Class Data Division section contains data description entries forobject-instance data. The Class Data Division contains only theWorking-Storage Section.
 Method Data DivisionA method has two visible Data Divisions: the Class Data Division and theMethod Data Division. If the same data-name is used in both the Class DataDivision and the Method Data Division, when a method references thedata-name, the data-name in the Method Data Division takes precedence.
 and method
 LOCAL-STORAGE SECTION.record-description-entrydata-item-description-entry
 Format—class Data Division��─ ──┬ ┬───────────────────────────────────────────────────────────────── ──────────────────────────�� │ │┌ ┐─────────────────────────────────── └ ┘── ─WORKING-STORAGE SECTION.─ ───/ ┴──┬ ┬───────────────────────────── ├ ┤─record-description-entry──── └ ┘─data-item-description-entry─
 Data Division overview
 Data Division overview
 This overview describes the structure of the Data Division for programs,Each section in the Data Division has a specific logical function
 within a COBOL source program and can be omitted when that logicalfunction is not needed. If included, the sections must be written in the ordershown. The Data Division is optional.
 Program Data DivisionThe Data Division of a COBOL source program describes, in a structuredmanner, all the data to be processed by the object program.
 Format—program Data Division��──DATA DIVISION.─────────────────────────────────────────────────────────────────────────────────�
 �─ ──┬ ┬───────────────────────────────────────────────────────────────────────────── ────────────────� │ │┌ ┐──────────────────────────────────────────────────────────── └ ┘ ─FILE SECTION.─ ───/ ┴──┬ ┬────────────────────────────────────────────────────── │ │┌ ┐──────────────────────────── └ ┘ ─file-description-entry─ ───/ ┴─record-description-entry─
 �─ ──┬ ┬─────────────────────────────────────────────────────────────── ──────────────────────────────� │ │┌ ┐─────────────────────────────────── └ ┘ ─WORKING-STORAGE SECTION.─ ───/ ┴──┬ ┬───────────────────────────── ├ ┤─record-description-entry──── └ ┘─data-item-description-entry─
 �─ ──┬ ┬───────────────────────────────────────────────────────────── ────────────────────────────────� │ │┌ ┐─────────────────────────────────── └ ┘ ─ ─ ───/ ┴──┬ ┬───────────────────────────── ├ ┤─ ──── └ ┘─ ─
 �─ ──┬ ┬─────────────────────────────────────────────────────── ─────────────────────────────────────�� │ │┌ ┐─────────────────────────────────── └ ┘ ─LINKAGE SECTION.─ ───/ ┴──┬ ┬───────────────────────────── ├ ┤─record-description-entry──── └ ┘─data-item-description-entry─
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Note: A method File Section can define EXTERNAL files only. A single run-unitlevel file connector is shared by all programs and methods containing a declarationof a given EXTERNAL file.
 or method. or method
 (and methods) and methods
 Method Working-StorageA single copy of the Working-Storage for a method is statically allocated andpersists in a last-used state for the duration of the run-unit. The same singlecopy is used whenever the method is invoked, regardless of which object themethod is invoked upon.
 If a VALUE clause is specified on a method Working-Storage data item, thedata item is initialized to the VALUE clause value on the first invocation.
 If the EXTERNAL attribute is specified on a data description entry in a methodWorking-Storage Section, a single copy of the storage for that data item isallocated once for the duration of the run-unit. That storage is shared by all
 Data Division overview
 File Section
 The File Section defines the structure of data files. The File Section must beginwith the header FILE SECTION, followed by a separator period.
 file-description-entryRepresents the highest level of organization in the File Section. It providesinformation about the physical structure and identification of a file, and givesthe record-name(s) associated with that file. For the format and the clausesrequired in a file description entry, see “Data Division—file descriptionentries” on page 131.
 record-description-entryA set of data description entries (described in “Data Division—data descriptionentry” on page 145) that describe the particular record(s) contained within aparticular file.
 More than one record description entry can be specified; each is an alternativedescription of the same record storage area.
 Data areas described in the File Section are not available for processing unless thefile containing the data area is open.
 Working-Storage Section
 The Working-Storage Section describes data records that are not part of data filesbut are developed and processed by a program It also describes dataitems whose values are assigned in the source program and do notchange during execution of the object program.
 The Working-Storage Section must begin with the section header Working-StorageSection, followed by a separator period.
 Program Working-StorageThe Working-Storage Section for programs can also describeexternal data records, which are shared by programs throughoutthe run-unit. All clauses that are used in record descriptions in the File Sectionas well as the VALUE and EXTERNAL clauses (which might not be specifiedin record description entries in the File Section) can be used in recorddescriptions in the Working-Storage Section.
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programs and methods in the run-unit containing a definition for the externaldata item.
 Class Working-StorageA separate copy of the Class Working-Storage data items is allocated for eachobject instance and remains until that object is destroyed.
 By default, Class Working-Storage data items are global to all of the methodsintroduced by the class.
 To initialize instance data (Class Working-Storage data items), you can write asomInit method override. For an example of how to write an override methodusing somInit, see Figure 3. VALUE clauses are not supported for initializinginstance data.
 IDENTIFICATION DIVISION.CLASS-ID. OOClass INHERITS SOMObject.ENVIRONMENT DIVISION.CONFIGURATION SECTION.REPOSITORY.
 CLASS SOMObject IS "SOMObject"CLASS OOClass IS "OOClass".
 DATA DIVISION.Working-Storage Section.?1 instance-data PIC X(3).PROCEDURE DIVISION.
 IDENTIFICATION DIVISION.METHOD-ID. "somInit" OVERRIDE.PROCEDURE DIVISION.
 MOVE "new" TO instance-data. EXIT METHOD.END METHOD "somInit".
 IDENTIFICATION DIVISION.METHOD-ID. "MyMethod".PROCEDURE DIVISION.
 IF instance-data = "new" CALL "Creating"
 MOVE "old" TO instance-data ELSE CALL "Existing" END-IF. EXIT METHOD.END METHOD "MyMethod".
 END CLASS OOClass.
 Figure 3. Example of a somInit method override
 Data Division overview
 The Working-Storage Section contains record description entries and datadescription entries for independent data items, called data item descriptionentries.
 record-description-entryData entries in the Working-Storage Section that bear a definite hierarchicrelationship to one another must be grouped into records structured by levelnumber. See “Data Division—data description entry” on page 145 fordescription.
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Note: The data description entries for a class differ from a program andmethod in that:
 � You cannot specify the EXTERNAL attribute in a data description entry.� The GLOBAL attribute has no effect.� You can only specify the VALUE clause on condition names.
 Local-Storage Section
 The Local-Storage Section defines storage that is allocated and freed on aper-invocation basis. On each invocation, data items defined in the Local-StorageSection are reallocated and initialized to the value assigned in their VALUE clause.(For nested programs, data items defined in the Local-Storage Section are allocatedupon each invocation of the containing outermost program. However, they arereinitialized to the value assigned in their VALUE clause each time the nestedprogram is invoked.) Data items defined in the Local-Storage Section cannotspecify the EXTERNAL clause.
 The Local-Storage Section must begin with the header LOCAL-STORAGESECTION followed by a separator period.
 You can specify the Local-Storage Section in recursive programs, in non-recursiveprograms, and in methods.
 Note: Method Local-Storage content is the same as a program Local-Storagecontent except that the GLOBAL attribute has no effect (since methods cannot benested).
 A separate copy of the data defined in a method Local-Storage section is createdeach time the method is invoked. The storage allocated for the data is freed whenthe method returns.
 Data Division overview
 data-item-description-entryIndependent items in the Working-Storage Section that bear no hierarchicrelationship to one another need not be grouped into records, provided thatthey do not need to be further subdivided. Instead, they are classified anddefined as independent elementary items. Each is defined in a separatedata-item description entry that begins with either the level number 77 or 01.See “Data Division—data description entry” on page 145 for description.
 ||||||||
 Linkage Section
 The Linkage Section describes data made available from another program ormethod.
 record-description-entrySee “Working-Storage Section” on page 121 for description.
 data-item-description-entrySee “Working-Storage Section” on page 121 for description.
 Record description entries and data item description entries in the Linkage Sectionprovide names and descriptions, but storage within the program or method is notreserved because the data area exists elsewhere.
 Any data description clause can be used to describe items in the Linkage Sectionwith the following exceptions:
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As an IBM extension, you can specify the GLOBAL clause in the Linkage Section.(Note, the GLOBAL attribute has no effect for methods.)
 Data relationships
 � You cannot specify the VALUE clause for items other than level-88 items.� You cannot specify the EXTERNAL clause in the Linkage Section.
 Data types
 Two types of data can be processed: file data and program data.
 File data
 File data is contained in files. (See “File Section” on page 133.) A file is acollection of data records existing on some input-output device. A file can beconsidered as a group of physical records; it can also be considered as a group oflogical records. The Data Division describes the relationship between physical andlogical records.
 A physical record is a unit of data that is treated as an entity when moved into orout of storage. The size of a physical record is determined by the particularinput-output device on which it is stored. The size does not necessarily have adirect relationship to the size or content of the logical information contained in thefile.
 A logical record is a unit of data whose subdivisions have a logical relationship.A logical record can itself be a physical record (that is, be contained completelywithin one physical unit of data); several logical records can be contained withinone physical record, or one logical record can extend across several physicalrecords.
 File description entries specify the physical aspects of the data (such as the sizerelationship between physical and logical records, the size and name(s) of thelogical record(s), labeling information, and so forth).
 Record description entries describe the logical records in the file, including thecategory and format of data within each field of the logical record, different valuesthe data might be assigned, and so forth.
 After the relationship between physical and logical records has been established,only logical records are made available to you. For this reason, a reference in thismanual to “records” means logical records, unless the term “physical records” isused.
 Program data
 Program data is created by a program, instead of being read from a file.
 The concept of logical records applies to program data as well as to file data.Program data can thus be grouped into logical records, and be defined by a seriesof record description entries. Items that need not be so grouped can be defined inindependent data description entries (called data item description entries).
 Data relationships
 The relationships among all data to be used in a program are defined in the DataDivision, through a system of level indicators and level-numbers.
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Data relationships
 A level indicator, with its descriptive entry, identifies each file in a program.Level indicators represent the highest level of any data hierarchy with which theyare associated; FD is the file description level indicator and SD is the sort-mergefile description level indicator.
 A level-number, with its descriptive entry, indicates the properties of specific data.Level-numbers can be used to describe a data hierarchy; they can indicate that thisdata has a special purpose, and while they can be associated with (and subordinateto) level indicators, they can also be used independently to describe internal dataor data common to two or more programs. (See “Level-numbers” on page 146 forlevel-number rules.)
 Levels of data
 After a record has been defined, it can be subdivided to provide more detaileddata references.
 For example, in a customer file for a department store, one complete record couldcontain all data pertaining to one customer. Subdivisions within that record couldbe: customer name, customer address, account number, department number ofsale, unit amount of sale, dollar amount of sale, previous balance, plus otherpertinent information.
 The basic subdivisions of a record (that is, those fields not further subdivided) arecalled elementary items. Thus, a record can be made up of a series of elementaryitems, or it can itself be an elementary item.
 It might be necessary to refer to a set of elementary items; thus, elementary itemscan be combined into group items. Groups themselves can be combined into amore inclusive group that contains one or more subgroups. Thus, within onehierarchy of data items, an elementary item can belong to more than one groupitem.
 A system of level-numbers specifies the organization of elementary and groupitems into records. Special level-numbers are also used; they identify data itemsused for special purposes.
 Levels of data in a record description entry
 Each group and elementary item in a record requires a separate entry, and eachmust be assigned a level-number.
 A level-number is a 1- or 2-digit integer between 01 and 49, or one of three speciallevel-numbers: 66, 77, or 88. The following level-numbers are used to structurerecords:
 01 This level-number specifies the record itself, and is the most inclusivelevel-number possible. A level-01 entry can be either a group item or anelementary item. It must begin in Area A.
 02–49These level-numbers specify group and elementary items within a record.They can begin in Area A or Area B. Less inclusive data items are assignedhigher (not necessarily consecutive) level-numbers in this series.
 A group item includes all group and elementary items following it, until alevel-number less than or equal to the level-number of this group is encountered.
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Data relationships
 All elementary or group items immediately subordinate to one group item must beassigned identical level-numbers higher than the level-number of this group item.
 Figure 4 illustrates the concept. Note that all groups immediately subordinate tothe level-01 entry have the same level-number. Note also that elementary itemsfrom different subgroups do not necessarily have the same level numbers, and thatelementary items can be specified at any level within the hierarchy.
 Figure 4. Levels in a record description
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IBM COBOL accepts nonstandard level-numbers that are not identical to others atthe same level. For example, the following two record description entries areequivalent:
 ?1 EMPLOYEE-RECORD. ?5 EMPLOYEE-NAME. 1? FIRST-NAME PICTURE X(1?).
 1? LAST-NAME PICTURE X(1?). ?4 EMPLOYEE-ADDRESS. ?8 STREET PICTURE X(1?). ?8 CITY PICTURE X(1?).
 Data relationships
 ?1 EMPLOYEE-RECORD. ?5 EMPLOYEE-NAME. 1? FIRST-NAME PICTURE X(1?).
 1? LAST-NAME PICTURE X(1?). ?5 EMPLOYEE-ADDRESS. 1? STREET PICTURE X(1?). 1? CITY PICTURE X(1?).
 Special level-numbers
 Special level-numbers identify items that do not structure a record. The speciallevel-numbers are:
 66 Identifies items that must contain a RENAMES clause; such items regrouppreviously defined data items.
 (For details, see “RENAMES clause” on page 178.)
 77 Identifies data item description entries — independent Working-Storage orLinkage Section items that are not subdivisions of other items, and are notsubdivided themselves. Level-77 items must begin in Area A.
 88 Identifies any condition-name entry that is associated with a particular value ofa conditional variable. (For details, see “VALUE clause” on page 195.)
 Note: Level-77 and level-01 entries in the Working-Storage and Linkage Sectionsthat are referenced in the program must be given unique data-names, becauseneither can be qualified. Subordinate data-names that are referenced in theprogram must be either uniquely defined, or made unique through qualification.Unreferenced data-names need not be uniquely defined.
 Indentation
 Successive data description entries can begin in the same column as precedingentries, or can be indented. Indentation is useful for documentation, but does notaffect the action of the compiler.
 Classes and categories of data
 All data used in a COBOL program can be divided into classes and categories.
 Every group item belongs to the alphanumeric class, even if the subordinateelementary items belong to another class.
 Every elementary item in a program belongs to one of the classes as well as to oneof the categories. Table 10 on page 128 shows the relationship among dataclasses and categories.
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Internal floating-point
 External floating-point
 DBCS
 Internal floating-point
 External floating-point
 DBCS
 Internal floating-pointA decimal point is assumed immediately to the left of the field. The datais aligned then on the leftmost digit position following the decimal point,with the exponent adjusted accordingly.
 Data relationships
 Every data item which is a function is an elementary item, and belongs to thecategory alphanumeric or numeric, and to the corresponding class; the category ofeach function is determined by the definition of the function.
 Table 10. Classes and categories of data
 Level of item Class Category
 Elementary Alphabetic Alphabetic
 Numeric Numeric
 Alphanumeric Numeric-edited
 Alphanumeric-edited
 Alphanumeric
 Group Alphanumeric Alphabetic
 Numeric
 Numeric-edited
 Alphanumeric-edited
 Alphanumeric
 Alignment rules
 The standard alignment rules for positioning data in an elementary item dependon the category of a receiving item (that is, an item into which the data is moved;see “Elementary moves” on page 321).
 NumericFor such receiving items, the following rules apply:
 1. The data is aligned on the assumed decimal point and, if necessary,truncated or padded with zeros. (An assumed decimal point is onethat has logical meaning but that does not exist as an actual characterin the data.)
 2. If an assumed decimal point is not explicitly specified, the receivingitem is treated as though an assumed decimal point is specifiedimmediately to the right of the field. The data is then treatedaccording to the preceding rule.
 Numeric-editedThe data is aligned on the decimal point, and (if necessary) truncated orpadded with zeros at either end, except when editing causes replacementof leading zeros.
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External floating-pointThe data is aligned on the leftmost digit position; the exponent is adjustedaccordingly.
 For internal floating-point items, the size of the item in storage is determined by itsUSAGE clause. USAGE COMPUTATIONAL-1 reserves 4 bytes of storage for theitem; USAGE COMPUTATIONAL-2 reserves 8 bytes of storage.
 The TRUNC compiler option can affect the value of a binary numeric item. Forinformation on TRUNC, see the IBM COBOL Programming Guide for your platform.
 Data relationships
 Alphanumeric, alphanumeric-edited, alphabetic, DBCSFor these receiving items, the following rules apply:
 1. The data is aligned at the leftmost character position, and (if necessary)truncated or padded with spaces at the right.
 2. If the JUSTIFIED clause is specified for this receiving item, the aboverule is modified, as described in “JUSTIFIED clause” on page 154.
 Under AIX and Windows, using control characters X'00'through X'1F' within an alphanumeric literal can give unpredictableresults, which are not diagnosed by the compiler. Use hex literals instead.
 Standard data format
 COBOL makes data description as machine independent as possible. For thisreason, the properties of the data are described in relation to a standard dataformat rather than a machine-oriented format.
 The standard data format uses the decimal system to represent numbers, no matterwhat base is used by the system, and uses all the characters of the character set ofthe computer to represent nonnumeric data.
 Character-string and item size
 In your program, the size of an elementary item is determined through the numberof character positions specified in its PICTURE character-string. In storage,however, the size is determined by the actual number of bytes the item occupies,as determined by the combination of its PICTURE character-string and its USAGEclause.
 Normally, when an arithmetic item is moved from a longer field into a shorterone, the compiler truncates the data to the number of characters represented in theshorter item's PICTURE character-string.
 For example, if a sending field with PICTURE S99999, and containing the value+12345, is moved to a BINARY receiving field with PICTURE S99, the data istruncated to +45. For additional information see “USAGE clause” on page 187.
 Signed data
 There are two categories of algebraic signs used in IBM COBOL: operational signsand editing signs.
 Part 5. Data Division 129

Page 142
                        

Data relationships
 Operational signs
 Operational signs are associated with signed numeric items, and indicate theiralgebraic properties. The internal representation of an algebraic sign depends onthe item's USAGE clause, its SIGN clause (if present), and on the operatingenvironment involved. (For further details about the internal representation, see“USAGE clause” on page 187.) Zero is considered a unique value, regardless ofthe operational sign. An unsigned field is always assumed to be either positive orzero.
 Editing signs
 Editing signs are associated with numeric-edited items; editing signs are PICTUREsymbols that identify the sign of the item in edited output.
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data-name-2
 RECORDING modeMODE IS
 Data Division—File Description Entries
 Data Division—file description entries
 In a COBOL program, the File Description (FD) Entry (or Sort File Description(SD) Entry for sort/merge files) represents the highest level of organization in theFile Section. The order in which the optional clauses follow the FD or SD entry isnot important.
 Format 1—sequential files��──FD──file-name-1─ ──┬ ┬────────────────── ──┬ ┬──────────────── ─────────────────────────────────────� └ ┘ ──┬ ┬──── ─EXTERNAL─ └ ┘ ──┬ ┬──── ─GLOBAL─ └ ┘─IS─ └ ┘─IS─
 �─ ──┬ ┬─────────────────────────────────────────────────────────────────── ──────────────────────────� └ ┘ ─BLOCK─ ──┬ ┬────────── ──┬ ┬─────────────── ─integer-2─ ──┬ ┬─CHARACTERS─ └ ┘─CONTAINS─ └ ┘ ─integer-1──TO─ └ ┘─RECORDS────
 �─ ──┬ ┬──────────────────────────────────────────────────────────────────── ─────────────────────────� └ ┘ ─RECORD─ ──┬ ┬ ──┬ ┬────────── ─integer-3─ ──┬ ┬──────────── ─────────────── │ │└ ┘─CONTAINS─ └ ┘─CHARACTERS─ ├ ┤──┬ ┬────────── ─integer-4──TO──integer-5─ ──┬ ┬──────────── │ │└ ┘─CONTAINS─ └ ┘─CHARACTERS─ └ ┘─┤ clause 1 ├─ ──┬ ┬──────────────────────────────── ────── └ ┘ ─DEPENDING─ ──┬ ┬──── ─data-name-1─ └ ┘─ON─
 �─ ──┬ ┬────────────────────────────────────────────────────── ───────────────────────────────────────� └ ┘ ─LABEL─ ──┬ ┬ ─RECORD─ ──┬ ┬──── ── ──┬ ┬─STANDARD──────────── │ │└ ┘─IS─ ├ ┤─OMITTED───────────── └ ┘ ─RECORDS─ ──┬ ┬───── │ │┌ ┐─────────────────── └ ┘─ARE─ └ ┘───/ ┴──┬ ┬───────────── └ ┘─ ─
 �─ ──┬ ┬────────────────────────────────────────────────────── ───────────────────────────────────────� │ │┌ ┐────────────────────────────────────────── └ ┘ ─VALUE OF─ ───/ ┴ ─system-name-1─ ──┬ ┬──── ──┬ ┬─data-name-3─ └ ┘─IS─ └ ┘─literal-1───
 �─ ──┬ ┬───────────────────────────────────────────── ────────────────────────────────────────────────� │ │┌ ┐─────────────── └ ┘ ─DATA─ ──┬ ┬ ─RECORD─ ──┬ ┬──── ── ───/ ┴─data-name-4─ │ │└ ┘─IS─ └ ┘ ─RECORDS─ ──┬ ┬───── └ ┘─ARE─
 �─ ──┬ ┬────────────────────────────────────────────────────────── ───────────────────────────────────� └ ┘─LINAGE─ ──┬ ┬──── ──┬ ┬─data-name-5─ ──┬ ┬─────── ─┤ clause 2 ├─ └ ┘─IS─ └ ┘─integer-8─── └ ┘─LINES─
 �─ ──┬ ┬─────────────────────────────────── ──┬ ┬───────────────────────────────── ─.──────────────────�� └ ┘ ─ ─ ──┬ ┬────── ──┬ ┬──── ─ ─ └ ┘ ─CODE-SET─ ──┬ ┬──── ─alphabet-name─ └ ┘─ ─ └ ┘─ ─ └ ┘─IS─
 clause 1├─ ──┬ ┬──── ─VARYING─ ──┬ ┬──── ──┬ ┬────── ──┬ ┬───────────────────── ──┬ ┬─────────────── ──────────────────� └ ┘─IS─ └ ┘─IN─ └ ┘─SIZE─ └ ┘ ──┬ ┬────── ─integer-6─ └ ┘ ─TO──integer-7─ └ ┘─FROM─
 �─ ──┬ ┬──────────── ─────────────────────────────────────────────────────────────────────────────────┤ └ ┘─CHARACTERS─
 clause 2├─ ──┬ ┬──────────────────────────────────────────── ──┬ ┬───────────────────────────────────────── ────� └ ┘ ──┬ ┬────── ─FOOTING─ ──┬ ┬──── ──┬ ┬─data-name-6─ └ ┘ ──┬ ┬─────── ──┬ ┬──── ─TOP─ ──┬ ┬─data-name-7─
 └ ┘─WITH─ └ ┘─AT─ └ ┘─integer-9─── └ ┘─LINES─ └ ┘─AT─ └ ┘─integer-1+──
 �─ ──┬ ┬──────────────────────────────────────────── ─────────────────────────────────────────────────┤ └ ┘ ──┬ ┬─────── ──┬ ┬──── ─BOTTOM─ ──┬ ┬─data-name-8─ └ ┘─LINES─ └ ┘─AT─ └ ┘─integer-11──
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Format 3—line-sequential files��──FD──file-name-1─ ──┬ ┬────────────────── ──┬ ┬──────────────── ─────────────────────────────────────� └ ┘ ──┬ ┬──── ─EXTERNAL─ └ ┘ ──┬ ┬──── ─GLOBAL─ └ ┘─IS─ └ ┘─IS─
 �─ ──┬ ┬─────────────────────────────────────────────────────────────────── ──────────────────────────� └ ┘ ─BLOCK─ ──┬ ┬────────── ──┬ ┬─────────────── ─integer-2─ ──┬ ┬─CHARACTERS─ └ ┘─CONTAINS─ └ ┘ ─integer-1──TO─ └ ┘─RECORDS────
 �─ ──┬ ┬────────────────────────────────────────────────────────────── ─.────────────────────────────�� └ ┘ ─RECORD─ ──┬ ┬ ──┬ ┬────────── ─integer-3─ ──┬ ┬──────────── ───────── │ │└ ┘─CONTAINS─ └ ┘─CHARACTERS─ └ ┘─┤ clause 1 ├─ ──┬ ┬──────────────────────────────── └ ┘ ─DEPENDING─ ──┬ ┬──── ─data-name-1─ └ ┘─ON─
 clause 1├─ ──┬ ┬──── ─VARYING─ ──┬ ┬──── ──┬ ┬────── ──┬ ┬───────────────────── ──┬ ┬─────────────── ──────────────────� └ ┘─IS─ └ ┘─IN─ └ ┘─SIZE─ └ ┘ ──┬ ┬────── ─integer-6─ └ ┘ ─TO──integer-7─ └ ┘─FROM─
 �─ ──┬ ┬──────────── ─────────────────────────────────────────────────────────────────────────────────┤ └ ┘─CHARACTERS─
 Data Division—File Description Entries
 Format 2—relative/indexed files��──FD──file-name-1─ ──┬ ┬────────────────── ──┬ ┬──────────────── ─────────────────────────────────────� └ ┘ ──┬ ┬──── ─EXTERNAL─ └ ┘ ──┬ ┬──── ─GLOBAL─ └ ┘─IS─ └ ┘─IS─
 �─ ──┬ ┬─────────────────────────────────────────────────────────────────── ──────────────────────────� └ ┘ ─BLOCK─ ──┬ ┬────────── ──┬ ┬─────────────── ─integer-2─ ──┬ ┬─CHARACTERS─ └ ┘─CONTAINS─ └ ┘ ─integer-1──TO─ └ ┘─RECORDS────
 �─ ──┬ ┬──────────────────────────────────────────────────────────────────── ─────────────────────────� └ ┘ ─RECORD─ ──┬ ┬ ──┬ ┬────────── ─integer-3─ ──┬ ┬──────────── ─────────────── │ │└ ┘─CONTAINS─ └ ┘─CHARACTERS─ ├ ┤──┬ ┬────────── ─integer-4──TO──integer-5─ ──┬ ┬──────────── │ │└ ┘─CONTAINS─ └ ┘─CHARACTERS─ └ ┘─┤ clause 1 ├─ ──┬ ┬──────────────────────────────── ────── └ ┘ ─DEPENDING─ ──┬ ┬──── ─data-name-1─ └ ┘─ON─
 �─ ──┬ ┬─────────────────────────────────────────── ──────────────────────────────────────────────────� └ ┘ ─LABEL─ ──┬ ┬ ─RECORD─ ──┬ ┬──── ── ──┬ ┬─STANDARD─ │ │└ ┘─IS─ └ ┘─OMITTED── └ ┘ ─RECORDS─ ──┬ ┬───── └ ┘─ARE─
 �─ ──┬ ┬────────────────────────────────────────────────────── ───────────────────────────────────────� │ │┌ ┐────────────────────────────────────────── └ ┘ ─VALUE OF─ ───/ ┴ ─system-name-1─ ──┬ ┬──── ──┬ ┬─data-name-3─ └ ┘─IS─ └ ┘─literal-1───
 �─ ──┬ ┬───────────────────────────────────────────── ─.─────────────────────────────────────────────�� │ │┌ ┐─────────────── └ ┘ ─DATA─ ──┬ ┬ ─RECORD─ ──┬ ┬──── ── ───/ ┴─data-name-4─ │ │└ ┘─IS─ └ ┘ ─RECORDS─ ──┬ ┬───── └ ┘─ARE─
 clause 1├─ ──┬ ┬──── ─VARYING─ ──┬ ┬──── ──┬ ┬────── ──┬ ┬───────────────────── ──┬ ┬─────────────── ──────────────────� └ ┘─IS─ └ ┘─IN─ └ ┘─SIZE─ └ ┘ ──┬ ┬────── ─integer-6─ └ ┘ ─TO──integer-7─ └ ┘─FROM─
 �─ ──┬ ┬──────────── ─────────────────────────────────────────────────────────────────────────────────┤ └ ┘─CHARACTERS─
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BLOCK integer-2 CHARACTERSCONTAINS integer-1 TO RECORDS
 LABEL RECORD STANDARDIS OMITTED
 RECORDSARE data-name-2
 VALUE OF system-name-1 data-name-3IS literal-1
 LINAGE data-name-5IS integer-8 LINES
 CODE-SET alphabet-nameIS
 FOOTING data-name-6 TOP data-name-7WITH AT integer-9 LINES AT integer-1+
 BOTTOM data-name-8LINES AT integer-11
 File Section
 Format 4—sort/merge files��──SD──file-name-1─ ──┬ ┬──────────────────────────────────────────────────────────────────── ───────� └ ┘ ─RECORD─ ──┬ ┬ ──┬ ┬────────── ─integer-3─ ──┬ ┬──────────── ─────────────── │ │└ ┘─CONTAINS─ └ ┘─CHARACTERS─ ├ ┤──┬ ┬────────── ─integer-4──TO──integer-5─ ──┬ ┬──────────── │ │└ ┘─CONTAINS─ └ ┘─CHARACTERS─ └ ┘─┤ clause 1 ├─ ──┬ ┬──────────────────────────────── ────── └ ┘ ─DEPENDING─ ──┬ ┬──── ─data-name-1─ └ ┘─ON─
 �─ ──┬ ┬───────────────────────────────────────────── ────────────────────────────────────────────────� │ │┌ ┐─────────────── └ ┘ ─DATA─ ──┬ ┬ ─RECORD─ ──┬ ┬──── ── ───/ ┴─data-name-4─ │ │└ ┘─IS─ └ ┘ ─RECORDS─ ──┬ ┬───── └ ┘─ARE─
 �─ ──┬ ┬─────────────────────────────────────────────────────────────────── ──────────────────────────� └ ┘ ─ ─ ──┬ ┬────────── ──┬ ┬─────────────── ─ ─ ──┬ ┬─ ─ └ ┘─ ─ └ ┘ ─ ── ─ └ ┘─ ────
 �─ ──┬ ┬────────────────────────────────────────────────── ───────────────────────────────────────────� └ ┘ ─ ─ ──┬ ┬ ─ ─ ──┬ ┬──── ── ──┬ ┬─ ──────── │ │└ ┘─ ─ ├ ┤─ ───────── └ ┘ ─ ─ ──┬ ┬───── │ │┌ ┐─────────────── └ ┘─ ─ └ ┘───/ ┴─ ─
 �─ ──┬ ┬────────────────────────────────────────────────────── ───────────────────────────────────────� │ │┌ ┐────────────────────────────────────────── └ ┘ ─ ─ ───/ ┴ ─ ─ ──┬ ┬──── ──┬ ┬─ ─ └ ┘─ ─ └ ┘─ ───
 �─ ──┬ ┬────────────────────────────────────────────────────────── ───────────────────────────────────� └ ┘─ ─ ──┬ ┬──── ──┬ ┬─ ─ ──┬ ┬─────── ─┤ clause 2 ├─ └ ┘─ ─ └ ┘─ ─── └ ┘─ ─
 �─ ──┬ ┬───────────────────────────────── ─.─────────────────────────────────────────────────────────�� └ ┘ ─ ─ ──┬ ┬──── ─ ─ └ ┘─ ─
 clause 1├─ ──┬ ┬──── ─VARYING─ ──┬ ┬──── ──┬ ┬────── ──┬ ┬───────────────────── ──┬ ┬─────────────── ──────────────────� └ ┘─IS─ └ ┘─IN─ └ ┘─SIZE─ └ ┘ ──┬ ┬────── ─integer-6─ └ ┘ ─TO──integer-7─ └ ┘─FROM─
 �─ ──┬ ┬──────────── ─────────────────────────────────────────────────────────────────────────────────┤ └ ┘─CHARACTERS─
 clause 2├─ ──┬ ┬──────────────────────────────────────────── ──┬ ┬───────────────────────────────────────── ────� └ ┘ ──┬ ┬────── ─ ─ ──┬ ┬──── ──┬ ┬─ ─ └ ┘ ──┬ ┬─────── ──┬ ┬──── ─ ─ ──┬ ┬─ ─
 └ ┘─ ─ └ ┘─ ─ └ ┘─ ─── └ ┘─ ─ └ ┘─ ─ └ ┘─ ──
 �─ ──┬ ┬──────────────────────────────────────────── ─────────────────────────────────────────────────┤ └ ┘ ──┬ ┬─────── ──┬ ┬──── ─ ─ ──┬ ┬─ ─ └ ┘─ ─ └ ┘─ ─ └ ┘─ ──
 File Section
 The File Section must contain a level indicator for each input and output file:� For all files except sort/merge, the File Section must contain an FD entry.� For each sort or merge file, the File Section must contain an SD entry.
 file-nameMust follow the level indicator (FD or SD), and must be the same as thatspecified in the associated SELECT clause. The file-name must adhere to therules of formation for a user-defined word; at least one character must bealphabetic. The file-name must be unique within this program.
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GLOBAL clause
 One or more record description entries must follow the file-name. When morethan one record description entry is specified, each entry implies a redefinitionof the same storage area.
 The clauses that follow file-name are optional; they can appear in any order.
 FD (formats 1, 2, and 3)The last clause in the FD entry must be immediately followed by a separatorperiod.
 SD (format 4)An SD entry must be written for each sort or merge file in the program. Thelast clause in the SD entry must be immediately followed by a separatorperiod.
 The following example illustrates the File Section entries needed for a sort ormerge file:
 SD SORT-FILE.
 ?1 SORT-RECORD PICTURE X(8?).
 EXTERNAL clause
 The EXTERNAL clause specifies that a file connector is external, and permitscommunication between two programs by the sharing of files. A file connector isexternal if the storage associated with that file is associated with the run unitrather than with any particular program within the run unit. An external file canbe referenced by any program in the run unit that describes the file. References toan external file from different programs using separate descriptions of the file arealways to the same file. In a run unit, there is only one representative of anexternal file.
 In the File Section, the EXTERNAL clause can only be specified in file descriptionentries.
 The records appearing in the file description entry need not have the same namein corresponding external file description entries. In addition, the number of suchrecords need not be the same in corresponding file description entries.
 Use of the EXTERNAL clause does not imply that the associated file-name is aglobal name. See the IBM COBOL Programming Guide for your platform forspecific information on the use of the EXTERNAL clause.
 GLOBAL clause
 The GLOBAL clause specifies that the file connector named by a file-name is aglobal name. A global file-name is available to the program that declares it and toevery program that is contained directly or indirectly in that program.
 A file-name is global if the GLOBAL clause is specified in the file description entryfor that file-name. A record-name is global if the GLOBAL clause is specified inthe record description entry by which the record-name is declared or, in the caseof record description entries in the File Section, if the GLOBAL clause is specifiedin the file description entry for the file-name associated with the record descriptionentry. (For details on using the GLOBAL clause, see the IBM COBOL ProgrammingGuide for your platform
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For example, if you have a block with 10 DBCS characters, the BLOCKCONTAINS clause should say BLOCK CONTAINS 2? CHARACTERS.
 BLOCK CONTAINS clause
 Two programs in a run unit can reference global file connectors in the followingcircumstances:1. An external file connector can be referenced from any program that describes
 that file connector.2. If a program is contained within another program, both programs can refer to
 a global file connector by referring to an associated global file-name either inthe containing program or in any program that directly or indirectly containsthe containing program.
 BLOCK CONTAINS clause
 The BLOCK CONTAINS clause specifies the size of the physical records. Thecharacters in the BLOCK CONTAINS clause reflect the number of bytes in therecord.
 If the records in the file are not blocked, the BLOCK CONTAINS clause can beomitted. When it is omitted, the compiler assumes that records are not blocked.Even if each physical record contains only one complete logical record, codingBLOCK CONTAINS 1 RECORD would result in fixed blocked records.
 The BLOCK CONTAINS clause can be omitted when the associated File Controlentry specifies a VSAM file; the concept of blocking has no meaning for VSAMfiles; the clause is syntax checked, but it has no effect on the execution of theprogram.
 For EXTERNAL files, the value of all BLOCK CONTAINS clauses of correspondingEXTERNAL files must match within the run unit. This conformance is in terms ofcharacter positions and does not depend upon whether the value was specified asCHARACTERS or as RECORDS.
 integer-1, integer-2Must be nonzero unsigned integers. They specify the number of:
 CHARACTERSSpecifies the number of character positions required to store the physicalrecord, no matter what USAGE the characters have within the data record.
 If only integer-2 is specified, it specifies the exact character size of thephysical record. When integer-1 and integer-2 are both specified, theyrepresent, respectively, the minimum and maximum character sizes of thephysical record.
 Integer-1 and integer-2 must include any control bytes and paddingcontained in the physical record. (Logical records do not includepadding.)
 The CHARACTERS phrase is the default. CHARACTERS must bespecified when:
 � The physical record contains padding.� Logical records are grouped so that an inaccurate physical record size
 could be implied. For example, suppose you describe a variable-lengthrecord of 100 characters, yet each time you write a block of 4, one50-character record is written followed by three 100-character records.If the RECORDS phrase were specified, the compiler would calculate
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When running under OS/390, BLOCK CONTAINS 0 can be specifiedfor QSAM files; the block size is determined at run time from the DD parametersor the data set label.
 If the RECORD CONTAINS 0 CHARACTERS clause is specified, and the BLOCKCONTAINS 0 CHARACTERS clause is specified (or omitted), the block size isdetermined at run time from the DD parameters or the data set label of the file.For output data sets, with either of the above conditions, the DCB used byLanguage Environment will have a zero block size value. If you do not specify ablock size value, the operating system might select a System Determined BlockSize (SDB). See the operating system specifications for further information on SDB.
 BLOCK CONTAINS can be omitted for SYSIN/SYSOUT files under OS/390. Theblocking is determined by the operating system.
 When running under CMS, BLOCK CONTAINS 0 can be specified for QSAM files;the block size is determined at run time from the FILEDEF parameters or the dataset label. If the RECORD CONTAINS 0 CHARACTERS clause is specified, and theBLOCK CONTAINS clause is omitted (or if the BLOCK CONTAINS 0CHARACTERS clause is specified), the block size is determined at run time fromthe FILEDEF parameters or the data set label of the file.
 Under VM, the BLOCK CONTAINS 0 clause might cause blocked or unblockedrecords to be used for an output file, depending on the FILEDEF options specified.The DCB used by Language Environment will have a zero block size, so theFILEDEF uses the CMS defaults. The defaults are documented in the CMSCommand Reference, under the FILEDEF command.
 The BLOCK CONTAINS clause is syntax checked, but has no effect on theexecution of the program, when specified under an SD.
 The BLOCK CONTAINS clause cannot be used with the RECORDING MODE Uclause.
 For example, if you have a record with 10 DBCS characters, the RECORD clauseshould say RECORD CONTAINS 2? CHARACTERS.
 RECORD clause
 the block size as 420 characters instead of the actual size, 370characters. (This calculation includes block and record descriptors.)
 RECORDSSpecifies the number of logical records contained in each physical record.
 The compiler assumes that the block size must provide for integer-2records of maximum size, and provides any additional space needed forcontrol bytes.
 RECORD clause
 When the RECORD clause is used, the record size must be specified as the numberof character positions needed to store the record internally. That is, it must specifythe number of bytes occupied internally by the characters of the record (not thenumber of characters used to represent the item within the record).
 The size of a record is determined according to the rules for obtaining the size of agroup item. (See “USAGE clause” on page 187 and “SYNCHRONIZED clause”on page 181.)
 When the RECORD clause is omitted, the compiler determines the record lengthsfrom the record descriptions. When one of the entries within a record description
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Under OS/390, the RECORD CONTAINS 0 CHARACTERS clausecan be specified for input QSAM files containing fixed-length records; therecord size is determined at object time from the DD statement parameters orthe data set label. If, at object time, the actual record is larger than the 01record description, only the 01 record length is available. If the actual recordis shorter, only the actual record length can be referred to. Otherwise,uninitialized data or an addressing exception can be produced.
 Note: If the RECORD CONTAINS 0 clause is specified, then the SAMEAREA, SAME RECORD AREA, or APPLY WRITE-ONLY clauses cannot bespecified.
 Do not specify the RECORD CONTAINS 0 clause for an SD entry.
 RECORD clause
 contains an OCCURS DEPENDING ON clause, the compiler uses the maximumvalue of the variable-length item to calculate the number of character positionsneeded to store the record internally.
 If the associated file connector is an external file connector, all file descriptionentries in the run unit that are associated with that file connector must specify thesame maximum number of character positions.
 Format 1
 Format 1 specifies the number of character positions for fixed-length records.
 Format 1��──RECORD─ ──┬ ┬────────── ─integer-3─ ──┬ ┬──────────── ───────────────────────�� └ ┘─CONTAINS─ └ ┘─CHARACTERS─
 integer-3Must be an unsigned integer that specifies the number of character positionscontained in each record in the file.
 | Under AIX and Windows, the RECORD CONTAINS 0 characters| clause is syntax checked, but has no effect on the execution of the program.|
 Format 2
 Format 2 specifies the number of character positions for either fixed-length orvariable-length records. Fixed-length records are obtained when all 01 recorddescription entry lengths are the same. The format 2 RECORD CONTAINS clauseis never required, because the minimum and maximum record lengths aredetermined from the record description entries.
 Format 2��──RECORD─ ──┬ ┬────────── ─integer-4──TO──integer-5─ ──┬ ┬──────────── ────────�� └ ┘─CONTAINS─ └ ┘─CHARACTERS─
 integer-4integer-5
 Must be unsigned integers. Integer-4 specifies the size of the smallest datarecord, and integer-5 specifies the size of the largest data record.
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� Data-name-1 cannot be a windowed date field.
 RECORD clause
 Format 3
 Format 3 is used to specify variable-length records.
 Format 3��──RECORD─ ──┬ ┬──── ─VARYING─ ──┬ ┬──── ──┬ ┬────── ──┬ ┬───────────────────── ─────� └ ┘─IS─ └ ┘─IN─ └ ┘─SIZE─ └ ┘ ──┬ ┬────── ─integer-6─ └ ┘─FROM─
 �─ ──┬ ┬─────────────── ──┬ ┬──────────── ──┬ ┬──────────────────────────────── ──�� └ ┘ ─TO──integer-7─ └ ┘─CHARACTERS─ └ ┘ ─DEPENDING─ ──┬ ┬──── ─data-name-1─ └ ┘─ON─
 integer-6Specifies the minimum number of character positions to be contained in anyrecord of the file. If integer-6 is not specified, the minimum number ofcharacter positions to be contained in any record of the file is equal to the leastnumber of character positions described for a record in that file.
 integer-7Specifies the maximum number of character positions in any record of the file.If integer-7 is not specified, the maximum number of character positions to becontained in any record of the file is equal to the greatest number of characterpositions described for a record in that file.
 The number of character positions associated with a record description isdetermined by the sum of the number of character positions in all elementary dataitems (excluding redefinitions and renamings), plus any implicit FILLER due tosynchronization. If a table is specified:� The minimum number of table elements described in the record is used in the
 summation above to determine the minimum number of character positionsassociated with the record description.
 � The maximum number of table elements described in the record is used in thesummation above to determine the maximum number of character positionsassociated with the record description.
 If data-name-1 is specified:� Data-name-1 must be an elementary unsigned integer.
 � The number of character positions in the record must be placed into the dataitem referenced by data-name-1 before any RELEASE, REWRITE, or WRITEstatement is executed for the file.
 � The execution of a DELETE, RELEASE, REWRITE, START, or WRITEstatement or the unsuccessful execution of a READ or RETURN statement doesnot alter the content of the data item referenced by data-name-1.
 � After the successful execution of a READ or RETURN statement for the file,the contents of the data item referenced by data-name-1 indicate the number ofcharacter positions in the record just read.
 During the execution of a RELEASE, REWRITE, or WRITE statement, the numberof character positions in the record is determined by the following conditions:� If data-name-1 is specified, by the content of the data item referenced by
 data-name-1.� If data-name-1 is not specified and the record does not contain a variable
 occurrence data item, by the number of character positions in the record.
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� LABEL RECORD IS data-name
 data-name-2User labels are present in addition to standard labels. Data-name-2 specifiesthe name of a user label record. Data-name-2 must appear as the subject of arecord description entry associated with the file.
 The LABEL RECORDS clause is treated as a comment under an SD.
 VALUE OF clause
 � If data-name-1 is not specified and the record contains a variable occurrencedata item, by the sum of the fixed position and that portion of the tabledescribed by the number of occurrences at the time of execution of the outputstatement.
 During the execution of a READ ... INTO or RETURN ... INTO statement, thenumber of character positions in the current record that participate as the sendingdata items in the implicit MOVE statement is determined by the followingconditions:� If data-name-1 is specified, by the content of the data item referenced by
 data-name-1.� If data-name-1 is not specified, by the value that would have been moved into
 the data item referenced by data-name-1 had data-name-1 been specified.
 LABEL RECORDS clause
 Under AIX and Windows, the LABEL RECORDS clause is syntaxchecked, but has no effect on the execution of the program. A warning message isissued if you use any of the following language elements:
 � USE...AFTER...LABEL PROCEDURE� GO TO MORE-LABELS
 The LABEL RECORDS clause indicates the presence or absence of labels. If it isnot specified for a file, label records for that file must conform to the system labelspecifications.
 For VSAM files, the LABEL RECORDS clause is syntax checked, but it has noeffect on the execution of the program. COBOL label processing, therefore, is notperformed.
 STANDARDLabels conforming to system specifications exist for this file.
 STANDARD is permitted for mass storage devices and tape devices.
 OMITTEDNo labels exist for this file.
 OMITTED is permitted for tape devices.
 VALUE OF clause
 The VALUE OF clause describes an item in the label records associated with thisfile. The clause is syntax checked, but has no effect on the execution of theprogram.
 data-name-3Should be qualified when necessary, but cannot be subscripted. It must bedescribed in the Working-Storage Section. It cannot be described with theUSAGE IS INDEX clause.
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The VALUE OF clause is syntax checked, but has no effect on the execution of theprogram when specified under an SD.
 As an IBM extension, the data-name need not have an 01 level number recorddescription with the same name associated with it.
 and, as anIBM extension, EXTEND.
 LINAGE clause
 literal-1Can be numeric or nonnumeric, or a figurative constant of category numeric ornonnumeric.
 Cannot be a floating-point literal.
 DATA RECORDS clause
 The DATA RECORDS clause is syntax checked, but it serves only asdocumentation for the names of data records associated with this file.
 data-name-4The names of record description entries associated with this file.
 LINAGE clause
 The LINAGE clause specifies the depth of a logical page in terms of number oflines. Optionally, it also specifies the line number at which the footing areabegins, as well as the top and bottom margins of the logical page. (The logicalpage and the physical page cannot be the same size.)
 The LINAGE clause is effective for sequential files opened OUTPUT
 All integers must be unsigned. All data-names must be described as unsignedinteger data items.
 data-name-5integer-8
 The number of lines that can be written and/or spaced on this logical page.The area of the page that these lines represent is called the page body. Thevalue must be greater than zero.
 WITH FOOTING ATInteger-9 or the value of the data item in data-name-6 specifies the first linenumber of the footing area within the page body. The footing line numbermust be greater than zero, and not greater than the last line of the page body.The footing area extends between those two lines.
 LINES AT TOPInteger-10 or the value of the data item in data-name-7 specifies the number oflines in the top margin of the logical page. The value can be zero.
 LINES AT BOTTOMInteger-11 or the value of the data item in data-name-8 specifies the number oflines in the bottom margin of the logical page. The value can be zero.
 Figure 5 illustrates the use of each phrase of the LINAGE clause.
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The LINAGE clause is treated as a comment under an SD.
 LINAGE clause
 Figure 5. LINAGE clause phrases
 The logical page size specified in the LINAGE clause is the sum of all valuesspecified in each phrase except the FOOTING phrase. If the LINES AT TOPand/or the LINES AT BOTTOM phrase is omitted, the assumed value for top andbottom margins is zero. Each logical page immediately follows the precedinglogical page, with no additional spacing provided.
 If the FOOTING phrase is omitted, its assumed value is equal to that of the pagebody (integer-8 or data-name-5).
 At the time an OPEN OUTPUT statement is executed, the values of integer-8,integer-9, integer-10, and integer-11, if specified, are used to determine the pagebody, first footing line, top margin, and bottom margin of the logical page for thisfile. See Figure 5 above. These values are then used for all logical pages printedfor this file during a given execution of the program.
 At the time an OPEN statement with the OUTPUT phrase is executed for the file,data-name-5, data-name-6, data-name-7, and data-name-8 determine the pagebody, first footing line, top margin, and bottom margin for the first logical pageonly.
 At the time a WRITE statement with the ADVANCING PAGE phrase is executedor a page overflow condition occurs, the values of data-name-5, data-name-6,data-name-7, and data-name-8 if specified, are used to determine the page body,first footing line, top margin, and bottom margin for the next logical page.
 If an external file connector is associated with this file description entry, all filedescription entries in the run unit that are associated with this file connector musthave:� A LINAGE clause, if any file description entry has a LINAGE clause.� The same corresponding values for integer-8, integer-9, integer-10, and
 integer-11, if specified.� The same corresponding external data items referenced by data-name-5,
 data-name-6, data-name-7, and data-name-8.
 See “ADVANCING phrase” on page 394 for the behavior of carriage controlcharacters in EXTERNAL files.
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RECORDING MODE clause
 RECORDING MODE clause
 Under OS/390 and VM
 The RECORDING MODE clause specifies the format of the physical records in aQSAM file. The clause is ignored for a VSAM file.
 Permitted values for RECORDING MODE are:
 Recording Mode F (Fixed)All the records in a file are the same length and each is wholly containedwithin one block. Blocks can contain more than one record, and there isusually a fixed number of records for each block. In this mode, there are norecord-length or block-descriptor fields.
 Recording Mode V (Variable)The records can be either fixed-length or variable-length, and each must bewholly contained within one block. Blocks can contain more than one record.Each data record includes a record-length field and each block includes ablock-descriptor field. These fields are not described in the Data Division.They are each 4 bytes long and provision is automatically made for them.These fields are not available to you.
 Recording Mode U (Fixed or Variable)The records can be either fixed-length or variable-length. However, there isonly one record for each block. There are no record-length or block-descriptorfields.
 Note: You cannot use RECORDING MODE U if you are using the BLOCKCONTAINS clause.
 Recording Mode S (Spanned)The records can be either fixed-length or variable-length, and can be largerthan a block. If a record is larger than the remaining space in a block, asegment of the record is written to fill the block. The remainder of the recordis stored in the next block (or blocks, if required). Only complete records aremade available to you. Each segment of a record in a block, even if it is theentire record, includes a segment-descriptor field, and each block includes ablock-descriptor field. These fields are not described in the Data Division;provision is automatically made for them. These fields are not available toyou.
 Note: When recording mode S is used, the BLOCK CONTAINS CHARACTERSclause must be used. Recording mode S is not allowed for ASCII files.
 If the RECORDING MODE clause is not specified for a QSAM file, the COBOL forOS/390 & VM compiler determines the recording mode as follows:
 F The compiler determines the recording mode to be F if the largest level-01record associated with the file is not greater than the block size specified inthe BLOCK CONTAINS clause, and you do one of the following:
 LINAGE-COUNTER special register
 For information about the LINAGE-COUNTER special register, see“LINAGE-COUNTER” on page 12.
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� Use the RECORD CONTAINS integer clause (for more information, seeIBM COBOL for OS/390 & VM Compiler and Run-Time Migration Guide.)
 � Omit the RECORD clause and make sure all level-01 records associatedwith the file are the same size and none contain an OCCURSDEPENDING ON clause.
 V The compiler determines the recording mode to be V if the largest level-01record associated with the file is not greater than the block size specified inthe BLOCK CONTAINS clause, and you do one of the following:
 � Use the RECORD IS VARYING clause� Omit the RECORD clause and make sure all level-01 records associated
 with the file are not the same size or some contain an OCCURSDEPENDING ON clause
 � Use the RECORD CONTAINS integer-1 TO integer-2 clause with integer-1the minimum length and integer-2 the maximum length of the level-01records associated with the file. The two integers must be different, withvalues matching minimum and maximum length of either different lengthrecords or record(s) with an OCCURS DEPENDING ON clause.
 S The compiler determines the recording mode to be S if the maximum blocksize is smaller than the largest record size.
 U Recording mode U is never obtained by default. The RECORDING MODE Uclause must be explicitly used.
 Under AIX and Windows
 Under AIX and Windows, the RECORDING MODE clause for record sequentialfiles is treated as follows:
 F Record descriptions are validated as fixed. Do not specify RECORDINGMODE F if the record descriptions are variable.
 V Variable length record format is assumed (even if the record descriptions arefixed).
 U Treated as a comment.
 S Treated the same as V.
 Under AIX and Windows, the CODE-SET clause is syntax checked,but has no effect on the execution of the program.
 CODE-SET clause
 ||
 CODE-SET clause
 ||
 The CODE-SET clause specifies the character code used to represent data on amagnetic tape file. When the CODE-SET clause is specified, an alphabet-nameidentifies the character code convention used to represent data on the input-outputdevice.
 Alphabet-name must be defined in the SPECIAL-NAMES paragraph asSTANDARD-1 (for ASCII-encoded files), as STANDARD-2 (for ISO 7-bit encodedfiles), as EBCDIC (for EBCDIC-encoded files), or as NATIVE. When NATIVE isspecified, the CODE-SET clause is syntax checked, but it has no effect on theexecution of the program.
 The CODE-SET clause also specifies the algorithm for converting the charactercodes on the input-output medium from/to the internal EBCDIC character set.
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The CODE-SET clause is syntax checked, but has no effect on the execution of theprogram when specified under an SD.
 CODE-SET clause
 When the CODE-SET clause is specified for a file, all data in this file must haveUSAGE DISPLAY, and, if signed numeric data is present, it must be describedwith the SIGN IS SEPARATE clause.
 When the CODE-SET clause is omitted, the EBCDIC character set is assumed forthis file.
 If the associated file connector is an external file connector, all CODE-SET clausesin the run unit that are associated with that file connector must have the samecharacter set.
 The CODE-SET clause is valid only for magnetic tape files.
 ||
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date-format-clause
 Data Division—data description entry
 Data Division—data description entry
 A data description entry specifies the characteristics of a data item.
 This chapter describes the coding of data description entries and record descriptionentries (which are sets of data description entries). The single term datadescription entry is used in this chapter to refer to data and record descriptionentries.
 Data description entries that define independent data items do not make up arecord. These are known as data item description entries.
 The data description entry has three general formats. All data description entriesmust end with a separator period.
 Format 1
 Format 1 is used for data description entries in all Data Division sections.
 Format 1��──level-number─ ──┬ ┬───────────── ──┬ ┬────────────────── ────────────────────� ├ ┤─data-name-1─ └ ┘─redefines-clause─ └ ┘─FILLER──────
 �─ ──┬ ┬──────────────────────── ──┬ ┬───────────────── ──┬ ┬─────────────── ──────� └ ┘─blank-when-zero-clause─ └ ┘─external-clause─ └ ┘─global-clause─
 �─ ──┬ ┬────────────────── ──┬ ┬─────────────── ──┬ ┬──────────────── ─────────────� └ ┘─justified-clause─ └ ┘─occurs-clause─ └ ┘─picture-clause─
 �─ ──┬ ┬───────────── ──┬ ┬───────────────────── ──┬ ┬────────────── ──────────────� └ ┘─sign-clause─ └ ┘─synchronized-clause─ └ ┘─usage-clause─
 �─ ──┬ ┬────────────── ──┬ ┬──────────────────── ───────────────────────────────�� └ ┘─value-clause─ └ ┘─ ─
 Note: The clauses can be written in any order with two exceptions:If data-name or FILLER is specified, it must immediately follow thelevel-number.When the REDEFINES clause is specified, it must immediately followdata-name or FILLER, if either is specified. If data-name or FILLER is notspecified, the REDEFINES clause must immediately follow the level-number.
 Level-number in format 1 can be any number from 01–49 or 77.
 A space, a separator comma, or a separator semicolon must separate clauses.
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Level-numbers
 Format 2
 Format 2 regroups previously defined items.
 Format 2��──66──data-name-1──renames-clause.───────────────────────────────────────��
 A level-66 entry cannot rename another level-66 entry, nor can it rename a level-01,level-77, or level-88 entry.
 All level-66 entries associated with one record must immediately follow the lastdata description entry in that record.
 Details are contained in “RENAMES clause” on page 178.
 Format 3
 Format 3 describes condition-names.
 Format 3��──88──condition-name-1──value-clause.────────────────────────────────────��
 condition-nameA user-specified name that associates a value, a set of values, or a range ofvalues with a conditional variable.
 A conditional variable is a data item that can assume one or more values, thatcan, in turn, be associated with a condition-name.
 Format 3 can be used to describe both elementary and group items. Furtherinformation on condition-name entries can be found under “VALUE clause” onpage 195.
 Level-numbers
 The level-number specifies the hierarchy of data within a record, and identifiesspecial-purpose data entries. A level-number begins a data description entry, arenamed or redefined item, or a condition-name entry. A level-number has avalue taken from the set of integers between 1 and 49, or from one of the speciallevel-numbers, 66, 77, or 88.
 Format ��──level-number─ ──┬ ┬───────────── ─────────────────────────────────────────�� ├ ┤─data-name-1─ └ ┘─FILLER──────
 level-number01 and 77 must begin in Area A and must be followed either by a separatorperiod; or by a space, followed by its associated data-name, FILLER, orappropriate data description clause.
 Level numbers 02 through 49 can begin in Areas A or B and must be followedby a space or a separator period.
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ZEROSZEROES
 BLANK WHEN ZERO clause
 Level numbers 66 and 88 can begin in Areas A or B and must be followed by aspace.
 Single-digit level-numbers 1 through 9 can be substituted for level-numbers 01through 09.
 Successive data description entries can start in the same column as the first orthey can be indented according to the level-number. Indentation does notaffect the magnitude of a level-number.
 When level-numbers are indented, each new level-number can begin anynumber of spaces to the right of Area A. The extent of indentation to the rightis limited only by the width of Area B.
 For more information, see “Levels of data” on page 125
 data-nameExplicitly identifies the data being described.
 If specified, a data-name identifies a data item used in the program. Thedata-name must be the first word following the level-number.
 The data item can be changed during program execution.
 Data-name must be specified for level-66 and level-88 items. It must also bespecified for any entry containing the GLOBAL or EXTERNAL clause, and forrecord description entries associated with file description entries having theGLOBAL or EXTERNAL clauses.
 FILLERIs a data item that is not explicitly referred to in a program. The key wordFILLER is optional. If specified, FILLER must be the first word following thelevel-number.
 The key word FILLER can be used with a conditional variable, if explicitreference is never made to the conditional variable but only to values it canassume. FILLER cannot be used with a condition-name.
 In a MOVE CORRESPONDING statement, or in an ADD CORRESPONDINGor SUBTRACT CORRESPONDING statement, FILLER items are ignored. In anINITIALIZE statement, elementary FILLER items are ignored.
 If the data-name or FILLER clause is omitted, the data item being described istreated as though FILLER had been specified.
 BLANK WHEN ZERO clause
 The BLANK WHEN ZERO clause specifies that an item contains nothing butspaces when its value is zero.
 Format ��──BLANK─ ──┬ ┬────── ──┬ ┬─ZERO─── ───────────────────────────────────────────�� └ ┘─WHEN─ ├ ┤─ ── └ ┘─ ─
 The BLANK WHEN ZERO clause can be specified only for elementary numeric ornumeric-edited items. These items must be described, either implicitly orexplicitly, as USAGE IS DISPLAY. When the BLANK WHEN ZERO clause isspecified for a numeric item, the item is considered a numeric-edited item.
 Part 5. Data Division 147

Page 160
                        

DATE FORMAT clause
 � Date fields� DBCS items� External or internal floating-point items� Items described with USAGE IS POINTER, USAGE IS
 PROCEDURE-POINTER, or USAGE IS OBJECT REFERENCE
 DATE FORMAT clause
 The DATE FORMAT clause specifies that a data item is a windowed or expandeddate field:
 Windowed date fieldsContain a windowed (2-digit) year, specified by a DATE FORMAT clausecontaining YY.
 Expanded date fieldsContain an expanded (4-digit) year, specified by a DATE FORMAT clausecontaining YYYY.
 If the NODATEPROC compiler option is in effect, the DATE FORMAT clause issyntax checked, but has no effect on the execution of the program.NODATEPROC disables date processing. The rules and restrictions described inthis reference for the DATE FORMAT clause and date fields apply only if theDATEPROC compiler option is in effect.
 Format ��──DATE FORMAT─ ──┬ ┬──── ─date-pattern──────────────────────────────────────�� └ ┘─IS─
 The date-pattern is a character string, such as YYXXXX, representing a windowed orexpanded year optionally followed or preceded by one through four charactersrepresenting other parts of a date, such as the month and day:
 Date-pattern string... Specifies that the data item contains...
 YY A windowed (2-digit) year.
 YYYY An expanded (4-digit) year.
 X A single character; for example, a digit representinga semester or quarter (1–4).
 XX Two characters; for example, digits representing amonth (01–12).
 XXX Three characters; for example, digits representing aday of the year (001–366).
 XXXX Four characters; for example, 2 digits representing amonth (01–12) and 2 digits representing a day of themonth (01–31).
 For an introduction to date fields and related terms, see “Millennium LanguageExtensions and date fields” on page 52. For details on using date fields in
 The BLANK WHEN ZERO clause must not be specified for level-66 or level-88items.
 The BLANK WHEN ZERO clause must not be specified for the same entry as thePICTURE symbols S or *.
 The BLANK WHEN ZERO clause is not allowed for:� Items described with the USAGE IS INDEX clause
 148 COBOL Language Reference

Page 161
                        

DATE FORMAT clause
 applications, see the IBM COBOL Programming Guide for your platform, or the IBMCOBOL Millennium Language Extensions Guide.
 Semantics of windowed date fields
 Windowed date fields undergo automatic expansion relative to the centurywindow when they are used as operands in arithmetic expressions or arithmeticstatements. However, the result of incrementing or decrementing a windoweddate is still treated as a windowed date for further computation, comparison, andstoring.
 When used in the following situations, windowed date fields are treated as if theywere converted to expanded date format:� Operands in subtractions in which the other operand is an expanded date� Operands in relation conditions� A sending field in arithmetic or MOVE statements
 The details of the conversion to expanded date format depend on whether thewindowed date field is numeric or alphanumeric.
 Given a century window starting year of 19nn, the year part (yy) of a numericwindowed date field is treated as if it was expanded as follows:� If yy is less than nn, then add 2000 to yy
 � If yy is equal to or greater than nn, then add 1900 to yy
 For signed numeric windowed date fields, this means that there can be tworepresentations of some years. For instance, windowed year values 99 and -01 areboth treated as 1999, since 1900 + 99 = 2000 + -01.
 Alphanumeric windowed date fields are treated in a similar manner, but using aprefix of “19” or “20” instead of adding 1900 or 2000.
 For example, when used as an operand of a relation condition, a windowed datefield defined by:
 ?1 DATE-FIELD DATE FORMAT YYXXXX PICTURE 9(6)VALUE IS 45?1?1.
 is treated as if it was an expanded date field with a value of:� 19450101, if the century window starting year is 1945 or earlieror� 20450101, if the century window starting year is later than 1945
 Date trigger values (host only)
 When the DATEPROC(TRIG) compiler option is in effect, expansion ofwindowed date fields is sensitive to certain trigger or limit values in thewindowed date field.
 For alphanumeric windowed date fields, these special values are LOW-VALUE,HIGH-VALUE, and SPACE. For alphanumeric and numeric windowed date fieldswith at least one X in the DATE FORMAT clause (that is, windowed date fieldsother than just a windowed year), values of all zeros or all nines are also treated astriggers.
 The all-zero value is intended to act as a date earlier than any valid date. Thepurpose of the all-nines value is to behave like a date later than any valid date.
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DATE FORMAT clause
 When a windowed date field contains a trigger in this way, it is expanded as if thetrigger value were copied to the century part of the expanded date result, ratherthan inferring 19 or 20 as the century value.
 This special trigger expansion is done when a windowed date field is used eitheras an operand in a relation condition or as the sending field in an arithmetic orMOVE statement. Trigger expansion is not done when windowed date fields areused as operands in arithmetic expressions, but can be applied to the finalwindowed date result of an arithmetic expression.
 Restrictions on using date fields
 The following pages describe restrictions on using date fields in these contexts:� Combining the DATE FORMAT clause with other clauses� Group items consisting only of a date field� Language elements that treat date fields as non-dates� Language elements that do not accept date fields as arguments
 For restrictions on using date fields in other contexts, see:� “Arithmetic with date fields” on page 211� “Date fields” (in conditional expressions) on page 219� “ADD statement” on page 255� “SUBTRACT statement” on page 383� “MOVE statement” on page 320
 Combining the DATE FORMAT clause with other clauses
 The only phrases of the USAGE clause that can be combined with the DATEFORMAT clause are DISPLAY, COMPUTATIONAL (or its equivalents,COMPUTATIONAL-4 and BINARY), and COMPUTATIONAL-3 (or its equivalent,PACKED-DECIMAL). The DATE FORMAT clause is not allowed for USAGECOMP data items if the TRUNC(BIN) compiler option is in effect.
 The PICTURE clause character-string must specify the same number of charactersor digits as the DATE FORMAT clause. For alphanumeric date fields, the onlyPICTURE character-string symbols allowed are A, 9, and X, with at least one X.For numeric date fields, the only PICTURE character-string symbols allowed are 9and S.
 The following clauses are not allowed for a data item defined with DATEFORMAT:
 BLANK WHEN ZERO JUSTIFIED
 SEPARATE CHARACTER phrase of the SIGN clause
 The EXTERNAL clause is not allowed for a windowed date field or a group itemcontaining a windowed date field subordinate item.
 Some restrictions apply when combining the following clauses with DATEFORMAT:
 REDEFINES (see page 174)VALUE (see page 195)
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DATE FORMAT clause
 Group items that are date fields
 If a group item is defined with a DATE FORMAT clause, then the followingrestrictions apply:� The elementary items in the group must all be USAGE DISPLAY.� The length of the group item must be the same number of characters as the
 date-pattern in the DATE FORMAT clause.� If the group consists solely of a date field with USAGE DISPLAY, and both the
 group and the single subordinate item have DATE FORMAT clauses, then theDATE FORMAT clauses must be identical.
 � If the group item contains subordinate items that subdivide the group, thenthe following restrictions apply:1. If a named (not FILLER) subordinate item consists of exactly the year part
 of the group item date field, and has a DATE FORMAT clause, then theDATE FORMAT clause must be YY or YYYY, with the same number ofyear characters as the group item.
 2. If the group item is a Gregorian date with a DATE FORMAT clause ofYYXXXX, YYYYXXXX, XXXXYY, or XXXXYYYY, and a named subordinatedate data item consists of the year and month part of the Gregorian date,then its DATE FORMAT clause must be YYXX, YYYYXX, XXYY, orXXYYYY, respectively (or, for a group date format of YYYYXXXX, asubordinate date format of YYXX as described below).
 3. A windowed date field can be subordinate to an expanded date fieldgroup item if the subordinate item starts two characters after the groupitem, neither date is in year-last format, and the date format of thesubordinate item either has no Xs, or has the same number of Xs followingthe Ys as the group item, or is YYXX under a group date format ofYYYYXXXX.
 4. The only subordinate items that can have a DATE FORMAT clause arethose that define the year part of the group item, the windowed part of anexpanded date field group item, or the year and month part of a Gregoriandate group item, as discussed in the above restrictions.
 For example, the following defines a valid group item:
 ?1 YYMMDD DATE FORMAT YYXXXX.?2 YYMM DATE FORMAT YYXX.?3 YY DATE FORMAT YY PICTURE 99.
 ?3 PICTURE 99. ?2 DD PICTURE 99.
 Language elements that treat date fields as non-dates
 If date fields are used in the following language elements, they are treated asnon-dates. That is, the DATE FORMAT is ignored, and the content of the datedata item is used without undergoing automatic expansion.� In the Environment Division FILE-CONTROL paragraph:
 SELECT ... ASSIGN USING data-nameSELECT ... PASSWORD IS data-nameSELECT ... FILE STATUS IS data-name
 � In Data Division entries:LABEL RECORD IS data-nameLABEL RECORDS ARE data-nameLINAGE IS data-name FOOTING data-name TOP data-name BOTTOMdata-name
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DATE FORMAT clause
 � In class conditions� In sign conditions� In DISPLAY statements
 Language elements that do not accept windowed date fields asarguments
 Windowed date fields cannot be used as:� Data-names in the following formats of the Environment Division
 FILE-CONTROL paragraph:SELECT ... RECORD KEY ISSELECT ... ALTERNATE RECORD KEY ISSELECT ... RELATIVE KEY IS
 � A data-name in the RECORD IS VARYING DEPENDING ON clause of a DataDivision File Description (FD) or Sort Description (SD) entry.
 � The object of an OCCURS DEPENDING ON clause of a Data Division datadefinition entry.
 � The key in an ASCENDING KEY or DESCENDING KEY phrase of anOCCURS clause of a Data Division data definition entry.
 � Any data-name or identifier in the following statements: CANCEL
 GO TO ... DEPENDING ON INSPECT SET SORT STRING UNSTRING� In the CALL statement, as the identifier containing the program name.� In the INVOKE statement, as the identifier specifying the object on which the
 method is invoked, or the identifier containing the method name.� Identifiers in the TIMES and VARYING phrases of the PERFORM statement
 (windowed date fields are allowed in the PERFORM conditions).� An identifier in the VARYING phrase of a serial (format 1) SEARCH
 statement, or any identifier in a binary (format 2) SEARCH statement(windowed date fields are allowed in the SEARCH conditions).
 � An identifier in the ADVANCING phrase of the WRITE statement.� Arguments to intrinsic functions, except the UNDATE intrinsic function.
 Under AIX and Windows, windowed date fields cannot be used asascending or descending keys in MERGE or SORT statements.
 Under OS/390 and VM, windowed date fields can be used as ascendingor descending keys in MERGE and SORT statements, with some restrictions. Fordetails, see “MERGE statement” on page 314 and “SORT statement” on page 368.
 Language elements that do not accept date fields as arguments
 Neither windowed date fields nor expanded date fields can be used:� In the DIVIDE statement, except as an identifier in the GIVING or
 REMAINDER clause.� In the MULTIPLY statement, except as an identifier in the GIVING clause.
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(Date fields cannot be used as operands in division or multiplication.)
 or method or
 method or methods
 or method
 or method
 or methods
 or method
 the Linkage Section, and theLocal-Storage Section,
 GLOBAL clause
 EXTERNAL clause
 The EXTERNAL clause specifies that the storage associated with a data item isassociated with the run unit rather than with any particular programwithin the run unit. An external data item can be referenced by any program
 in the run unit that describes the data item. References to an external dataitem from different programs using separate descriptions of the dataitem are always to the same data item. In a run unit, there is only onerepresentative of an external data item.
 The EXTERNAL clause can be specified only in data description entries whoselevel-number is 01. It can only be specified on data description entries that are inthe Working-Storage Section of a program . It cannot be specified inLinkage Section or File Section data description entries. Any data item describedby a data description entry subordinate to an entry describing an external recordalso attains the EXTERNAL attribute. Indexes in an external data record do notpossess the external attribute.
 The data contained in the record named by the data-name clause is external andcan be accessed and processed by any program in the run unit thatdescribes and, optionally, redefines it. This data is subject to the following rules:� If two or more programs within a run unit describe the same
 external data record, each record-name of the associated record descriptionentries must be the same and the records must define the same number ofstandard data format characters. However, a program thatdescribes an external record can contain a data description entry including theREDEFINES clause that redefines the complete external record, and thiscomplete redefinition need not occur identically in other programs or methodsin the run unit.
 � Use of the EXTERNAL clause does not imply that the associated data-name isa global name.
 GLOBAL clause
 The GLOBAL clause specifies that a data-name is available to every programcontained within the program that declares it, as long as the contained programdoes not itself have a declaration for that name. All data-names subordinate to orcondition-names or indexes associated with a global name are global names.
 A data-name is global if the GLOBAL clause is specified either in the datadescription entry by which the data-name is declared or in another entry to whichthat data description entry is subordinate. The GLOBAL clause can be specified inthe Working-Storage Section, the File Section,
 but only in data description entries whose level-number is01.
 In the same Data Division, the data description entries for any two data items forwhich the same data-name is specified must not include the GLOBAL clause.
 A statement in a program contained directly or indirectly within a program whichdescribes a global name can reference that name without describing it again.
 Two programs in a run unit can reference common data in the followingcircumstances:
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� For items described as USAGE IS POINTER, USAGE ISPROCEDURE-POINTER, or USAGE IS OBJECT REFERENCE
 � For external or internal floating-point items� For an edited DBCS item� For date fields
 The JUSTIFIED clause can be specified for a DBCS item (except edited DBCSitems). When JUSTIFIED is specified for a receiving item, the data is aligned onthe rightmost character position. If the sending item is larger than the receivingitem, extra characters are truncated on the left. If the sending item is smaller thanthe receiving item, any unused positions on the left are filled with DBCS blanks.
 OCCURS clause
 1. The data content of an external data record can be referenced from anyprogram provided that program has described that data record.
 2. If a program is contained within another program, both programs can refer todata possessing the global attribute either in the containing program or in anyprogram that directly or indirectly contains the containing program.
 JUSTIFIED clause
 The JUSTIFIED clause overrides standard positioning rules for a receiving item ofthe alphabetic or alphanumeric categories.
 Format ��─ ──┬ ┬─JUSTIFIED─ ──┬ ┬─────── ──────────────────────────────────────────────�� └ ┘─JUST────── └ ┘─RIGHT─
 You can only specify the JUSTIFIED clause at the elementary level. JUST is anabbreviation for JUSTIFIED, and has the same meaning.
 You cannot specify the JUSTIFIED clause:� For numeric, numeric-edited, or alphanumeric-edited items� In descriptions of items described with the USAGE IS INDEX clause
 � With level-66 (RENAMES) and level-88 (condition-name) entries
 When the JUSTIFIED clause is specified for a receiving item, the data is aligned atthe rightmost character position in the receiving item. Also:� If the sending item is larger than the receiving item, the leftmost characters are
 truncated.� If the sending item is smaller than the receiving item, the unused character
 positions at the left are filled with spaces.
 If you omit the JUSTIFIED clause, the rules for standard alignment are followed(see “Alignment rules” on page 128).
 The JUSTIFIED clause does not affect initial settings, as determined by the VALUEclause.
 OCCURS clause
 The Data Division clauses used for table handling are the OCCURS clause andUSAGE IS INDEX clause. For the USAGE IS INDEX description, see “USAGEclause” on page 187.
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OCCURS clause
 The OCCURS clause specifies tables whose elements can be referred to by indexingor subscripting. It also eliminates the need for separate entries for repeated dataitems.
 Formats for the OCCURS clause include fixed-length tables or variable-lengthtables.
 The subject of an OCCURS clause is the data-name of the data item containing theOCCURS clause. Except for the OCCURS clause itself, data description clausesused with the subject apply to each occurrence of the item described.
 Whenever the subject of an OCCURS clause or any data-item subordinate to it isreferenced, it must be subscripted or indexed with the following exceptions:� When the subject of the OCCURS clause is used as the subject of a SEARCH
 statement.� When the subject or subordinate data item is the object of the
 ASCENDING/DESCENDING KEY clause.� When the subordinate data item is the object of the REDEFINES clause.
 When subscripted or indexed, the subject refers to one occurrence within the table.
 When not subscripted or indexed, the subject represents the entire table.
 The OCCURS clause cannot be specified in a data description entry that:� Has a level number of 01, 66, 77, or 88.� Describes a redefined data item. (However, a redefined item can be
 subordinate to an item containing an OCCURS clause.) See “REDEFINESclause” on page 174.
 Fixed-length tables
 Fixed-length tables are specified using the OCCURS clause. Because sevensubscripts or indexes are allowed, six nested levels and one outermost level of theformat 1 OCCURS clause are allowed. The format 1 OCCURS clause can bespecified as subordinate to the OCCURS DEPENDING ON clause. In this way, atable of up to seven dimensions can be specified.
 Format 1—fixed-length tables��──OCCURS──integer-2─ ──┬ ┬─────── ───────────────────────────────────────────� └ ┘─TIMES─
 ┌ ┐────────────────────────────────────────────────────────�─ ───/ ┴──┬ ┬────────────────────────────────────────────────── ────────────────� │ │┌ ┐─────────────── └ ┘ ──┬ ┬─ASCENDING── ──┬ ┬───── ──┬ ┬──── ───/ ┴─data-name-2─ └ ┘─DESCENDING─ └ ┘─KEY─ └ ┘─IS─
 �─ ──┬ ┬─────────────────────────────────── ──────────────────────────────────�� │ │┌ ┐──────────────── └ ┘ ─INDEXED─ ──┬ ┬──── ───/ ┴─index-name-1─ └ ┘─BY─
 integer-2The exact number of occurrences. Integer-2 must be greater than zero.
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Data-name-2 cannot be a windowed date field.
 � Under OS/390 and VM, a key can have COMPUTATIONAL-1,COMPUTATIONAL-2, COMPUTATIONAL-3, or COMPUTATIONAL-4 usage.
 � Under AIX and Windows, a key can have COMPUTATIONAL-1,COMPUTATIONAL-2, COMPUTATIONAL-3, COMPUTATIONAL-4, orCOMPUTATIONAL-5 usage.
 � The ASCENDING/DESCENDING KEY phrase (for a SEARCH ALL statementonly) can be specified in the OCCURS clause for a DBCS item.
 � If a key is specified without qualifiers and it is not a unique name, the key willbe implicitly qualified with the subject of the OCCURS clause and all qualifiersof the OCCURS clause subject.
 OCCURS clause
 ASCENDING/DESCENDING KEY phrase
 Data is arranged in ascending or descending order (depending on the key wordspecified) according to the values contained in data-name-2. The data-names arelisted in their descending order of significance.
 The order is determined by the rules for comparison of operands (see “Relationcondition” on page 218). The ASCENDING and DESCENDING KEY data itemsare used in OCCURS clauses and the SEARCH ALL statement for a binary searchof the table element.
 data-name-2Must be the name of the subject entry, or the name of an entry subordinate tothe subject entry. Data-name-2can be qualified.
 If data-name-2 names the subject entry, that entire entry becomes theASCENDING/DESCENDING KEY, and is the only key that can be specifiedfor this table element.
 If data-name-2 does not name the subject entry, then data-name-2:
 � Must be subordinate to the subject of the table entry itself� Must not be subordinate to, or follow, any other entry that contains an
 OCCURS clause� Must not contain an OCCURS clause.
 Data-name-2 must not have subordinate items that contain OCCURSDEPENDING ON clauses.
 When the ASCENDING/DESCENDING KEY phrase is specified, the followingrules apply:� Keys must be listed in decreasing order of significance.� The total number of keys for a given table element must not exceed 12.� You must arrange the data in the table in ASCENDING or DESCENDING
 sequence according to the collating sequence in use.� A key can have DISPLAY, BINARY, PACKED-DECIMAL, or
 COMPUTATIONAL usage.� The sum of the lengths of all the keys associated with one table element must
 not exceed 256.
 The following example illustrates the specification of ASCENDING KEY data item:
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A table without an INDEXED BY option can be referred to through indexing.
 However, in the following cases, indexes are allocated on aper-invocation basis. Thus, you must SET the value of the index on every entryfor indexes on tables in the:� Local-Storage Section� Working-Storage Section of a class definition (object instance variables)� Linkage Section of a:
 — Method— Program compiled with the RECURSIVE attribute— Program compiled with the THREAD option (workstation only)
 As an IBM extension, unreferenced index names need not be uniquely defined.
 OCCURS clauseWORKING-STORAGE SECTION.?1 TABLE-RECORD. ?5 EMPLOYEE-TABLE OCCURS 1?? TIMES
 ASCENDING KEY IS WAGE-RATE EMPLOYEE-NOINDEXED BY A, B.
 1? EMPLOYEE-NAME PIC X(2?). 1? EMPLOYEE-NO PIC 9(6). 1? WAGE-RATE PIC 9999V99.
 1? WEEK-RECORD OCCURS 52 TIMESASCENDING KEY IS WEEK-NO INDEXED BY C.
 15 WEEK-NO PIC 99. 15 AUTHORIZED-ABSENCES PIC 9. 15 UNAUTHORIZED-ABSENCES PIC 9. 15 LATE-ARRIVALS PIC 9.
 The keys for EMPLOYEE-TABLE are subordinate to that entry, while the key forWEEK-RECORD is subordinate to that subordinate entry.
 In the preceding example, records in EMPLOYEE-TABLE must be arranged inascending order of WAGE-RATE, and in ascending order of EMPLOYEE-NOwithin WAGE-RATE. Records in WEEK-RECORD must be arranged in ascendingorder of WEEK-NO. If they are not, results of any SEARCH ALL statement will beunpredictable.
 INDEXED BY phrase
 The INDEXED BY phrase specifies the indexes that can be used with a table. TheINDEXED BY phrase is required if indexing is used to refer a this table element.See “Subscripting using index-names (indexing)” on page 45.
 Indexes normally are allocated in static memory associated with the programcontaining the table. Thus, indexes are in the last-used state when a program isreentered.
 Note: Indexes specified in an External data record do not possess the externalattribute.
 index-name-1Must follow the rules for formation of user-defined words. At least onecharacter must be alphabetic.
 Each index-name specifies an index to be created by the compiler for use bythe program. These index-names are not data-names, and are not identifiedelsewhere in the COBOL program; instead, they can be regarded as privatespecial registers for the use of this object program only. They are not data, orpart of any data hierarchy.
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Integer-1 is optional as an IBM extension. If integer-1 is omitted, a valueof 1 is assumed and the key word TO must also be omitted.
 The object cannot be a windowed date field.
 OCCURS DEPENDING ON clause
 In one table entry, up to 12 index-names can be specified.
 If a data item possessing the GLOBAL attribute includes a table accessed withan index, that index also possesses the GLOBAL attribute. Therefore, thescope of an index-name is identical to that of the data-name which names thetable whose index is named by that index-name and the scope of name rulesfor data-names apply.
 Variable-length tables
 Variable-length tables are specified using the OCCURS DEPENDING ON clause.
 Format 2—variable-length tables��──OCCURS──integer-1───(1) ─TO──integer-2─ ──┬ ┬─────── ─DEPENDING─ ──┬ ┬──── ───────� └ ┘─TIMES─ └ ┘─ON─
 ┌ ┐────────────────────────────────────────────────────────�──data-name-1─ ───/ ┴──┬ ┬────────────────────────────────────────────────── ───� │ │┌ ┐─────────────── └ ┘ ──┬ ┬─ASCENDING── ──┬ ┬───── ──┬ ┬──── ───/ ┴─data-name-2─ └ ┘─DESCENDING─ └ ┘─KEY─ └ ┘─IS─
 �─ ──┬ ┬─────────────────────────────────── ──────────────────────────────────�� │ │┌ ┐──────────────── └ ┘ ─INDEXED─ ──┬ ┬──── ───/ ┴─index-name-1─ └ ┘─BY─
 Note:1
 integer-1The minimum number of occurrences.
 The value of integer-1 must be greater than or equal to zero; it must also beless than the value of integer-2.
 integer-2The maximum number of occurrences.
 Integer-2 must be greater than integer-1.
 The length of the subject item is fixed; it is only the number of repetitions of thesubject item that is variable.
 OCCURS DEPENDING ON clause
 The OCCURS DEPENDING ON clause specifies variable-length tables.
 data-name-1Specifies the object of the OCCURS DEPENDING ON clause; that is, the dataitem whose current value represents the current number of occurrences of thesubject item. The contents of items whose occurrence numbers exceed thevalue of the object are undefined.
 The object of the OCCURS DEPENDING ON clause must describe an integerdata item.
 The object of the OCCURS DEPENDING ON clause must not occupy anystorage position within the range of the table (that is, any storage position
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The object of the OCCURS DEPENDING ON clause cannot be variably located;the object cannot follow an item that contains an OCCURS DEPENDING ONclause.
 or that follows but is not subordinate to theOCCURS DEPENDING ON item,
 � INVOKE ... USING BY REFERENCE
 If the group item is followed by a non-subordinate item, the actual length, ratherthan the maximum length, will be used. At the time the subject of entry isreferenced, or any data item subordinate or superordinate to the subject of entry is
 OCCURS DEPENDING ON clause
 from the first character position in the table through the last character positionin the table).
 If the OCCURS clause is specified in a data description entry included in arecord description entry containing the EXTERNAL clause, data-name-1, ifspecified, must reference a data item possessing the external attribute which isdescribed in the same Data Division.
 If the OCCURS clause is specified in a data description entry subordinate toone containing the GLOBAL clause, data-name-1, if specified, must be a globalname and must reference a data item which is described in the same DataDivision.
 At the time that the group item, or any data item that contains a subordinateOCCURS DEPENDING ON item
 is referenced, the value of the object of theOCCURS DEPENDING ON clause must fall within the range integer-1 throughinteger-2.
 When a group item containing a subordinate OCCURS DEPENDING ON item isreferred to, the part of the table area used in the operation is determined asfollows:� If the object is outside the group, only that part of the table area that is
 specified by the object at the start of the operation will be used.� If the object is included in the same group and the group data item is
 referenced as a sending item, only that part of the table area that is specifiedby the value of the object at the start of the operation will be used in theoperation.
 � If the object is included in the same group and the group data item isreferenced as a receiving item, the maximum length of the group item will beused in the operation.
 Following are the verbs that are affected by the maximum length rule:� ACCEPT identifier (format 1 and 2)� CALL ... USING BY REFERENCE
 � MOVE ... TO identifier� READ ... INTO identifier� RELEASE identifier FROM ...� RETURN ... INTO identifier� REWRITE identifier FROM ...� STRING ... INTO identifier� UNSTRING ... INTO identifier DELIMITER IN identifier� WRITE identifier FROM ...
 The maximum length of variable-length groups is always used when they appearas the identifier on the CALL ... USING BY REFERENCE identifier statement.Therefore, the object of the OCCURS DEPENDING ON clause does not need to beset, unless the group is variably-located.
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referenced, the object of the OCCURS DEPENDING ON clause must fall within therange integer-1 through integer-2.
 The following constitute complex OCCURS DEPENDING ON:� Subordinate items can contain OCCURS DEPENDING ON clauses.� Entries containing an OCCURS DEPENDING ON clause can be followed by
 non-subordinate items. Non-subordinate items, however, cannot be the objectof an OCCURS DEPENDING ON clause.
 � The location of any subordinate or non-subordinate item, following an itemcontaining an OCCURS DEPENDING ON clause, is affected by the value ofthe OCCURS DEPENDING ON object.
 � Entries subordinate to the subject of an OCCURS DEPENDING ON clause cancontain OCCURS DEPENDING ON clauses.
 � When implicit redefinition is used in a File Description (FD) entry, subordinatelevel items can contain OCCURS DEPENDING ON clauses.
 � The INDEXED BY phrase can be specified for a table that has a subordinateitem that contains an OCCURS DEPENDING ON clause.
 For more information on complex OCCURS DEPENDING ON, see the IBMCOBOL Programming Guide for your platform.
 PICTURE clause
 In one record description entry, any entry that contains an OCCURS DEPENDINGON clause can be followed only by items subordinate to it.
 The OCCURS DEPENDING ON clause cannot be specified as subordinate toanother OCCURS clause.
 All data-names used in the OCCURS clause can be qualified; they can not besubscripted or indexed.
 The ASCENDING/DESCENDING KEY and INDEXED BY clauses are describedunder “Fixed-length tables” on page 155.
 PICTURE clause
 The PICTURE clause specifies the general characteristics and editing requirementsof an elementary item.
 Format ��─ ──┬ ┬─PICTURE─ ──┬ ┬──── ─character-string──────────────────────────────────�� └ ┘─PIC───── └ ┘─IS─
 PICTURE or PICThe PICTURE clause must be specified for every elementary item except anindex data item or the subject of the RENAMES clause. In these cases, use ofthis clause is prohibited.
 The PICTURE clause can be specified only at the elementary level.
 PIC is an abbreviation for PICTURE and has the same meaning.
 character-stringPICTURE character-string is made up of certain COBOL characters used assymbols. The allowable combinations determine the category of theelementary data item.
 160 COBOL Language Reference

Page 173
                        

As an IBM extension, the PICTURE character-string can contain a maximum of50 characters.
 � For USAGE IS POINTER, USAGE IS PROCEDURE-POINTER, or USAGE ISOBJECT REFERENCE data items
 � For internal floating-point data items
 E, G, N
 All other lowercase letters are not equivalent to their corresponding uppercaserepresentations.
 For DBCS data—a characterposition into which a DBCSspace is inserted. Represents asingle DBCS character positioncontaining a DBCS space.
 Occupies 2 bytes
 E Marks the start of theexponent in an externalfloating-point item.
 Occupies 1 byte
 PICTURE clause
 The PICTURE character-string can contain a maximum of 30 characters.
 ||
 The PICTURE clause is not allowed:� For index data items or the subject of the RENAMES clause� In descriptions of items described with USAGE IS INDEX
 Symbols used in the PICTURE clause
 The meaning of each PICTURE clause symbol is defined in Table 11 on page 161.The sequence in which PICTURE clause symbols must be specified is shown inFigure 6 on page 164. More detailed explanations of PICTURE clause symbolsfollow the figures.
 Any punctuation character appearing within the PICTURE character-string is notconsidered a punctuation character, but rather a PICTURE character-string symbol.
 When specified in the SPECIAL-NAMES paragraph, DECIMAL-POINT ISCOMMA exchanges the functions of the period and the comma in PICTUREcharacter strings and in numeric literals.
 The lowercase letters corresponding to the uppercase letters representing thefollowing PICTURE symbols are equivalent to their uppercase representations in aPICTURE character-string:
 A, B, P, S, V, X, Z, CR, DB
 The heading Size refers to the number of bytes the symbol contributes to theactual size of the data item.
 In the following description of the PICTURE clause, cs indicates any valid currencysymbol. For details, see “Currency symbol” on page 165.
 Table 11 (Page 1 of 4). PICTURE clause symbol meanings
 Symbol Meaning Size Restrictions
 A A character position that cancontain only a letter of thealphabet or a space.
 Occupies 1 byte
 B For Non-DBCS data—acharacter position into whichthe space character is inserted.
 Occupies 1 byte
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G A DBCS character position Occupies 2 bytes Cannot be specified for anon-DBCS item.
 Under AIX and Windows, thelocale you select must indicate aDBCS code page. Forinformation on locale, seeAppendix F, “Localeconsiderations (workstationonly)” on page 515.
 N A DBCS character position Occupies 2 bytes Cannot be specified for anon-DBCS item.
 Under AIX and Windows, thelocale you select must indicate aDBCS code page. Forinformation on locale, seeAppendix F, “Localeconsiderations (workstationonly)” on page 515.
 PICTURE clause
 Table 11 (Page 2 of 4). PICTURE clause symbol meanings
 Symbol Meaning Size Restrictions
 P An assumed decimal scalingposition. Used to specify thelocation of an assumeddecimal point when the pointis not within the number thatappears in the data item. Seealso “P symbol” on page 165.
 Not counted in the size of thedata item. Scaling positioncharacters are counted indetermining the maximumnumber of digit positions innumeric-edited items or initems that appear as arithmeticoperands.
 The size of the value is thenumber of digit positionsrepresented by the PICTUREcharacter-string.
 Can appear only as a continuousstring of Ps in the leftmost orrightmost digit positions withina PICTURE character-string.
 S An indicator of the presence(but not the representation nor,necessarily, the position) of anoperational sign. Anoperational sign indicateswhether the value of an iteminvolved in an operation ispositive or negative.
 Not counted in determiningthe size of the elementary item,unless an associated SIGNclause specifies the SEPARATECHARACTER phrase (whichwould occupy 1 byte).
 Must be written as the leftmostcharacter in the PICTURE string.
 V An indicator of the location ofthe assumed decimal point.Does not represent a characterposition.
 When the assumed decimalpoint is to the right of therightmost symbol in the string,the V is redundant.
 Not counted in the size of theelementary item
 Can appear only once in acharacter-string.
 X A character position that cancontain any allowablecharacter from the characterset of the computer.
 Occupies 1 byte
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A trailing comma insertioncharacter can be immediatelyfollowed by the separatorcomma or separator semicolon;in this case, the PICTURE clauseneed not be the last clause of thedata description entry.
 A trailing period insertioncharacter can be immediatelyfollowed by the separatorcomma or separator semicolon;in this case, the PICTURE clauseneed not be the last clause of thedata description entry.
 PICTURE clause
 Table 11 (Page 3 of 4). PICTURE clause symbol meanings
 Symbol Meaning Size Restrictions
 Z A leading numeric characterposition. When that positioncontains a zero, a spacecharacter replaces the zero.
 Each 'Z' is counted in the sizeof the data item.
 9 A character position thatcontains a numeral.
 Each '9' is counted in the sizeof the data item.
 0 A character position intowhich the numeral zero isinserted.
 Each '0' is counted in the sizeof the data item.
 / A character position intowhich the slash character isinserted.
 Each '/' is counted in the sizeof the data item.
 , A character position intowhich a comma is inserted.
 Each ',' is counted in the sizeof the data item.
 If the comma insertion characteris the last symbol in thePICTURE character-string, thePICTURE clause must be the lastclause of the data descriptionentry and must be immediatelyfollowed by the separator period.
 . An editing symbol thatrepresents the decimal pointfor alignment purposes. Inaddition, it represents acharacter position into which aperiod is inserted.
 Each '.' is counted in the sizeof the data item.
 If the period insertion characteris the last symbol in thePICTURE character-string, thePICTURE clause must be the lastclause of that data descriptionentry and must be immediatelyfollowed by the separator period.
 +-CRDB
 Editing sign control symbols.Each represents the characterposition into which the editingsign control symbol is placed.
 Each character used in thesymbol is counted indetermining the size of thedata item.
 The symbols are mutuallyexclusive in one character-string.
 * A check protect symbol—aleading numeric characterposition into which an asteriskis placed when that positioncontains a zero.
 Each asterisk (*) is counted inthe size of the item.
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■ Closed square indicates that the item is an IBMextension.
 PICTURE clause
 Table 11 (Page 4 of 4). PICTURE clause symbol meanings
 Symbol Meaning Size Restrictions
 cs Currency symbol, representinga character position into whicha currency sign value isplaced. The default currencysymbol is the dollar sign ($).For details, see “Currencysymbol” on page 165.
 The first occurrence of acurrency symbol adds thenumber of characters in thecurrency sign value to the sizeof the data item. Eachsubsequent occurrence addsone character to the size of thedata item.
 Figure 6 shows the sequence in which PICTURE clause symbols must be specified.
 Figure 6. PICTURE clause symbol sequence
 Figure legend:
 � Closed circle indicates that the symbol(s) at the top ofthe column can, in a given character-string, appearanywhere to the left of the symbol(s) at the left of therow.
 { } Braces indicate items that are mutually exclusive.
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either in the CURRENCY compiler option or
 If the CURRENCY SIGN clause is specified, the CURRENCY and NOCURRENCYcompiler options are ignored. If the CURRENCY SIGN clause is not specified andthe NOCURRENCY compiler option is in effect, the dollar sign ($) is used as thedefault currency sign value and currency symbol. For more information about theCURRENCY SIGN clause, see “CURRENCY SIGN clause” on page 90. For moreinformation about the CURRENCY and NOCURRENCY compiler options, see theIBM COBOL Programming Guide for your platform.
 Different currency symbols must not be used in the samePICTURE character-string.
 Unlike all other PICTURE clause symbols, currency symbols are case-sensitive: forexample, 'D' and 'd' specify different currency symbols.
 PICTURE clause
 Symbols that appear twiceNonfloating insertion symbols + and -, floatinginsertion symbols Z, *, +, -, and cs, and the symbol Pappear twice. The leftmost column and uppermostrow for each symbol represents its use to the left of thedecimal point position. The second appearance of thesymbol in the table represents its use to the right of thedecimal point position.
 P symbol
 Because the scaling position character P implies an assumed decimal point (to theleft of the Ps, if the Ps are leftmost PICTURE characters; to the right of the Ps, ifthe Ps are rightmost PICTURE characters), the assumed decimal point symbol, V,is redundant as either the leftmost or rightmost character within such a PICTUREdescription.
 In certain operations that reference a data item whose PICTURE character-stringcontains the symbol P, the algebraic value of the data item is used rather than theactual character representation of the data item. This algebraic value assumes thedecimal point in the prescribed location and zero in place of the digit positionspecified by the symbol P. The size of the value is the number of digit positionsrepresented by the PICTURE character-string. These operations are any of thefollowing:� Any operation requiring a numeric sending operand.� A MOVE statement where the sending operand is numeric and its PICTURE
 character-string contains the symbol P.� A MOVE statement where the sending operand is numeric-edited and its
 PICTURE character-string contains the symbol P and the receiving operand isnumeric or numeric-edited.
 � A comparison operation where both operands are numeric.
 In all other operations the digit positions specified with the symbol P are ignoredand are not counted in the size of the operand.
 Currency symbol
 The currency symbol in a character-string is represented by the symbol $, or by asingle character specified in theCURRENCY SIGN clause in the SPECIAL-NAMES paragraph of the EnvironmentDivision.
 A currency symbol can be repeated within the PICTURE character-string to specifyfloating insertion.
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G N
 The symbol G or N can appear alone in the PICTURE character-string.
 E
 � DBCS items� External floating-point items
 PICTURE clause
 A currency symbol can be used only to define a numeric-edited item with USAGEDISPLAY.
 In the following description of the PICTURE clause, cs indicates any valid currencysymbol.
 Character-string representation
 Symbols that can appear more than onceThe following symbols can appear more than once in one PICTUREcharacter-string:
 A B P X Z 9 ? / , + - V cs
 At least one of the symbols A, X, Z, 9, or *, or at least two of the symbols +, -,or cs must be present in a PICTURE string.
 An unsigned nonzero integer enclosed in parentheses immediately followingany of these symbols specifies the number of consecutive occurrences of thatsymbol.
 Example: The following two PICTURE clause specifications are equivalent:
 PICTURE IS $99999.99CR
 PICTURE IS $9(5).9(2)CR
 Symbols that can appear only onceThe following symbols can appear only once in one PICTURE character-string:
 S V . CR DB
 Except for the PICTURE symbol V, each time any of the above symbolsappears in the character-string, it represents an occurrence of that character orset of allowable characters in the data item.
 Data categories and PICTURE rules
 The allowable combinations of PICTURE symbols determine the data category ofthe item:� Alphabetic items� Numeric Items� Numeric-edited items� Alphanumeric items� Alphanumeric-edited items
 Alphabetic items
 The PICTURE character-string can contain only the symbol A.
 The contents of the item in standard data format must consist of any of the lettersof the English alphabet and the space character.
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Fornumeric date fields, the PICTURE character-string can contain only the symbols 9and S.
 when the ARITH(COMPAT)compiler option is in effect, or from 1 through 31, inclusive, when theARITH(EXTEND) compiler option is in effect. For numeric date fields, the numberof digit positions must match the number of characters specified by the DATEFORMAT clause.
 COMPUTATIONAL-3,COMPUTATIONAL-4, or COMPUTATIONAL-5.
 The BINARY (AIX and Windows only), NUMPROC (OS/390 and VM only), andTRUNC compiler options can affect the use of numeric data items. For details, seethe IBM COBOL Programming Guide for your platform.
 PICTURE clause
 Other clauses: USAGE DISPLAY must be specified or implied.
 Any associated VALUE clause must specify a nonnumeric literal containing onlyalphabetic characters, SPACE, or a symbolic-character as the value of a figurativeconstant.
 Numeric items
 Types of numeric items are:� Binary� Packed decimal (internal decimal)� Zoned decimal (external decimal)
 The PICTURE character-string can contain only the symbols 9, P, S, and V.
 | For binary items, the number of digit positions must range from 1 through 18| inclusive. For packed decimal and zoned decimal items the number of digit| positions must range from 1 through 18, inclusive,||
 If unsigned, the contents of the item in standard data format must contain acombination of the Arabic numerals 0-9. If signed, it can also contain a +, −, orother representation of the operational sign.
 Examples of valid ranges
 PICTURE Valid Range of Values
 9999 ? through 9999S99 -99 through +99
 S999V9 -999.9 through +999.9PPP999 ? through .???999S999PPP -1??? through -999??? and
 +1??? through +999??? or zero
 Other clauses: The USAGE of the item can be DISPLAY, BINARY,COMPUTATIONAL, PACKED-DECIMAL,
 A VALUE clause can specify a figurative constant ZERO.
 A VALUE clause associated with an elementary numeric item must specify anumeric literal or the figurative constant ZERO. A VALUE clause associated witha group item consisting of elementary numeric items must specify a nonnumericliteral or a figurative constant, because the group is considered alphanumeric. Inboth cases, the literal is treated exactly as specified; no editing is performed.
 |
 Numeric-edited items
 The PICTURE character-string can contain the following symbols:
 B P V Z 9 ? / , . + - CR DB V cs
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If the ARITH(EXTEND) compiler option is in effect, then thenumber of digit positions represented in the character-string must be in therange 1 through 31, inclusive.
 PICTURE clause
 The combinations of symbols allowed are determined from the PICTURE clausesymbol order allowed (see Figure 6 on page 164), and the editing rules (see“PICTURE clause editing” on page 170).
 The following rules also apply:� Either the BLANK WHEN ZERO clause must be specified for the item, or the
 string must contain at least one of the following symbols:
 B / Z ? , . V + - CR DB cs
 | � If the ARITH(COMPAT) compiler option is in effect, then the number of digit| positions represented in the character-string must be in the range 1 through 18,| inclusive.||
 � The total number of character positions in the string (includingediting-character positions) must not exceed 249.
 The contents of those character positions representing digits in standard dataformat must be one of the 10 Arabic numerals.
 Other clauses: USAGE DISPLAY must be specified or implied.
 Any associated VALUE clause must specify a nonnumeric literal or a figurativeconstant. The literal is treated exactly as specified; no editing is done.
 Alphanumeric items
 The PICTURE character-string must consist of either of the following:� The symbol X� Combinations of the symbols A, X, and 9 (A character-string containing all As
 or all 9s does not define an alphanumeric item.)
 The item is treated as if the character-string contained only the symbol X.
 The contents of the item in standard data format can be any allowable charactersfrom the character set of the computer.
 Other clauses: USAGE DISPLAY must be specified or implied.
 Any associated VALUE clause must specify a nonnumeric literal or a figurativeconstant.
 Alphanumeric-edited items
 The PICTURE character-string can contain the following symbols:
 A X 9 B ? /
 The string must contain at least one A or X, and at least one B or 0 (zero) or /.
 The contents of the item in standard data format must be two or more charactersfrom the character set of the computer.
 Other clauses: USAGE DISPLAY must be specified or implied.
 Any associated VALUE clause must specify a nonnumeric literal or a figurativeconstant. The literal is treated exactly as specified; no editing is done.
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DBCS items
 The PICTURE character-string can contain the symbol(s) G, G and B, or N. EachG, B or N represents a single DBCS character position.
 The entire range of characters for a DBCS literal can be used.
 Under AIX and Windows, do not include a single byte character of aDBCS code page in a DBCS data item. (The locale you select must indicate aDBCS code page. For information on locale, see Appendix F, “Localeconsiderations (workstation only)” on page 515.)
 For a code page with characters represented in double bytes, the followingpadding and truncation rules apply:� Padding—For DBCS data items, padding is done using the double byte space
 characters until the data area is filled (based on the number of byte positionsallocated for the data item).
 Single-byte characters are used for padding when the padding needed is not amultiple of the code page width (for example, a group item moved to a DBCSdata item).
 � Truncation—For DBCS data items, truncation is done based on the size of thetarget data area on the byte boundary of the end of the data area. You mustensure that a truncation does not result in truncation of bytes representing apartial DBCS character.
 Other clauses: When PICTURE clause symbol G is used, USAGE DISPLAY-1must be specified.
 When PICTURE clause symbol N is used, USAGE DISPLAY-1 is assumed anddoes not need to be specified.
 Any associated VALUE clause must specify a DBCS literal or the figurativeconstant SPACE/SPACES.
 External floating-point items
 Format ��─ ──┬ ┬───── ─mantissa E─ ──┬ ┬───── ─exponent──��
 ├ ┤─ + ─ ├ ┤─ + ─└ ┘─ – ─ └ ┘─ – ─
 + or −A sign character must immediately precede both the mantissa and theexponent.
 A + sign indicates that a positive sign will be used in the output to representpositive values and that a negative sign will represent negative values.
 A − sign indicates that a blank will be used in the output to represent positivevalues and that a negative sign will represent negative values.
 Each sign position occupies one byte of storage.
 PICTURE clause
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mantissaThe mantissa can contain the symbols:
 9 . V
 An actual decimal point can be represented with a period (.) while an assumeddecimal point is represented by a V.
 Either an actual or an assumed decimal point must be present in the mantissa;the decimal point can be leading, embedded, or trailing.
 The mantissa can contain from 1 to 16 numeric characters.
 E Indicates the exponent.
 exponentThe exponent must consist of the symbol 99.
 Other clauses: The OCCURS, REDEFINES, RENAMES, and USAGE clauses canbe associated with external floating-point items.
 The SIGN clause is accepted as documentation and has no effect on therepresentation of the sign.
 The SYNCHRONIZED clause is treated as documentation.
 The following clauses are invalid with external floating-point items:� BLANK WHEN ZERO� JUSTIFIED� VALUE
 PICTURE clause
 PICTURE clause editing
 There are two general methods of editing in a PICTURE clause:� Insertion editing
 — Simple insertion— Special insertion— Fixed insertion— Floating insertion
 � Suppression and replacement editing— Zero suppression and replacement with asterisks— Zero suppression and replacement with spaces.
 The type of editing allowed for an item depends on its data category. The type ofediting that is valid for each category is shown in Table 12.
 Table 12 (Page 1 of 2). Data categories
 Data category Type of editing Insertion symbol
 Alphabetic None None
 Numeric None None
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DBCS Simple insertion B
 External floating-point Special insertion .
 DBCSitems.
 Foredited DBCS items, each insertion symbol (B) is counted in the size of the item andrepresents the position within the item where the DBCS space is to be inserted.
 GGBBGG D1D2D3D4 D1D2␣␣␣␣D3D4
 either or externalfloating-point items.
 +999.99E+99 12345 +123.45E+?2
 PICTURE clause
 Table 12 (Page 2 of 2). Data categories
 Numeric-edited Simple insertion
 Special insertion
 Fixed insertion
 Floating insertion
 Zero suppression
 Replacement
 B 0 / ,
 .
 cs + − CR DB
 cs + −
 Z *
 Z * + − cs
 Alphanumeric None None
 Alphanumeric-edited Simple insertion B 0 /
 Simple insertion editing
 This type of editing is valid for alphanumeric-edited, numeric-edited, and
 Each insertion symbol is counted in the size of the item, and represents theposition within the item where the equivalent character is to be inserted.
 For example:
 PICTURE Value of Data Edited Result
 X(1?)/XX ALPHANUMER?1 ALPHANUMER/?1 X(5)BX(7) ALPHANUMERIC ALPHA NUMERIC 99,B999,B??? 1234 ?1,␣234,␣??? 99,999 12345 12,345
 Special insertion editing
 This type of editing is valid for numeric-edited items
 The period (.) is the special insertion symbol; it also represents the actual decimalpoint for alignment purposes.
 The period insertion symbol is counted in the size of the item, and represents theposition within the item where the actual decimal point is inserted.
 Either the actual decimal point or the symbol V as the assumed decimal point, butnot both, must be specified in one PICTURE character-string.
 For example:
 PICTURE Value of Data Edited Results
 999.99 1.234 ??1.23 999.99 12.34 ?12.34
 999.99 123.45 123.45 999.99 1234.5 234.5?
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PICTURE clause
 Fixed insertion editing
 This type of editing is valid only for numeric-edited items. The following insertionsymbols are used: cs
 + − CR DB (editing-sign control symbols)
 In fixed insertion editing, only one currency symbol and one editing sign controlsymbol can be specified in one PICTURE character-string.
 Unless it is preceded by a + or − symbol, the currency symbol must be the firstcharacter in the character-string.
 When either + or − is used as a symbol, it must be the first or last character in thecharacter-string.
 When CR or DB is used as a symbol, it must occupy the rightmost two characterpositions in the character-string. If these two character positions contain thesymbols CR or DB, the uppercase letters are the insertion characters.
 Editing sign control symbols produce results that depend on the value of the dataitem, as shown below:
 Editing Symbol Result: Result: in PICTURE Data Item Data Item
 Character-String Positive or Zero Negative
 + + - - space - CR 2 spaces CR DB 2 spaces DB
 For example:
 PICTURE Value of Data Edited Result
 999.99+ +6555.556 555.55+ +9999.99 -6555.555 -6555.55 9999.99 +1234.56 1234.56 $999.99 -123.45 $123.45 -$999.99 -123.456 -$123.45 -$999.99 +123.456 $123.45 $9999.99CR +123.45 $?123.45 $9999.99DB -123.45 $?123.45DB
 Floating insertion editing
 This type of editing is valid only for numeric-edited items.
 The following symbols are used:cs + −
 Within one PICTURE character-string, these symbols are mutually exclusive asfloating insertion characters.
 Floating insertion editing is specified by using a string of at least two of theallowable floating insertion symbols to represent leftmost character positions intowhich these actual characters can be inserted.
 The leftmost floating insertion symbol in the character-string represents theleftmost limit at which this actual character can appear in the data item. The
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PICTURE clause
 rightmost floating insertion symbol represents the rightmost limit at which thisactual character can appear.
 The second leftmost floating insertion symbol in the character-string represents theleftmost limit at which numeric data can appear within the data item. Nonzeronumeric data can replace all characters at or to the right of this limit.
 Any simple-insertion symbols (B 0 / ,) within or to the immediate right of thestring of floating insertion symbols are considered part of the floatingcharacter-string. If the period (.) special-insertion symbol is included within thefloating string, it is considered to be part of the character-string.
 To avoid truncation, the minimum size of the PICTURE character-string must be:� The number of character positions in the sending item, plus� The number of nonfloating insertion symbols in the receiving item, plus� One character for the floating insertion symbol.
 Representing floating insertion editing
 In a PICTURE character-string, there are two ways to represent floating insertionediting and, thus, two ways in which editing is performed:1. Any or all leading numeric character positions to the left of the decimal point
 are represented by the floating insertion symbol. When editing is performed, asingle floating insertion character is placed to the immediate left of the firstnonzero digit in the data, or of the decimal point, whichever is farther to theleft. The character positions to the left of the inserted character are filled withspaces.
 If all numeric character positions in the PICTURE character-string arerepresented by the insertion character, then at least one of the insertioncharacters must be to the left of the decimal point.
 2. All the numeric character positions are represented by the floating insertionsymbol. When editing is performed, then:� If the value of the data is zero, the entire data item will contain spaces.� If the value of the data is nonzero, the result is the same as in rule 1.
 For example:
 PICTURE Value of Data Edited Result
 $$$$.99 .123 $.12 $$$9.99 .12 $?.12 $,$$$,999.99 -1234.56 $1,234.56 +,+++,999.99 -123456.789 -123,456.78 $$,$$$,$$$.99CR -1234567 $1,234,567.??CR ++,+++,+++.+++ ????.??
 Zero suppression and replacement editing
 This type of editing is valid only for numeric-edited items.
 In zero suppression editing, the symbols Z and * are used. These symbols aremutually exclusive in one PICTURE character-string.
 The following symbols are mutually exclusive as floating replacement symbols inone PICTURE character-string:
 Z * + − cs
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REDEFINES clause
 Specify zero suppression and replacement editing with a string of one or more ofthe allowable symbols to represent leftmost character positions in which zerosuppression and replacement editing can be performed.
 Any simple insertion symbols (B 0 / ,) within or to the immediate right of thestring of floating editing symbols are considered part of the string. If the period (.)special insertion symbol is included within the floating editing string, it isconsidered to be part of the character-string.
 Representing zero suppression
 In a PICTURE character-string, there are two ways to represent zero suppression,and two ways in which editing is performed:1. Any or all of the leading numeric character positions to the left of the decimal
 point are represented by suppression symbols. When editing is performed, thereplacement character replaces any leading zero in the data that appears in thesame character position as a suppression symbol. Suppression stops at theleftmost character:� That does not correspond to a suppression symbol� That contains nonzero data� That is the decimal point.
 2. All the numeric character positions in the PICTURE character-string arerepresented by the suppression symbols. When editing is performed, and thevalue of the data is nonzero, the result is the same as in the preceding rule. Ifthe value of the data is zero, then:� If Z has been specified, the entire data item will contain spaces.� If * has been specified, the entire data item, except the actual decimal
 point, will contain asterisks.
 For example:
 PICTURE Value of Data Edited Result
 VVVV.VV ????.?? VVVV.VV ZZZZ.ZZ ????.?? ZZZZ.99 ????.?? .??
 VVVV.99 ????.?? VVVV.?? ZZ99.99 ????.?? ??.?? Z,ZZZ.ZZ+ +123.456 123.45+
 V,VVV.VV+ -123.45 VV123.45- VV,VVV,VVV.VV+ +12345678.9 12,345,678.9?+ $Z,ZZZ,ZZZ.ZZCR +12345.67 $ 12,345.67 $BV,VVV,VVV.VVBBDB -12345.67 $ VVV12,345.67 DB
 Do not specify both the asterisk (*) as a suppression symbol and the BLANKWHEN ZERO clause for the same entry.
 REDEFINES clause
 The REDEFINES clause allows you to use different data description entries todescribe the same computer storage area.
 Format ��──level-number─ ──┬ ┬───────────── ─REDEFINES──data-name-2──────────────────�� ├ ┤─data-name-1─ └ ┘─FILLER──────
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The data description entry for data-name-2, the redefined item, can contain aREDEFINES clause.
 REDEFINES clause
 Note: Level-number, data-name-1, and FILLER are not part of the REDEFINESclause itself, and are included in the format only for clarity.
 When specified, the REDEFINES clause must be the first entry followingdata-name-1 or FILLER. If data-name-1 or FILLER is not specified, theREDEFINES clause must be the first entry following the level-number.
 The level-numbers of data-name-1 and data-name-2 must be identical, and mustnot be level 66 or level 88.
 data-name-1, FILLERIdentifies an alternate description for the same area, and is the redefining itemor the REDEFINES subject.
 data-name-2Is the redefined item or the REDEFINES object.
 When more than one level-01 entry is written subordinate to an FD entry, acondition known as implicit redefinition occurs. That is, the second level-01 entryimplicitly redefines the storage allotted for the first entry. In such level-01 entries,the REDEFINES clause must not be specified.
 Redefinition begins at data-name-1 and ends when a level-number less than orequal to that of data-name-1 is encountered. No entry having a level-numbernumerically lower than those of data-name-1 and data-name-2 can occur betweenthese entries. For example:
 ?5 A PICTURE X(6).?5 B REDEFINES A. 1? B-1 PICTURE X(2). 1? B-2 PICTURE 9(4).?5 C PICTURE 99V99.
 In this example, A is the redefined item, and B is the redefining item. Redefinitionbegins with B and includes the two subordinate items B-1 and B-2. Redefinitionends when the level-05 item C is encountered.
 The data description entry for the redefined item cannot contain an OCCURSclause. However, the redefined item can be subordinate to an item whose datadescription entry contains an OCCURS clause. In this case, the reference to theredefined item in the REDEFINES clause must not be subscripted. Neither theredefined item nor the redefining item, or any items subordinate to them, cancontain an OCCURS DEPENDING ON clause.
 If the GLOBAL clause is used in the data description entry which contains theREDEFINES clause, it is only the subject of that REDEFINES clause that possessesthe global attribute.
 The EXTERNAL clause must not be specified on the same data description entryas a REDEFINES clause.
 If the data item referenced by data-name-2 is either declared to be an external datarecord or is specified with a level-number other than 01, the number of characterpositions it contains must be greater than or equal to the number of characterpositions in the data item referenced by the subject of this entry. If the data-namereferenced by data-name-2 is specified with a level-number of 01 and is notdeclared to be an external data record, there is no such constraint.
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When the data item implicitly redefines multiple 01-level records in a filedescription (FD) entry, items subordinate to the redefining or redefined item cancontain an OCCURS DEPENDING ON clause.
 An item described as USAGE IS POINTER, USAGE IS PROCEDURE-POINTER, orUSAGE IS OBJECT REFERENCE can be the subject or object of a REDEFINESclause.
 An external or internal floating-point item can be the subject or object of aREDEFINES clause.
 REDEFINES clause
 One or more redefinitions of the same storage area are permitted. The entriesgiving the new descriptions of the storage area must immediately follow thedescription of the redefined area without intervening entries that define newcharacter positions. Multiple redefinitions must all use the data-name of theoriginal entry that defined this storage area. For example:
 ?5 A PICTURE 9999.?5 B REDEFINES A PICTURE 9V999.?5 C REDEFINES A PICTURE 99V99.
 The redefining entry (identified by data-name-1), and any subordinate entries,must not contain any VALUE clauses.
 REDEFINES clause considerations
 Data items within an area can be redefined without changing their lengths. Forexample:
 ?5 NAME-2. 1? SALARY PICTURE XXX. 1? SO-SEC-NO PICTURE X(9). 1? MONTH PICTURE XX.?5 NAME-1 REDEFINES NAME-2. 1? WAGE PICTURE XXX. 1? EMP-NO PICTURE X(9). 1? YEAR PICTURE XX.
 Data item lengths and types can also be re-specified within an area. For example:
 ?5 NAME-2. 1? SALARY PICTURE XXX. 1? SO-SEC-NO PICTURE X(9). 1? MONTH PICTURE XX.?5 NAME-1 REDEFINES NAME-2. 1? WAGE PICTURE 999V999. 1? EMP-NO PICTURE X(6). 1? YEAR PICTURE XX.
 When an area is redefined, all descriptions of the area are always in effect; that is,redefinition does not cause any data to be erased and never supersedes a previousdescription. Thus, if B REDEFINES C has been specified, either of the twoprocedural statements, MOVE X TO B and MOVE Y TO C, could be executed at anypoint in the program.
 In the first case, the area described as B would assume the value and format of X.In the second case, the same physical area (described now as C) would assume thevalue and format of Y. Note that, if the second statement is executed immediatelyafter the first, the value of Y replaces the value of X in the one storage area.
 The usage of a redefining data item need not be the same as that of a redefineditem. This does not, however, cause any change in existing data. For example:
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REDEFINES clause?5 B PICTURE 99 USAGE DISPLAY VALUE 8.?5 C REDEFINES B PICTURE S99 USAGE COMPUTATIONAL-4.?5 A PICTURE S99 USAGE COMPUTATIONAL-4.
 Redefining B does not change the bit configuration of the data in the storage area.Therefore, the following two statements produce different results:
 ADD B TO AADD C TO A
 In the first case, the value 8 is added to A (because B has USAGE DISPLAY). In thesecond statement, the value -3848 is added to A (because C has USAGECOMPUTATIONAL-4), and the bit configuration of the storage area has the binaryvalue -3848.
 The above example demonstrates how the improper use of redefinition can giveunexpected or incorrect results.
 REDEFINES clause examples
 The REDEFINES clause can be specified for an item within the scope of an areabeing redefined (that is, an item subordinate to a redefined item). For example:
 ?5 REGULAR-EMPLOYEE. 1? LOCATION PICTURE A(8). 1? GRADE PICTURE X(4). 1? SEMI-MONTHLY-PAY PICTURE 9999V99. 1? WEEKLY-PAY REDEFINES SEMI-MONTHLY-PAY PICTURE 999V999.
 ?5 TEMPORARY-EMPLOYEE REDEFINES REGULAR-EMPLOYEE. 1? LOCATION PICTURE A(8). 1? FILLER PICTURE X(6). 1? HOURLY-PAY PICTURE 99V99.
 The REDEFINES clause can also be specified for an item subordinate to aredefining item. For example:
 ?5 REGULAR-EMPLOYEE. 1? LOCATION PICTURE A(8). 1? GRADE PICTURE X(4). 1? SEMI-MONTHLY-PAY PICTURE 999V999.
 ?5 TEMPORARY-EMPLOYEE REDEFINES REGULAR-EMPLOYEE. 1? LOCATION PICTURE A(8). 1? FILLER PICTURE X(6). 1? HOURLY-PAY PICTURE 99V99. 1? CODE-H REDEFINES HOURLY-PAY PICTURE 9999.
 Undefined results
 Undefined results can occur when:� A redefining item is moved to a redefined item (that is, if B REDEFINES C and
 the statement MOVE B TO C is executed).� A redefined item is moved to a redefining item (that is, if B REDEFINES C and if
 the statement MOVE C TO B is executed).
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Can specify a DBCS data item if data-name-2 specifies a DBCS data item andthe THROUGH phrase is not specified.
 RENAMES clause
 RENAMES clause
 The RENAMES clause specifies alternative, possibly overlapping, groupings ofelementary data items.
 Format ��──66──data-name-1──RENAMES──data-name-2─ ──┬ ┬────────────────────────── ───�� └ ┘ ──┬ ┬─THROUGH─ ─data-name-3─ └ ┘─THRU────
 The special level-number 66 must be specified for data description entries thatcontain the RENAMES clause. Level-number 66 and data-name-1 are not part ofthe RENAMES clause itself, and are included in the format only for clarity.
 One or more RENAMES entries can be written for a logical record. All RENAMESentries associated with one logical record must immediately follow that record'slast data description entry.
 data-name-1Identifies an alternative grouping of data items.
 A level-66 entry cannot rename a level-01, level-77, level-88, or another level-66entry.
 Data-name-1 cannot be used as a qualifier; it can be qualified only by thenames of level indicator entries or level-01 entries.
 data-name-2, data-name-3Identify the original grouping of elementary data items; that is, they mustname elementary or group items within the associated level-01 entry, and mustnot be the same data-name. Both data-names can be qualified.
 The OCCURS clause must not be specified in the data entries for data-name-2and data-name-3, or for any group entry to which they are subordinate. Inaddition, the OCCURS DEPENDING ON clause must not be specified for anyitem defined between data-name-2 and data-name-3.
 When data-name-3 is specified, data-name-1 is treated as a group item thatincludes all elementary items:
 � Starting with data-name-2 (if it is an elementary item) or the firstelementary item within data-name-2 (if it is a group item).
 � Ending with data-name-3 (if it is an elementary item) or the lastelementary item within data-name-3 (if it is a group item).
 The key words THROUGH and THRU are equivalent.
 The leftmost character in data-name-3 must not precede the leftmost characterin data-name-2; the rightmost character in data-name-3 must not precede therightmost character in data-name-2. This means that data-name-3 cannot betotally subordinate to data-name-2.
 When data-name-3 is not specified, all of the data attributes of data-name-2become the data attributes for data-name-1. That is:
 � When data-name-2 is a group item, data-name-1 is treated as a group item.
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SIGN clause
 � When data-name-2 is an elementary item, data-name-1 is treated as anelementary item.
 Figure 7 illustrates valid and invalid RENAMES clause specifications.
 Figure 7. RENAMES clause—valid and invalid specifications
 SIGN clause
 The SIGN clause specifies the position and mode of representation of theoperational sign for a numeric entry.
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The SEPARATE CHARACTER phrase cannot be specified for a date field.
 The SIGN clause is treated as documentation for external floating-point items. Forinternal floating-point items, the SIGN clause must not be specified.
 SIGN clause
 Format ��─ ──┬ ┬────────────── ──┬ ┬─LEADING── ──┬ ┬───────────────────────── ───────────�� └ ┘ ─SIGN─ ──┬ ┬──── └ ┘─TRAILING─ └ ┘ ─SEPARATE─ ──┬ ┬─────────── └ ┘─IS─ └ ┘─CHARACTER─
 The SIGN clause can be specified only for a signed numeric data description entry(that is, one whose PICTURE character-string contains an S), or for a group itemthat contains at least one such elementary entry. USAGE IS DISPLAY must bespecified, explicitly or implicitly.
 If a SIGN clause is specified in either an elementary or group entry subordinate toa group item for which a SIGN clause is specified, the SIGN clause for thesubordinate entry takes precedence for the subordinate entry.
 If you specify the CODE-SET clause in an FD entry, any signed numeric datadescription entries associated with that file description entry must be describedwith the SIGN IS SEPARATE clause.
 The SIGN clause is required only when an explicit description of the propertiesand/or position of the operational sign is necessary.
 When specified, the SIGN clause defines the position and mode of representationof the operational sign for the numeric data description entry to which it applies,or for each signed numeric data description entry subordinate to the group towhich it applies.
 If the SEPARATE CHARACTER phrase is not specified, then:� The operational sign is presumed to be associated with the LEADING or
 TRAILING digit position, whichever is specified, of the elementary numericdata item. (In this instance, specification of SIGN IS TRAILING is theequivalent of the standard action of the compiler.)
 � The character S in the PICTURE character string is not counted in determiningthe size of the item (in terms of standard data format characters).
 If the SEPARATE CHARACTER phrase is specified, then:� The operational sign is presumed to be the LEADING or TRAILING character
 position, whichever is specified, of the elementary numeric data item. Thischaracter position is not a digit position.
 � The character S in the PICTURE character string is counted in determining thesize of the data item (in terms of standard data format characters).
 � + is the character used for the positive operational sign.� - is the character used for the negative operational sign.
 Every numeric data description entry whose PICTURE contains the symbol S is asigned numeric data description entry. If the SIGN clause is also specified forsuch an entry, and conversion is necessary for computations or comparisons, theconversion takes place automatically.
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or for level-01group items, in which case, every elementary item within this group level item issynchronized.
 SYNCHRONIZED clause
 SYNCHRONIZED clause
 The SYNCHRONIZED clause specifies the alignment of an elementary item on anatural boundary in storage.
 Format ��─ ──┬ ┬─SYNCHRONIZED─ ──┬ ┬─────── ───────────────────────────────────────────�� └ ┘─SYNC───────── ├ ┤─LEFT── └ ┘─RIGHT─
 SYNC is an abbreviation for SYNCHRONIZED and has the same meaning.
 The SYNCHRONIZED clause is never required, but can improve performance onsome systems for binary items used in arithmetic.
 | The SYNCHRONIZED clause can be specified for elementary items|
 LEFTSpecifies that the elementary item is to be positioned so that it will begin at theleft character position of the natural boundary in which the elementary item isplaced.
 RIGHTSpecifies that the elementary item is to be positioned such that it will terminateon the right character position of the natural boundary in which it has beenplaced.
 When specified, the LEFT and the RIGHT phrases are syntax checked, but theyhave no effect on the execution of the program.
 The length of an elementary item is not affected by the SYNCHRONIZED clause.
 Table 13 lists the effect of the SYNCHRONIZE clause on other language elements.
 Table 13 (Page 1 of 2). SYNCHRONIZE clause effect on other language elements
 Language element Comments
 OCCURS clause When specified for an item within the scope of an OCCURSclause, each occurrence of the item is synchronized.
 DISPLAY orPACKED-DECIMAL
 Each item is syntax checked, but it has no effect on theexecution of the program.
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or its USAGE is INDEX.
 USAGE IS POINTER,USAGE ISPROCEDURE-POINTER,or USAGE IS OBJECTREFERENCE
 The data is aligned on a fullword boundary.
 COMPUTATIONAL-1 The data is aligned on a fullword boundary.
 COMPUTATIONAL-2 The data is aligned on a doubleword boundary.
 COMPUTATIONAL-3 The data is treated the same as the SYNCHRONIZED clausefor a PACKED-DECIMAL item.
 COMPUTATIONAL-4 The data is treated the same as the SYNCHRONIZED clausefor a COMPUTATIONAL item.
 COMPUTATIONAL-5 The data is treated the same as the SYNCHRONIZED clausefor a COMPUTATIONAL item.
 DBCS and floating pointitem
 The SYNCHRONIZED clause is ignored.
 SYNCHRONIZED clause
 In the File Section, the compiler assumes that all level-01 records containingSYNCHRONIZED items are aligned on doubleword boundaries in the buffer. Youmust provide the necessary slack bytes between records to ensure alignment whenthere are multiple records in a block.
 In the Working-Storage Section, the compiler aligns all level-01 entries on adoubleword boundary.
 For the purposes of aligning binary items in the Linkage Section, all level-01 itemsare assumed to begin on doubleword boundaries. Therefore, if you issue a CALLstatement, such operands of any USING phrase within it must be alignedcorrespondingly.
 Table 13 (Page 2 of 2). SYNCHRONIZE clause effect on other language elements
 Language element Comments
 BINARY orCOMPUTATIONAL
 When the item is the first elementary item subordinate to anitem that contains a REDEFINES clause, the item must notrequire the addition of unused character positions.
 When the synchronized clause is not specified for asubordinate data item (one with a level number of 02 through49):
 � The item is aligned at a displacement that is a multiple of2 relative to the beginning of the record, if its USAGE isBINARY and its PICTURE is in the range of S9 throughS9(4).
 � The item is aligned at a displacement that is a multiple of4 relative to the beginning of the record, if its USAGE isBINARY and its PICTURE is in the range of S9(5) throughS9(18),
 When SYNCHRONIZED is not specified for binary items, nospace is reserved for slack bytes.
 |
 REDEFINES clause For an item that contains a REDEFINES clause, the data itemthat is redefined must have the proper boundary alignmentfor the data item that redefines it. For example, if you writethe following, be sure that data item A begins on a fullwordboundary:
 ?2 A PICTURE X(4).?2 B REDEFINES A PICTURE S9(9) BINARY SYNC.
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USAGE IS POINTER, USAGE IS PROCEDURE-POINTER, USAGE ISOBJECT REFERENCE, and COMPUTATIONAL-1 data items
 for COMPUTATIONAL-2 data items.
 SYNCHRONIZED clause
 Slack bytes
 There are two types of slack bytes:
 Slack bytes within recordsUnused character positions preceding each synchronized item in the record.
 Slack bytes between recordsUnused character positions added between blocked logical records.
 Slack bytes within records
 For any data description that has binary items that are not on their naturalboundaries, the compiler inserts slack bytes within a record to ensure that allSYNCHRONIZED items are on their proper boundaries.
 Because it is important that you know the length of the records in a file, you needto determine whether slack bytes are required and, if necessary, how many thecompiler will add. The algorithm the compiler uses to calculate this is as follows:� The total number of bytes occupied by all elementary data items preceding the
 binary item are added together, including any slack bytes previously added.� This sum is divided by m, where:
 m = 2 for binary items of 4-digit length or lessm = 4 for binary items of 5-digit length or more: USAGE IS INDEX,
 m = 8� If the remainder (r) of this division is equal to zero, no slack bytes are
 required. If the remainder is not equal to zero, the number of slack bytes thatmust be added is equal to m - r.
 These slack bytes are added to each record immediately following the elementarydata item preceding the binary item. They are defined as if they constituted anitem with a level number equal to that of the elementary item that immediatelyprecedes the SYNCHRONIZED binary item, and are included in the size of thegroup that contains them.
 For example:
 ?1 FIELD-A. ?5 FIELD-B PICTURE X(5). ?5 FIELD-C. 1? FIELD-D PICTURE XX.
 [1? SLACK-BYTES PICTURE X. INSERTED BY COMPILER]1? FIELD-E COMPUTATIONAL PICTURE S9(6) SYNC.
 ?1 FIELD-L. ?5 FIELD-M PICTURE X(5). ?5 FIELD-N PICTURE XX. [?5 SLACK-BYTES PICTURE X. INSERTED BY COMPILER] ?5 FIELD-O.
 1? FIELD-P COMPUTATIONAL PICTURE S9(6) SYNC.
 Slack bytes can also be added by the compiler when a group item is defined withan OCCURS clause and contains within it a SYNCHRONIZED binary data item.To determine whether slack bytes are to be added, the following action is taken:
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SYNCHRONIZED clause
 � The compiler calculates the size of the group, including all the necessary slackbytes within a record.
 � This sum is divided by the largest m required by any elementary item withinthe group.
 � If r is equal to zero, no slack bytes are required. If r is not equal to zero, m - rslack bytes must be added.
 The slack bytes are inserted at the end of each occurrence of the group itemcontaining the OCCURS clause. For example, a record defined as follows willappear in storage, as shown, in Figure 8:
 ?1 WORK-RECORD. ?5 WORK-CODE PICTURE X. ?5 COMP-TABLE OCCURS 1? TIMES. 1? COMP-TYPE PICTURE X.
 [1? SLACK-BYTES PIC XX. INSERTED BY COMPILER]1? COMP-PAY PICTURE S9(4)V99 COMP SYNC.1? COMP-HRS PICTURE S9(3) COMP SYNC.
 1? COMP-NAME PICTURE X(5).
 Figure 8. Insertion of slack bytes within a record
 In order to align COMP-PAY and COMP-HRS upon their proper boundaries, thecompiler has added two slack bytes within the record.
 In the example previous, without further adjustment, the second occurrence ofCOMP-TABLE would begin one byte before a doubleword boundary, and thealignment of COMP-PAY and COMP-HRS would not be valid for any occurrence of thetable after the first. Therefore, the compiler must add slack bytes at the end of thegroup, as though the record had been written as follows:
 ?1 WORK-RECORD. ?5 WORK-CODE PICTURE X. ?5 COMP-TABLE OCCURS 1? TIMES. 1? COMP-TYPE PICTURE X.
 [1? SLACK-BYTES PIC XX. INSERTED BY COMPILER ]1? COMP-PAY PICTURE S9(4)V99 COMP SYNC.
 1? COMP-HRS PICTURE S9(3) COMP SYNC. 1? COMP-NAME PICTURE X(5).
 [1? SLACK-BYTES PIC XX. INSERTED BY COMPILER]
 In this example, the second (and each succeeding) occurrence of COMP-TABLE beginsone byte beyond a doubleword boundary. The storage layout for the firstoccurrence of COMP-TABLE will now appear as shown in Figure 9.
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SYNCHRONIZED clause
 Figure 9. Insertion of slack bytes between records
 Each succeeding occurrence within the table will now begin at the same relativeposition as the first.
 Slack bytes between records
 Under OS/390 and VM, if the file contains blocked logical records thatare to be processed in a buffer, and any of the records contain binary entries forwhich the SYNCHRONIZED clause is specified, you can improve performance byadding any needed slack bytes between records for proper alignment.
 The lengths of all the elementary data items in the record, including all slack bytes,are added. (For variable-length records under OS/390 and VM, it is necessary toadd an additional 4 bytes for the count field.) The total is then divided by thehighest value of m for any one of the elementary items in the record.
 If r (the remainder) is equal to zero, no slack bytes are required. If r is not equalto zero, m - r slack bytes are required. These slack bytes can be specified bywriting a level-02 FILLER at the end of the record.
 To show the method of calculating slack bytes both within and between records,consider the following record description:
 ?1 COMP-RECORD. ?5 A-1 PICTURE X(5). ?5 A-2 PICTURE X(3). ?5 A-3 PICTURE X(3). ?5 B-1 PICTURE S9999 USAGE COMP SYNCHRONIZED. ?5 B-2 PICTURE S99999 USAGE COMP SYNCHRONIZED. ?5 B-3 PICTURE S9999 USAGE COMP SYNCHRONIZED.
 The number of bytes in A-1, A-2, and A-3 totals 11. B-1 is a 4-digitCOMPUTATIONAL item and 1 slack byte must therefore be added before B-1.With this byte added, the number of bytes preceding B-2 totals 14. Because B-2 isa COMPUTATIONAL item of 5 digits in length, two slack bytes must be addedbefore it. No slack bytes are needed before B-3.
 The revised record description entry now appears as:
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SYNCHRONIZED clause?1 COMP-RECORD. ?5 A-1 PICTURE X(5). ?5 A-2 PICTURE X(3). ?5 A-3 PICTURE X(3). [?5 SLACK-BYTE-1 PICTURE X. INSERTED BY COMPILER] ?5 B-1 PICTURE S9999 USAGE COMP SYNCHRONIZED. [?5 SLACK-BYTE-2 PICTURE XX. INSERTED BY COMPILER] ?5 B-2 PICTURE S99999 USAGE COMP SYNCHRONIZED. ?5 B-3 PICTURE S9999 USAGE COMP SYNCHRONIZED.
 There is a total of 22 bytes in COMP-RECORD, but, from the rules given in thepreceding discussion, it appears that m = 4 and r = 2. Therefore, to attain properalignment for blocked records, you must add 2 slack bytes at the end of the record.
 The final record description entry appears as:
 ?1 COMP-RECORD. ?5 A-1 PICTURE X(5). ?5 A-2 PICTURE X(3). ?5 A-3 PICTURE X(3). [?5 SLACK-BYTE-1 PICTURE X. INSERTED BY COMPILER] ?5 B-1 PICTURE S9999 USAGE COMP SYNCHRONIZED. [?5 SLACK-BYTE-2 PICTURE XX. INSERTED BY COMPILER] ?5 B-2 PICTURE S99999 USAGE COMP SYNCHRONIZED. ?5 B-3 PICTURE S9999 USAGE COMP SYNCHRONIZED. ?5 FILLER PICTURE XX. [SLACK BYTES YOU ADD]
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NATIVE
 COMP-1NATIVE
 COMP-2NATIVE
 COMP-3COMP-4
 NATIVECOMP-5
 COMPUTATIONAL-1NATIVE
 COMPUTATIONAL-2NATIVE
 COMPUTATIONAL-3COMPUTATIONAL-4
 NATIVECOMPUTATIONAL-5
 NATIVEDISPLAY-1
 NATIVEINDEXobjref phrase
 POINTERPROCEDURE-POINTER
 objref phraseOBJECT REFERENCE
 class-name-1METACLASS
 OF
 The NATIVE phrase is treated as a comment for COMP-3,COMPUTATIONAL-3, COMP-5, COMPUTATIONAL-5, andPACKED-DECIMAL data items. Under OS/390 and VM, NATIVE has noeffect.
 For data items defined with the DATE FORMAT clause, only usage DISPLAY andCOMP-3 (or its equivalents, COMPUTATIONAL-3 and PACKED-DECIMAL) areallowed. For details, see “Combining the DATE FORMAT clause with otherclauses” on page 150.
 USAGE clause
 USAGE clause
 The USAGE clause specifies the format of a data item in computer storage.
 Format 1��─ ──┬ ┬─────────────── ──┬ ┬─BINARY─ ──┬ ┬────────── ───────── ──────────────────�� └ ┘ ─USAGE─ ──┬ ┬──── │ │└ ┘─ ───(1)
 └ ┘─IS─ ├ ┤─COMP────────────────────────── ├ ┤ ─ ─ ──┬ ┬────────── ───────── │ │└ ┘─ ───(1)
 ├ ┤ ─ ─ ──┬ ┬────────── ───────── │ │└ ┘─ ───(1)
 ├ ┤─ ──────────────────────── ├ ┤ ─ ─ ──┬ ┬────────── ───────── │ │└ ┘─ ───(1)
 | ├ ┤─ ──────────────────────── ├ ┤─COMPUTATIONAL───────────────── ├ ┤ ─ ─ ──┬ ┬────────── │ │└ ┘─ ───(1)
 ├ ┤ ─ ─ ──┬ ┬────────── │ │└ ┘─ ───(1)
 ├ ┤─ ─────────────── ├ ┤ ─ ─ ──┬ ┬────────── │ │└ ┘─ ───(1)
 | ├ ┤─ ─────────────── ├ ┤ ─DISPLAY─ ──┬ ┬────────── ──────── │ │└ ┘─ ───(1)
 ├ ┤ ─ ─ ──┬ ┬────────── ────── │ │└ ┘─ ───(1)
 ├ ┤─ ─────────────────────────├ ┤─┤ ├─────────────
 ├ ┤─PACKED-DECIMAL──────────────── ├ ┤─ ─────────────────────── └ ┘─ ─────────────
 ├─ ─ ─ ──┬ ┬───────────────────────────────────── ───────────────┤ └ ┘ ──┬ ┬─────────────────── ─ ─ └ ┘ ─ ─ ──┬ ┬──── └ ┘─ ─
 Note:1
 The USAGE clause can be specified for a data description entry with alevel-number other than 66 or 88. However, if it is specified at the group level, itapplies to each elementary item in the group. The usage of an elementary itemmust not contradict the usage of a group to which the elementary item belongs.
 The USAGE clause specifies the format in which data is represented in storage.The format can be restricted if certain Procedure Division statements are used.
 When the USAGE clause is not specified at either the group or elementary level, itis assumed that the usage is DISPLAY.
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except for aPACKED-DECIMAL item.
 Ifthe ARITH(EXTEND) compiler option is in effect, then the maximum length of aPACKED-DECIMAL item is 31 decimal digits.
 COMPUTATIONAL-1 and COMPUTATIONAL-2 items (internal floating-point)cannot have PICTURE strings.
 Note: BINARY, COMPUTATIONAL, and COMPUTATIONAL-4 data itemscan be affected by the BINARY and TRUNC compiler option specifications.For information on the effect of these compiler options, see the IBM COBOLProgramming Guide for your platform. (The BINARY compiler option isapplicable only to Windows programs.)
 USAGE clause
 Computational items
 A computational item is a value used in arithmetic operations. It must benumeric. If the USAGE of a group item is described with any of these items, theelementary items within the group have this usage.
 | The maximum length of a computational item is 18 decimal digits,| If the ARITH(COMPAT) compiler option is in effect,| then the maximum length of a PACKED-DECIMAL item is 18 decimal digits.||
 The PICTURE of a computational item can contain only:
 9 One or more numeric character positionsS One operational signV One implied decimal pointP One or more decimal scaling positions
 BINARYSpecified for binary data items. Such items have a decimal equivalentconsisting of the decimal digits 0 through 9, plus a sign. Negative numbersare represented as the two's complement of the positive number with the sameabsolute value.
 The amount of storage occupied by a binary item depends on the number ofdecimal digits defined in its PICTURE clause:
 The operational sign for “big-endian” binary data (such as OS/390 and VM) iscontained in the left most bit of the binary data. The operational sign for“little-endian” binary data is contained in the left most bit of the right mostbyte of the binary data.
 PACKED-DECIMALSpecified for internal decimal items. Such an item appears in storage inpacked decimal format. There are 2 digits for each character position, exceptfor the trailing character position, which is occupied by the low-order digit andthe sign. Such an item can contain any of the digits 0 through 9, plus a sign,representing a value not exceeding 18 decimal digits.
 The sign representation uses the same bit configuration as the 4-bit signrepresentation in zoned decimal fields. For details, see the IBM COBOLProgramming Guide for your platform.
 Digits in PICTURE clause Storage occupied
 1 through 4 2 bytes (halfword)5 through 9 4 bytes (fullword)10 through 18 8 bytes (doubleword)
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COMPUTATIONAL-1 or COMP-1 (floating-point)Specified for internal floating-point items (single precision). COMP-1 items are4 bytes long.
 COMP-1 data items are affected by the FLOAT(NATIVE|HEX)compiler option. For details, see the IBM COBOL Programming Guide for yourplatform
 COMPUTATIONAL-2 or COMP-2 (long floating-point)Specified for internal floating-point items (double precision). COMP-2 itemsare 8 bytes long.
 COMP-2 data items are affected by the FLOAT(NATIVE|HEX)compiler option. For details, see the IBM COBOL Programming Guide for yourplatform
 COMPUTATIONAL-3 or COMP-3 (internal decimal)This is the equivalent of PACKED-DECIMAL.
 COMPUTATIONAL-4 or COMP-4 (binary)This is the equivalent of BINARY.
 COMPUTATIONAL-5 or COMP-5 (native binary)These data items are represented in storage as binary data. The data items cancontain values up to the capacity of the native binary representation (2, 4 or 8bytes), rather than being limited to the value implied by the number of ninesin the picture for the item (as is the case for USAGE BINARY data). Whennumeric data is moved or stored into a COMP-5 item, truncation occurs at thebinary field size, rather than at the COBOL picture size limit. When aCOMP-5 item is referenced, the full binary field size is used in the operation.
 Note: The TRUNC(BIN) compiler option causes all binary data items (USAGECOMP, COMP-4) to be handled as if they were declared with USAGECOMP-5.
 The picture for a COMP-5 data item can specify a scaling factor (that is,decimal positions or implied integer positions). In this case, the maximalcapacities listed in the table above must be scaled appropriately. For example,a data item with description PICTURE S99V99 COMP-5 is represented instorage as a binary half-word, and supports a range of values from -327.68 to+327.67.
 Picture Storage representation Numeric values
 S9(1) through S9(4) Binary half-word (2 bytes) -32768 through +32767
 S9(5) through S9(9) Binary full-word (4 bytes) -2,147,483,648 through+2,147,483,647
 S9(10) through S9(18) Binary double-word (8bytes)
 -9,223,372,036,854,775,808through+9.223,372,036,854,775,807
 9(1) through 9(4) Binary half-word (2 bytes) 0 through 65535
 9(5) through 9(9) Binary full-word (4 bytes) 0 through 4,294,967,295
 9(10) through 9(18) Binary double-word (8bytes)
 0 through18,446,744,073,709,551,615
 USAGE clause
 COMPUTATIONAL or COMP (binary)This is the equivalent of BINARY. The COMPUTATIONAL phrase issynonymous with BINARY.
 |||||||
 |||
 ||||||
 |||
 |||
 ||||
 ||||||
 |||
 |||
 |||||
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� External floating-point
 If the ARITH(EXTEND) compiler option is ineffect, then the maximum length of an external decimal item is 31 digits.
 Effect of CHAR(EBCDIC) compiler option (workstation only): Character dataitems are treated as EBCDIC when the CHAR(EBCDIC) option is used, unless thecharacter data is defined with the NATIVE phrase. Also note, group items areaffected by the CHAR options as well. A group item is treated as a USAGEDISPLAY item and consists of either native single byte characters (withCHAR(NATIVE)) or EBCDIC characters (with CHAR(EBCDIC)). Any USAGEclause specified on a group applies to the elementary items within the group andnot to the group itself for the purpose of defining semantics involving group items.
 Command-line arguments are always passed in as native data types. If youspecify the host data type compiler options (CHAR(EBCDID), FLOAT(HEX), orBINARY(S390)), you must specify the NATIVE phrase on any arguments with datatypes affected by these compiler options.
 DISPLAY-1 phrase
 The DISPLAY-1 phrase defines an item as DBCS.
 USAGE clause
 DISPLAY phrase
 The data item is stored in character form, 1 character for each 8-bit byte. Thiscorresponds to the format used for printed output. DISPLAY can be explicit orimplicit.
 USAGE IS DISPLAY is valid for the following types of items:� Alphabetic� Alphanumeric� Alphanumeric-edited� Numeric-edited
 � External decimal (numeric)
 Alphabetic, alphanumeric, alphanumeric-edited, and numeric-edited items arediscussed in “Data categories and PICTURE rules” on page 166.
 External Decimal Items are sometimes referred to as zoned decimal items. Eachdigit of a number is represented by a single byte. The 4 high-order bits of eachbyte are zone bits; the 4 high-order bits of the low-order byte represent the sign ofthe item. The 4 low-order bits of each byte contain the value of the digit.
 | If the ARITH(COMPAT) compiler option is in effect, then the maximum length of| an external decimal item is 18 digits.|
 The PICTURE character-string of an external decimal item can contain only 9s; theoperational-sign, S; the assumed decimal point, V; and one or more Ps.
 INDEX phrase
 A data item defined with the INDEX phrase is an index data item.
 An index data item is a 4-byte elementary item (not necessarily connected withany table) that can be used to save index-name values for future reference.Through a SET statement, an index data item can be assigned an index-namevalue; such a value corresponds to the occurrence number in a table.
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An index data item can be referred to directly in the USING phrase of an ENTRYstatement.
 DATE FORMAT,
 SYNCHRONIZED can be used with USAGE IS INDEX to obtain efficient use ofthe index data item.
 OBJECT REFERENCE phrase
 A data item defined with the OBJECT REFERENCE phrase is an object reference.
 class-name-1An optional class name.
 You must declare class-name-1 in the REPOSITORY paragraph in theConfiguration Section of the containing class or outermost program. Ifspecified, class-name-1 indicates that data-name always refers to anobject-instance of class class-name-1 or a class derived from class-name-1.
 If class-name-1 is not specified, data-name can refer to an object of any class.In this case, data-name-1 is a “universal” object reference.
 You can specify data-name-1 within a group item without affecting thesemantics of the group item. There is no conversion of values or other specialhandling of the object references when statements are executed that operate onthe group. The group continues to behave as an alphanumeric data item.
 METACLASSIndicates that the data-name always refers to a class object reference that is aninstance of the metaclass of class-name-1 or of a metaclass derived from themetaclass of class-name-1.
 You can use these object references to INVOKE methods that are defined inthe metaclass.
 USAGE clause
 Direct references to an index data item can be made only in a SEARCH statement,a SET statement, a relation condition, the USING phrase of the Procedure Divisionheader, or the USING phrase of the CALL statement.
 An index data item can be part of a group item referred to in a MOVE statementor an input/output statement.
 An index data item saves values that represent table occurrences, yet is notnecessarily defined as part of any table. Thus, when it is referred to directly in aSEARCH or SET statement, or indirectly in a MOVE or input/output statement,there is no conversion of values when the statement is executed.
 The USAGE IS INDEX clause can be written at any level. If a group item isdescribed with the USAGE IS INDEX clause, the elementary items within thegroup are index data items; the group itself is not an index data item, and thegroup name cannot be used in SEARCH and SET statements or in relationconditions. The USAGE clause of an elementary item cannot contradict theUSAGE clause of a group to which the item belongs.
 An index data item cannot be a conditional variable.
 The JUSTIFIED, PICTURE, BLANK WHEN ZERO,SYNCHRONIZED, or VALUE clauses cannot be used to describe group orelementary items described with the USAGE IS INDEX clause.
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The USAGE IS OBJECT REFERENCE clause can be used at any level except level66 or 88. If a group item is described with the USAGE IS OBJECT REFERENCEclause, the elementary items within the group are object-reference data items. Thegroup itself is not an object reference. The USAGE clause of an elementary itemcannot contradict the USAGE clause of a group that contains the item.
 An object reference can be defined in any section of the data division of a class,method, or program, although it does not belong to any class or category. Anobject-reference data item can be used in only:� A SET statement (format 7 only)� A relation condition� An INVOKE statement� The USING or RETURNING phrase of an INVOKE statement� The USING or RETURNING phrase of a CALL statement� A program Procedure Division or ENTRY statement USING or RETURNING
 phrase� A method Procedure Division USING or RETURNING phrase
 Object reference data items:� Are ignored in CORRESPONDING operations� Are unaffected by INITIALIZE statements� Can be the subject or object of a REDEFINES clause� Cannot be a conditional variable� Can be written to a file (but upon subsequent reading of the record the content
 of the object reference is undefined)
 A VALUE clause for an object-reference data item can contain only NULL orNULLS.
 You can use the SYNCHRONIZED clause with USAGE IS OBJECT REFERENCE toobtain efficient alignment of the object-reference data item.
 The DATE FORMAT, JUSTIFIED, PICTURE, and BLANK WHEN ZERO clausescannot be used to describe group or elementary items defined with the USAGE ISOBJECT REFERENCE clause.
 POINTER phrase
 A data item defined with USAGE IS POINTER is a pointer data item. A pointerdata item is a 4-byte elementary item,
 You can use pointer data items to accomplish limited base addressing. Pointerdata items can be compared for equality or moved to other pointer items.
 A pointer data item can only be used:� In a SET statement (format 5 only)� In a relation condition� In the USING phrase of a CALL statement, an ENTRY statement, or the
 Procedure Division header.
 The USAGE IS POINTER clause can be written at any level except level 88. If agroup item is described with the USAGE IS POINTER clause, the elementary itemswithin the group are pointer data items; the group itself is not a pointer data itemand cannot be used in the syntax where a pointer data item is allowed. TheUSAGE clause of an elementary item cannot contradict the USAGE clause of agroup to which the item belongs.
 USAGE clause
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Pointer data items can be part of a group that is referred to in a MOVE statementor an input/output statement. However, if a pointer data item is part of a group,there is no conversion of values when the statement is executed.
 A pointer data item can be the subject or object of a REDEFINES clause.
 SYNCHRONIZED can be used with USAGE IS POINTER to obtain efficient use ofthe pointer data item.
 A VALUE clause for a pointer data item can contain only NULL or NULLS.
 A pointer data item cannot be a conditional variable.
 A pointer data item does not belong to any class or category.
 The DATE FORMAT, JUSTIFIED, PICTURE, and BLANK WHEN ZERO clausescannot be used to describe group or elementary items defined with the USAGE ISPOINTER clause.
 Pointer data items are ignored in CORRESPONDING operations.
 A pointer data item can be written to a data set, but, upon subsequent reading ofthe record containing the pointer, the address contained can no longer represent avalid pointer.
 Note: USAGE IS POINTER is implicitly specified for the ADDRESS OF specialregister. For more information, see the IBM COBOL Programming Guide for yourplatform.
 PROCEDURE-POINTER phrase
 A procedure-pointer data item can contain the address of a procedure entry point.Procedure-pointer data items can be compared for equality or moved to otherprocedure-pointer data items.
 Under OS/390 and VM, a procedure-pointer data item is an 8-byteelementary item.
 Under AIX and Windows, a procedure-pointer data item is a 4-byteelementary item.
 The entry point for a procedure-pointer data item can be:� The primary entry point of a COBOL program as defined by the
 PROGRAM-ID statement of the outermost program of a compilation unit; itmust not be the PROGRAM-ID of a nested program.
 � An alternate entry point of a COBOL program as defined by a COBOL ENTRYstatement
 � An entry point in a non-COBOL program.
 The entry point address and code address are contained in the first word. Thesecond word is binary zero.
 A procedure-pointer data item can only be used:� In a SET statement (format 6 only)� In a CALL statement� In a relation condition� In the USING phrase of an ENTRY statement or the Procedure Division header
 USAGE clause
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The USAGE IS PROCEDURE-POINTER clause can be written at any level exceptlevel 88. If a group item is described with the USAGE IS PROCEDURE-POINTERclause, the elementary items within the group are procedure-pointer data items;the group itself is not a procedure-pointer and cannot be used in the syntax wherea procedure-pointer data item is allowed. The USAGE clause of an elementaryitem cannot contradict the USAGE clause of a group to which the item belongs.
 Procedure-pointer data items can be part of a group that is referred to in a MOVEstatement or an input/output statement. However, there is no conversion ofvalues when the statement is executed. If a procedure-pointer data item is writtento a data set, subsequent reading of the record containing the procedure-pointercan result in an invalid value in the procedure-pointer.
 A procedure-pointer data item can be the subject or object of a REDEFINES clause.
 SYNCHRONIZED can be used with USAGE IS PROCEDURE-POINTER to obtainefficient alignment of the procedure-pointer data item.
 The GLOBAL, EXTERNAL, and OCCURS clause can be used with USAGE ISPROCEDURE-POINTER.
 A VALUE clause for a procedure-pointer data item can contain only NULL orNULLS.
 The DATE FORMAT, JUSTIFIED, PICTURE, and BLANK WHEN ZERO clausescannot be used to describe group or elementary items defined with the USAGE ISPROCEDURE-POINTER clause.
 A procedure-pointer data item cannot be a conditional variable.
 A procedure-pointer data item does not belong to any class or category.
 Procedure-pointer data items are ignored in CORRESPONDING operations.
 NATIVE phrase
 Under OS/390 and VM, the NATIVE phrase is treated as a comment.
 Using the NATIVE phrase, you can mix characters, floating point, and binary dataas represented on the S390 and native platform. The NATIVE phrase overrides theCHAR(EBCDIC), FLOAT(HEX), and BINARY(S390) compiler options, whichindicate host data type usages. (Note, the BINARY compiler option is applicableonly to Windows programs.)
 Using both host and native data types within a program (ASCII and EBCDIC, HexFloating point and IEEE floating point, and/or big endian and little endian binary)is only valid for those data items specifically defined with the NATIVE phrase.
 Specifying NATIVE does not change the class or the category of the data item.
 Numeric data items are treated in arithmetic operations (numeric comparisons,arithmetic expressions, assignment to numeric targets, arithmetic statement) basedon their logical numeric values, regardless of their internal representations.
 Characters are converted to the representation of the target item prior to anassignment.
 Comparisons are done based on the collating sequence rules applicable to theoperands. If native and non-native characters are compared, the comparison isbased on the COLLSEQ option in effect.
 USAGE clause
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In the class Working-Storage Section, the VALUE clause can only be used incondition-name entries.
 As an IBM extension, in the File and Linkage Sections, if the VALUE clause is usedin entries other than condition-name entries, the VALUE clause is treated as acomment.
 Any VALUE clause associated with COMPUTATIONAL-1 orCOMPUTATIONAL-2 (internal floating-point) items must specify a floating-pointliteral. The condition-name VALUE phrase must also specify a floating-pointliteral. In addition, the figurative constant ZERO and both integer and decimalforms of the zero literal can be specified in a floating-point VALUE clause orcondition-name VALUE phrase.
 VALUE clause
 VALUE clause
 The VALUE clause specifies the initial contents of a data item or the value(s)associated with a condition name. The use of the VALUE clause differs dependingon the Data Division section in which it is specified.
 In the Working-Storage Section, the VALUE clause can be used in condition-nameentries, or in specifying the initial value of any data item. The data item assumesthe specified value at the beginning of program execution. If the initial value isnot explicitly specified, it is unpredictable.
 Format 1
 Format 1—literal value��──VALUE─ ──┬ ┬──── ─literal─────────────────────────────────────────────────�� └ ┘─IS─
 Format 1 specifies the initial value of a data item. Initialization is independent ofany BLANK WHEN ZERO or JUSTIFIED clause specified.
 A format 1 VALUE clause specified in a data description entry that contains or issubordinate to an OCCURS clause causes every occurrence of the associated dataitem to be assigned the specified value. Each structure that contains theDEPENDING ON phrase of the OCCURS clause is assumed to contain themaximum number of occurrences for the purposes of VALUE initialization.
 The VALUE clause must not be specified for a data description entry that contains,or is subordinate to, an entry containing either an EXTERNAL or a REDEFINESclause. This rule does not apply to condition-name entries.
 If the VALUE clause is specified at the group level, the literal must be anonnumeric literal or a figurative constant. The group area is initialized withoutconsideration for the subordinate entries within this group. In addition, theVALUE clause must not be specified for subordinate entries within this group.
 For group entries, the VALUE clause must not be specified if the entry alsocontains any of the following clauses: JUSTIFIED, SYNCHRONIZED, or USAGE(other than USAGE DISPLAY).
 The VALUE clause must not conflict with other clauses in the data descriptionentry, or in the data description of this entry's hierarchy.
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For information on floating-point literal values, see “Rules for floating-point literalvalues:” on page 21.
 A VALUE clause cannot be specified for external floating-point items.
 A VALUE clause associated with a DBCS item must contain a DBCS literal or thefigurative constant SPACE.
 A data item cannot contain a VALUE clause if the prior data item contains aOCCURS clause with the DEPENDING ON phrase.
 VALUE clause
 Rules for literal values:
 � Wherever a literal is specified, a figurative constant can be substituted.� If the item is numeric, all VALUE clause literals must be numeric. If the literal
 defines the value of a Working-Storage item, the literal is aligned according tothe rules for numeric moves, with one additional restriction: The literal mustnot have a value that requires truncation of nonzero digits. If the literal issigned, the associated PICTURE character-string must contain a sign symbol(S).
 � All numeric literals in a VALUE clause of an item must have a value that iswithin the range of values indicated by the PICTURE clause for that item. Forexample, for PICTURE 99PPP, the literal must be within the range 1000through 99000, or zero. For PICTURE PPP99, the literal must be within therange 0.00000 through 0.00099.
 � If the item is an elementary or group alphabetic, alphanumeric,alphanumeric-edited, or numeric-edited item, all VALUE clause literals mustbe nonnumeric literals. The literal is aligned according to the alphanumericalignment rules, with one additional restriction: the number of characters inthe literal must not exceed the size of the item.
 � The functions of the editing characters in a PICTURE clause are ignored indetermining the initial appearance of the item described. However, editingcharacters are included in determining the size of the item. Therefore, anyediting characters must be included in the literal. For example, if the item isdefined as PICTURE +999.99 and the value is to be +12.34, then the VALUEclause should be specified as VALUE "+012.34".
 Format 2
 Format 2—condition-name value��──88──condition-name-1─ ──┬ ┬─VALUE─ ──┬ ┬──── ── ──────────────────────────────� │ │└ ┘─IS─ └ ┘ ─VALUES─ ──┬ ┬───── └ ┘─ARE─
 ┌ ┐─────────────────────────────────────────�─ ───/ ┴─literal-1─ ──┬ ┬──────────────────────── ─.────────────────────────────�� └ ┘ ──┬ ┬─THROUGH─ ─literal-2─ └ ┘─THRU────
 This format associates a value, values, and/or range(s) of values with acondition-name. Each such condition-name requires a separate level-88 entry.Level-number 88 and condition-name are not part of the format 2 VALUE clauseitself. They are included in the format only for clarity.
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unless theassociated data item is a non-year-last windowed date field. For details, see“Rules for condition-name values:.”
 In the VALUE clause of a data description entry (format 2), all the literals specifiedfor the THROUGH phrase must be DBCS literals if the associated conditionalvariable is a DBCS data item. The figurative constants SPACE and SPACES can beused as DBCS literals.
 Under OS/390 and VM, the range of DBCS literals specified for theTHROUGH phrase is based on the binary collating sequence of the hexadecimalvalues of the DBCS characters.
 Under AIX and Windows, the range of nonnumeric literals or DBCSliterals specified for the THROUGH phrase is based on the collating sequenceindicated by the locale (except for single-byte character comparisons when anon-NATIVE collating sequence is in effect). For more information on locale, seeAppendix F, “Locale considerations (workstation only)” on page 515.
 The conditional variable cannot be an item with USAGE IS POINTER, USAGEIS PROCEDURE-POINTER, or USAGE IS OBJECT REFERENCE.
 VALUE clause
 condition-name-1A user-specified name that associates a value with a conditional variable. Ifthe associated conditional variable requires subscripts or indexes, eachprocedural reference to the condition-name must be subscripted or indexed asrequired for the conditional variable.
 Condition-names are tested procedurally in condition-name conditions (see“Conditional expressions” on page 214).
 literal-1When literal-1 is specified alone, the condition-name is associated with a singlevalue.
 literal-1 THROUGH literal-2The condition-name is associated with at least one range of values. Wheneverthe THROUGH phrase is used, literal-1 must be less than literal-2,
 Rules for condition-name values:
 � The VALUE clause is required in a condition-name entry, and must be theonly clause in the entry. Each condition-name entry is associated with apreceding conditional variable. Thus, every level-88 entry must always bepreceded either by the entry for the conditional variable, or by another level-88entry when several condition-names apply to one conditional variable. Eachsuch level-88 entry implicitly has the PICTURE characteristics of theconditional variable.
 � The key words THROUGH and THRU are equivalent.
 The condition-name entries associated with a particular conditional variablemust immediately follow the conditional variable entry. The conditionalvariable can be any elementary data description entry except anothercondition-name, a RENAMES clause (level-66 item), or an item with USAGE ISINDEX.
 A condition-name can be associated with a group item data description entry.In this case:— The condition-name value must be specified as a nonnumeric literal or
 figurative constant.
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USAGE other than USAGE IS DISPLAY can be specified within the group.
 The VALUE clause is allowed for internal floating-point data items.
 The VALUE clause is allowed for DBCS data items. Relation tests for DBCSdata items are performed according to the rules for comparison of DBCS items.These rules can be found in “Comparison of DBCS operands” on page 228.
 VALUE clause
 — The size of the condition-name value must not exceed the sum of the sizesof all the elementary items within the group.
 — No element within the group can contain a JUSTIFIED orSYNCHRONIZED clause.
 — No USAGE other than DISPLAY can be specified within the group.
 Condition-names can be specified both at the group level and at subordinatelevels within the group.
 The relation test implied by the definition of a condition-name at the grouplevel is performed in accordance with the rules for comparison of nonnumericoperands, regardless of the nature of elementary items within the group.
 A space, a separator comma, or a separator semicolon, must separatesuccessive operands.
 Each entry must end with a separator period.� The type of literal in a condition-name entry must be consistent with the data
 type of its conditional variable. In the following example:— CITY-COUNTY-INFO, COUNTY-NO, and CITY are conditional variables.
 The PICTURE associated with COUNTY-NO limits the condition-namevalue to a 2-digit numeric literal.
 The PICTURE associated with CITY limits the condition-name value to a3-character nonnumeric literal.
 — The associated condition-names are level-88 entries.
 Any values for the condition-names associated with CITY-COUNTY-INFOcannot exceed 5 characters.
 Because this is a group item, the literal must be nonnumeric.
 ?5 CITY-COUNTY-INFO. 88 BRONX VALUE "?3NYC". 88 BROOKLYN VALUE "24NYC". 88 MANHATTAN VALUE "31NYC". 88 QUEENS VALUE "41NYC". 88 STATEN-ISLAND VALUE "43NYC".
 1? COUNTY-NO PICTURE 99. 88 DUTCHESS VALUE 14. 88 KINGS VALUE 24. 88 NEW-YORK VALUE 31. 88 RICHMOND VALUE 43. 1? CITY PICTURE X(3). 88 BUFFALO VALUE "BUF". 88 NEW-YORK-CITY VALUE "NYC". 88 POUGHKEEPSIE VALUE "POK".?5 POPULATION...
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� If the item is a windowed date field, the following restrictions apply:— For alphanumeric conditional variables:
 – Both literal-1 and literal-2 (if specified) must be alphanumeric literalsof the same length as the conditional variable.
 – The literals must not be specified as figurative constants.– If literal-2 is specified, then both literals must contain only decimal
 digits.— If the YEARWINDOW compiler option is specified as a negative integer,
 then literal-2 must not be specified.— If literal-2 is specified, then literal-1 must be less than literal-2 after
 applying the century window specified by the YEARWINDOW compileroption. That is, the expanded date value of literal-1 must be less than theexpanded date value of literal-2.
 For more information on using condition-names with windowed date fields,see “Condition-name conditions and windowed date field comparisons” onpage 218.
 Format 3
 Format 3—NULL value��──VALUE─ ──┬ ┬──── ──┬ ┬─NULL── ──────────────────────────────────────────────�� └ ┘─IS─ └ ┘─NULLS─
 This format assigns an invalid address as the initial value of an item defined asUSAGE IS POINTER or USAGE IS PROCEDURE-POINTER. It also assigns aninvalid object reference as the initial value of an item defined as USAGE ISOBJECT REFERENCE.
 VALUE IS NULL can only be specified for elementary items described implicitlyor explicitly as USAGE IS POINTER, USAGE IS PROCEDURE-POINTER, orUSAGE IS OBJECT REFERENCE.
 VALUE clause
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VALUE clause
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Requirements for a method Procedure Division
 ENTRY statement
 EXIT METHOD statement
 GOBACK statement
 INVOKE statement
 Part 6. Procedure Division
 Procedure Division structure . . . . . . . 202. 203
 The Procedure Division header . . . . . . . . . . 204Declaratives . . . . . . . . . . . . . . . . . . . . . 207Procedures . . . . . . . . . . . . . . . . . . . . . 208Arithmetic expressions . . . . . . . . . . . . . . . 209Conditional expressions . . . . . . . . . . . . . . 214Statement categories . . . . . . . . . . . . . . . . 234Statement operations . . . . . . . . . . . . . . . . 238
 Procedure Division statements . . . . . 250ACCEPT statement . . . . . . . . . . . . . . . . . 250ADD statement . . . . . . . . . . . . . . . . . . . 255ALTER statement . . . . . . . . . . . . . . . . . . 258CALL statement . . . . . . . . . . . . . . . . . . 260CANCEL statement . . . . . . . . . . . . . . . . . 266CLOSE statement . . . . . . . . . . . . . . . . . . 268COMPUTE statement . . . . . . . . . . . . . . . . 272CONTINUE statement . . . . . . . . . . . . . . . 274DELETE statement . . . . . . . . . . . . . . . . . 275DISPLAY statement . . . . . . . . . . . . . . . . . 277DIVIDE statement . . . . . . . . . . . . . . . . . 280
 . . . . . . . . . . . . . . . . . . 283EVALUATE statement . . . . . . . . . . . . . . . 284EXIT statement . . . . . . . . . . . . . . . . . . . 288
 . . . . . . . . . . . . . 289EXIT PROGRAM statement . . . . . . . . . . . . 290
 . . . . . . . . . . . . . . . . 291GO TO statement . . . . . . . . . . . . . . . . . . 292IF statement . . . . . . . . . . . . . . . . . . . . . 294INITIALIZE statement . . . . . . . . . . . . . . . 296INSPECT statement . . . . . . . . . . . . . . . . . 298
 . . . . . . . . . . . . . . . . . 307MERGE statement . . . . . . . . . . . . . . . . . 314MOVE statement . . . . . . . . . . . . . . . . . . 320MULTIPLY statement . . . . . . . . . . . . . . . 325OPEN statement . . . . . . . . . . . . . . . . . . 327PERFORM statement . . . . . . . . . . . . . . . . 332READ statement . . . . . . . . . . . . . . . . . . 342RELEASE statement . . . . . . . . . . . . . . . . 349RETURN statement . . . . . . . . . . . . . . . . . 351REWRITE statement . . . . . . . . . . . . . . . . 353SEARCH statement . . . . . . . . . . . . . . . . . 356SET statement . . . . . . . . . . . . . . . . . . . . 362SORT statement . . . . . . . . . . . . . . . . . . . 368START statement . . . . . . . . . . . . . . . . . . 375STOP statement . . . . . . . . . . . . . . . . . . . 378STRING statement . . . . . . . . . . . . . . . . . 379SUBTRACT statement . . . . . . . . . . . . . . . 383UNSTRING statement . . . . . . . . . . . . . . . 386WRITE statement . . . . . . . . . . . . . . . . . . 393
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class definition,and method definition.
 Class Procedure DivisionThe class Procedure Division contains only method definitions. All methodsintroduced in a COBOL class compilation unit must be defined in thatcompilation unit's Procedure Division.
 Method Procedure DivisionA method Procedure Division consists of optional declaratives, and proceduresthat contain sections and/or paragraphs, sentences, and statements. A methodcan INVOKE other methods, be recursively INVOKEd, and issue a CALL to aprogram. A method Procedure Division cannot contain nested programs ormethods.
 For additional details on a method Procedure Division, see “Requirements fora method Procedure Division” on page 203.
 and method
 As an IBM extension, section-name can be omitted. If you omit section-name, paragraph-namecan be omitted.Priority-numbers are not valid for methods, recursive programs, or (under AIX and Windows)programs compiled with the THREAD option.
 Format—class Procedure Division��─ ─PROCEDURE DIVISION.─ ──┬ ┬─────────────────────── ───────────────────────────────────────────────�� │ │┌ ┐───────────────────── └ ┘───/ ┴─method-definition─
 Procedure Division Structure
 Procedure Division structure
 The Procedure Division is optional in a COBOL source program,
 Program Procedure DivisionA program Procedure Division consists of optional declaratives, andprocedures that contain sections and/or paragraphs, sentences, and statements.
 Format—program Procedure Division��─ ──┬ ┬─────────────────────────── ─────────────────────────────────────────────────────────────────────────────�
 └ ┘─procedure division header─
 �─ ──┬ ┬─────────────────────────────────────────────────────────────────────────────────────────────────── ──────� │ │┌ ┐─────────────────────────────────────────────────────────────── └ ┘ ─DECLARATIVES.─ ───/ ┴─┤ sect ├──.──USE─ ──┬ ┬─────────────────────────────────────── ─END DECLARATIVES.─ │ │┌ ┐───────────────────────────────────── └ ┘ ───/ ┴ ─paragraph-name.─ ──┬ ┬────────────── │ │┌ ┐──────────── └ ┘ ───/ ┴─sentence─
 ┌ ┐────────────────────────────────────────────────────────────────────────────────────────────────�─ ───/ ┴ ─section-name───(1)─SECTION─ ──┬ ┬─────────────────── ─.─ ──┬ ┬─────────────────────────────────────── ──────────�� └ ┘─priority-number───(2) │ │┌ ┐───────────────────────────────────── └ ┘ ───/ ┴ ─paragraph-name.─ ──┬ ┬────────────── │ │┌ ┐──────────── └ ┘ ───/ ┴─sentence─
 sect├──section-name──SECTION─ ──┬ ┬─────────────────── ───────────────────────────────────────────────────────────────┤ └ ┘─priority-number───(2)
 Notes:1
 2
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Requirements for a method Procedure Division
 When using a method Procedure Division, you need to know that:� You can use the EXIT METHOD statement or the GOBACK statement to
 return control to the invoking method or program. An implicit EXITMETHOD statement is generated as the last statement of every methodprocedure division.
 For details on the EXIT METHOD statement, see “EXIT METHOD statement”on page 289.
 � You can use the STOP RUN statement (which terminates the run unit) in amethod.
 � You can use the RETURN-CODE special register within a method ProcedureDivision to access return codes from CALLed subprograms, but theRETURN-CODE value is not returned to the invoker of the current method.Use the Procedure Division RETURNING data name to return a value to theinvoker of the current method. For details, see the discussion of RETURNINGdata-name-2 under “The Procedure Division header” on page 204.
 You cannot specify the following statements in a method PROCEDURE DIVISION:� ALTER� ENTRY� EXIT PROGRAM� GO TO without a specified procedure name� SEGMENTATION� USE FOR DEBUGGING
 The following special registers are allocated on a per-invocation basis for methods;thus, they are in initial state on each method entry.� ADDRESS OF (for each record in the Linkage Section)� RETURN-CODE� SORT-CONTROL� SORT-CORE-SIZE� SORT-FILE-SIZE� SORT-MESSAGE� SORT-MODE-SIZE� SORT-RETURN� TALLY
 Procedure Division Structure
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and methods
 REFERENCEBY
 VALUEBY
 RETURNING data-name-2
 Format—Procedure Division header for classes��──PROCEDURE DIVISION──.──────────────────────────────────────────────────��
 or an invoked method.
 or a method is invoked by the INVOKE statement orINVOKE
 or invoked method
 A data item in the USING phrase of the Procedure Division header can have aREDEFINES clause in its data description entry.
 In a called subprogram entered at the first executable statement following anENTRY statement, the USING option is valid in the ENTRY statement; eachUSING identifier must be defined as a level-01 or level-77 item in the LinkageSection of the called subprogram or invoked method.
 or INVOKE
 Each USING identifier in a calling program can be a data item of any level inthe Data Division.
 If you specify the host data type compileroptions (CHAR(EBCDIC), FLOAT(HEX), or BINARY(S390)), you must specifythe NATIVE phrase on any arguments with data types affected by these
 Procedure Division header
 The Procedure Division header
 The Procedure Division, if specified, is identified by one of the following headers,depending on whether you are defining a program, method, or class.
 Format—Procedure Division header for programs ��──PROCEDURE DIVISION──────────────────────────────────────────────────────�
 �─ ──┬ ┬─────────────────────────────────────────────────── ───────────────────� │ │┌ ┐────────────────────────────────────────── │ ││ │┌ ┐───────────── └ ┘ ─USING─ ───/ ┴─ ─ ──┬ ┬─────────────────── ───/ ┴data-name-1 ├ ┤ ──┬ ┬──── ─ ─ │ │└ ┘─ ─ └ ┘ ──┬ ┬──── ─ ───── └ ┘─ ─
 �─ ──┬ ┬────────────────────────── ─.─────────────────────────────────────────�� └ ┘── ─ ─ ─ ─
 USINGThe USING phrase makes data items defined in a calling program available toa called subprogram
 Only specify the USING phrase if the program is invoked by a CALLstatement and the CALL
 statement includes a USING phrase.
 The USING phrase is valid in the Procedure Division header of a calledsubprogram entered at the beginning of the nondeclaratives portion; eachUSING identifier must be defined as a level-01 or level-77 item in the LinkageSection of the called subprogram ; it must not contain aREDEFINES clause.
 In a calling program, theUSING phrase is valid for the CALL statement; each USINGidentifier must be defined as a level-01, level-77, or an elementary item in theData Division.
 It is possible to call from non-COBOL programs or pass user parameters froma system command to a COBOL main program.
 For AIX and Windows, command-line arguments are alwayspassed in as native data types.
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compiler options. (Note, the BINARY compiler option is applicable only toWindows programs.)
 or invoking and invoked methods
 Forinvoking and invoked methods, see “Conformance requirements for USINGphrase” on page 310.
 or invoking and invoked methods
 or INVOKE USING or invoking method
 or invoked method
 As an IBM extension, an identifier can appear more than once in a ProcedureDivision USING phrase. The last value passed to it by a CALL USING orINVOKE USING statement is used. The BY REFERENCE or BY VALUEphrase applies to all parameters that follow until overridden by another BYREFERENCE or BY VALUE phrase.
 BY REFERENCEWhen a CALL or INVOKE argument is passed BY CONTENT or BYREFERENCE, BY REFERENCE must be specified or implied for thecorresponding formal parameter on the PROCEDURE/ENTRY USINGphrase.
 BY REFERENCE is the default if neither BY REFERENCE or BY VALUE isspecified.
 If the reference to the corresponding data item in the CALL or INVOKEstatement declares the parameter to be passed BY REFERENCE (explicit orimplicit), the object program executes as if each reference to a USINGidentifier in the called subprogram or invoked method Procedure Divisionis replaced by a reference to the corresponding USING identifier in thecalling program or invoked method.
 If the reference to the corresponding data item in the CALL or INVOKEstatement declares the parameter to be passed BY CONTENT, the value ofthe item is moved when the CALL or INVOKE statement is executed andplaced into a system-defined storage item possessing the attributesdeclared in the Linkage Section for data-name-1. The data description ofeach parameter in the BY CONTENT phrase of the CALL or INVOKEstatement must be the same, meaning no conversion or extension ortruncation, as the data description of the corresponding parameter in theUSING phrase of the Procedure Division header.
 BY VALUEIf the reference to the corresponding data item in the CALL or INVOKEstatement declares the parameter to be passed BY VALUE, then the valueof the argument is passed, not a reference to the sending data item. SinceCALLed subprograms and INVOKEd methods have access only to atemporary copy of the sending data item, any modifications made to the
 Procedure Division header
 The order of appearance of USING identifiers in both calling and calledsubprograms , determines thecorrespondence of single sets of data available to both programs. Thecorrespondence is positional and not by name. For calling and calledsubprograms, corresponding identifiers must contain the same number ofcharacters, although their data descriptions need not be the same.
 For index-names, no correspondence is established; index-names in calling andcalled programs always refer to separateindexes.
 The identifiers specified in a CALL USING statementname data items available to the calling program that canbe referred to in the called program ; a given identifier canappear more than once. These items are defined in any Data Division section.
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formal parameters corresponding to the BY VALUE argument do not affectthe argument.
 Examples illustrating these concepts can be found in IBM COBOLProgramming Guide for your platform.
 RETURNING data-name-2Is the RETURNING phrase identifier. It specifies a data item to be returned asa program or method result. You must define data-name-2 as either a level 01or 77 entry in the Linkage Section.
 Data-name-2 is an output-only parameter. The initial state of data-name-2 hasan undefined and unpredictable value when the program or method isentered. You must initialize data-name-2 in the program or method beforeyou reference its value. When a program or method returns to its invoker, thefinal value in data-name-2 is implicitly stored into the identifier specified inthe CALL RETURNING phrase or the INVOKE RETURNING phrase, asdescribed in “CALL statement” on page 260 or “INVOKE statement” onpage 307.
 When you specify Procedure Division RETURNING data-name-2, theRETURN-CODE special register can be used within the PROCEDUREDIVISION only as a means of accessing return codes from CALLedsubprograms. The RETURN-CODE value is not returned to the caller of thecurrent program (the value in data-name-2 is).
 When the RETURNING phrase is specified on the PROCEDURE DIVISIONheader of a program or method, the CALL or INVOKE statement used to passcontrol to the program or method must also specify a RETURNING phrase.The data-name-2 and the identifier specified on the CALL or INVOKERETURNING must have the same PICTURE, USAGE, SIGN, SYNCHRONIZE,JUSTIFIED, and BLANK WHEN ZERO clauses (except that PICTURE clausecurrency symbols can differ, and periods and commas can be interchanged dueto the DECIMAL POINT IS COMMA clause).
 Do not use the Procedure Division RETURNING phrase in:
 � Programs that contain the ENTRY statement� Nested programs� Main programs— results of specifying Procedure Division RETURNING
 on a main program are undefined. You should only specify the ProcedureDivision RETURNING phrase on called subprograms. For main programs,use the RETURN-CODE special register to return a value to the operatingenvironment.
 � Under OS/390 and VM, on programs that use CEEPIPI—resultsof specifying Procedure Division RETURNING on programs that are calledwith the Language Environment preinitialization service (CEEPIPI) areundefined.
 or invokedmethod
 orthe ENTRY statement
 � They are operands of SET ADDRESS OF, CALL...BY REFERENCE ADDRESSOF, or INVOKE...BY REFERENCE ADDRESS OF
 Procedure Division header
 Data items defined in the Linkage Section of the called program, can be referenced within the Procedure Division of that program if, and
 only if, they satisfy one of the following conditions:� They are operands of the USING phrase of the Procedure Division header
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3. LABEL declarative (see “USE statement” on page 482)
 As IBM extensions, the following apply to declarative procedures:Under AIX, Windows, OS/390, and VM:� A declarative procedure can be performed from a nondeclarative
 procedure.Additionally, under OS/390 and VM:� A nondeclarative procedure can be performed from a declarative
 procedure.� A declarative procedure can be referenced in a GO TO statement in a
 declarative procedure.
 Declaratives
 � They are defined with a REDEFINES or RENAMES clause, the object of whichsatisfies the above conditions
 � They are items subordinate to any item that satisfies the condition in the rulesabove
 � They are condition-names or index-names associated with data items thatsatisfy any of the above conditions
 Declaratives
 Declaratives provide one or more special-purpose sections that are executed whenan exceptional condition occurs.
 When Declarative Sections are specified, they must be grouped at the beginning ofthe Procedure Division, and the entire Procedure Division must be divided intosections.
 Each Declarative Section starts with a USE statement that identifies the section'sfunction; the series of procedures that follow specify what actions are to be takenwhen the exceptional condition occurs. Each Declarative Section ends withanother section-name followed by a USE statement, or with the key words ENDDECLARATIVES. See “USE statement” on page 482 for more information on theUSE statement.
 The entire group of Declarative Sections is preceded by the key wordDECLARATIVES, written on the line after the Procedure Division header; thegroup is followed by the key words END DECLARATIVES. The key wordsDECLARATIVES and END DECLARATIVES must each begin in Area A and befollowed by a separator period. No other text can appear on the same line.
 In the declaratives part of the Procedure Division, each section header must befollowed by a separator period, and must be followed by a USE statement,followed by a separator period. No other text can appear on the same line.
 The USE statement has three formats:1. EXCEPTION declarative (see “USE statement” on page 482)2. DEBUGGING declarative (see “USE statement” on page 482)
 The USE statement itself is never executed; instead, the USE statement defines theconditions that execute the succeeding procedural paragraphs, which specify theactions to be taken. After the procedure is executed, control is returned to theroutine that activated it.
 Within a declarative procedure, except for the USE statement itself, there must beno reference to any nondeclarative procedure.
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� A nondeclarative procedure can be referenced in a GO TO statement in adeclarative procedure.
 You can include a statement that executes a previously called USE procedure thatis still in control. However, to avoid an infinite loop, you must be sure there is aneventual exit at the bottom.
 Section-headers are optional after the key words END DECLARATIVES orif there are no declaratives.
 or a positive signed numeric literal
 You cannot specify priority-numbers:
 � In a method definition� In a program that is declared with the RECURSIVE attribute� In a program that specifies the THREAD compiler option (Workstation
 only)
 Procedures
 Within a declarative procedure, no statement should be included that would causethe execution of a USE procedure that had been previously called and had not yetreturned control to the calling routine.
 The declarative procedure is exited when the last statement in the procedure isexecuted.
 Procedures
 Within the Procedure Division, a procedure consists of:� A section or a group of sections� A paragraph or group of paragraphs
 A procedure-name is a user-defined name that identifies a section or a paragraph.
 SectionA section-header optionally followed by one or more paragraphs.
 Section-headerA section-name followed by the key word SECTION, optionally followed,by a priority-number, followed by a separator period.
 Section-nameA user-defined word that identifies a section. A referencedsection-name, because it cannot be qualified, must be unique withinthe program in which it is defined.
 Priority-numberAn integer ranging in value from 0through 99.
 Sections in the declaratives portion must contain priority numbers in therange of 0 through 49.
 A section ends immediately before the next section header, or at the end ofthe Procedure Division, or, in the declaratives portion, at the key wordsEND DECLARATIVES.
 ParagraphA paragraph-name followed by a separator period, optionally followed by oneor more sentences.
 208 COBOL Language Reference

Page 221
                        

If there are no declaratives (format-2), a paragraph-name is not required inthe Procedure Division.
 As an IBM extension, all paragraphs do not need to be contained withinsections, even if one or more paragraphs are so contained.
 Arithmetic expressions
 Note: Paragraphs must be preceded by a period because paragraphs alwaysfollow either the ID Division header, a Section, or another paragraph, all ofwhich must end with a period.
 Paragraph-nameA user-defined word that identifies a paragraph. A paragraph-name,because it can be qualified, need not be unique.
 A paragraph ends immediately before the next paragraph-name or sectionheader, or at the end of the Procedure Division, or, in the declaratives portion,at the key words END DECLARATIVES.
 SentenceOne or more statements terminated by a separator period.
 StatementA syntactically valid combination of identifiers and symbols (literals,relational-operators, and so forth) beginning with a COBOL verb.
 identifierThe word or words necessary to make unique reference to a dataitem, optionally including qualification, subscripting, indexing, andreference-modification. In any Procedure Division reference(except the class test), the contents of an identifier must becompatible with the class specified through its PICTURE clause, orresults are unpredictable.
 Execution begins with the first statement in the Procedure Division, excludingdeclaratives. Statements are executed in the order in which they are presentedfor compilation, unless the statement rules dictate some other order ofexecution.
 The end of the Procedure Division is indicated by one of the following:
 � An Identification Division header, which indicates the start of a nestedsource program
 � The END PROGRAM header� The physical end of the program; that is, the physical position in a source
 program after which no further source program lines occur
 Arithmetic expressions
 Arithmetic expressions are used as operands of certain conditional and arithmeticstatements.
 An arithmetic expression can consist of any of the following:1. An identifier described as a numeric elementary item (including numeric
 functions)2. A numeric literal3. The figurative constant ZERO4. Identifiers and literals, as defined in items 1, 2, and 3, separated by arithmetic
 operators
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Arithmetic expressions
 5. Two arithmetic expressions, as defined in items 1, 2, 3, and/or 4, separated byan arithmetic operator
 6. An arithmetic expression, as defined in items 1, 2, 3, 4, and/or 5, enclosed inparentheses.
 Any arithmetic expression can be preceded by a unary operator.
 Identifiers and literals appearing in arithmetic expressions must represent eithernumeric elementary items or numeric literals on which arithmetic can beperformed.
 If an exponential expression is evaluated as both a positive and a negative number,the result will always be the positive number. The square root of 4, for example,
 4 VV ?.5 (the square root of 4)
 is evaluated as +2 and -2. IBM COBOL always returns +2.
 If the value of an expression to be raised to a power is zero, the exponent musthave a value greater than zero. Otherwise, the size error condition exists. In anycase where no real number exists as the result of the evaluation, the size errorcondition exists.
 Arithmetic operators
 Five binary arithmetic operators and two unary arithmetic operators (Table 14) canbe used in arithmetic expressions. They are represented by specific characters thatmust be preceded and followed by a space.
 Note: Exponents in fixed-point exponential expressions cannot contain more than9 digits. The compiler will truncate any exponent with more than 9 digits. In thiscase, the compiler will issue a diagnostic message if the exponent is a literal orconstant; if the exponent is a variable or data-name, a diagnostic is issued atrun-time.
 Parentheses can be used in arithmetic expressions to specify the order in whichelements are to be evaluated.
 Expressions within parentheses are evaluated first. When expressions arecontained within a nest of parentheses, evaluation proceeds from the leastinclusive to the most inclusive set.
 When parentheses are not used, or parenthesized expressions are at the same levelof inclusiveness, the following hierarchic order is implied:1. Unary operator2. Exponentiation3. Multiplication and division4. Addition and subtraction.
 Table 14. Binary and unary operators
 Binaryoperator Meaning
 Unaryoperator Meaning
 + Addition + Multiplication by +1
 − Subtraction − Multiplication by −1
 * Multiplication
 / Division
 ** Exponentiation
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Arithmetic with date fields
 Arithmetic operations that include a date field are restricted to:� Adding a non-date to a date field� Subtracting a non-date from a date field� Subtracting a date field from a compatible date field
 Date field operands are compatible if they have the same date format except forthe year part, which can be windowed or expanded.
 The following operations are not allowed:� Any operation between incompatible dates� Adding two date fields� Subtracting a date field from a non-date� Unary minus, applied to a date field� Division, exponentiation, or multiplication of or by a date field� Arithmetic expressions that specify a year-last date field
 Arithmetic expressions
 Parentheses either eliminate ambiguities in logic where consecutive operationsappear at the same hierarchic level or modify the normal hierarchic sequence ofexecution when this is necessary. When the order of consecutive operations at thesame hierarchic level is not completely specified by parentheses, the order is fromleft to right.
 An arithmetic expression can begin only with a left parenthesis, a unary operator,or an operand (that is, an identifier or a literal). It can end only with a rightparenthesis or an operand. An arithmetic expression must contain at least onereference to an identifier or a literal.
 There must be a one-to-one correspondence between left and right parentheses inan arithmetic expression, with each left parenthesis placed to the left of itscorresponding right parenthesis.
 If the first operator in an arithmetic expression is a unary operator, it must beimmediately preceded by a left parenthesis if that arithmetic expressionimmediately follows an identifier or another arithmetic expression.
 Table 15 shows permissible arithmetic symbol pairs. An arithmetic symbol pair isthe combination of two such symbols in sequence. In the table:
 Yes indicates a permissible pairing.No indicates that the pairing is not permitted.
 Table 15. Valid arithmetic symbol pairs
 First symbol
 Second symbol
 Identifieror literal
 * / ** +−
 Unary +orunary − ( )
 Identifier or literal No Yes No No Yes
 * / ** + − Yes No Yes Yes No
 Unary + or unary − Yes No No Yes No
 ( Yes No Yes Yes No
 ) No Yes No No Yes
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� Arithmetic statements that specify a year-last date field, except as a receivingdata item when the sending field is a non-date
 The following pages describe the result of using date fields in the supportedaddition and subtraction operations.
 For more information on using date fields in arithmetic operations, see:� “ADD statement” on page 255� “COMPUTE statement” on page 272� “SUBTRACT statement” on page 383
 Notes:
 1. Arithmetic operations treat date fields as numeric items; they do not recognizeany date-specific internal structure. For example, adding 1 to a windoweddate field containing the value 991231 (that might be used in an application torepresent December 31, 1999) results in the value 991232, not 000101.
 2. When used as operands in arithmetic expressions or arithmetic statements,windowed date fields are automatically expanded according to the centurywindow specified by the YEARWINDOW compiler option. Whenthe DATEPROC(TRIG) compiler option is in effect, this expansion is sensitiveto trigger values in the windowed date field. For details of
 both regular and trigger-sensitive windowed expansion,see “Semantics of windowed date fields” on page 149.
 Addition involving date fields
 The following table shows the result of using a date field with a compatibleoperand in an addition.
 For details on how a result is stored in a receiving field, see “Storing arithmeticresults that involve date fields” on page 213.
 Subtraction involving date fields
 The following table shows the result of using a date field with a compatibleoperand in the subtraction:
 first operand − second operand
 In a SUBTRACT statement, these operands appear in the reverse order:
 SUBTRACT second operand FROM first operand
 Table 16. Results of using date fields in addition
 First operand
 Second operand
 Non-date Date field
 Non-date Non-date Date field
 Date field Date field Not allowed
 Table 17. Results of Using date fields in subtraction
 First operand
 Second operand
 Non-date Date field
 Non-date Non-date Not allowed
 Date field Date field Non-date
 Arithmetic expressions
 212 COBOL Language Reference

Page 225
                        

Storing arithmetic results that involve date fields
 The following statements perform arithmetic, then store the result, or sending field,into one or more receiving fields: ADD COMPUTE DIVIDE MULTIPLY SUBTRACT
 Note: In a MULTIPLY statement, only GIVING identifiers can be date fields. In aDIVIDE statement, only GIVING identifiers or the REMAINDER identifier can bedate fields.
 Any windowed date fields that are operands of the arithmetic expression orstatement are treated as if they were expanded before use, as described under“Semantics of windowed date fields” on page 149.
 If the sending field is a date field, then the receiving field must be a compatibledate field. That is, both fields must have the same date format, except for the yearpart, which can be windowed or expanded.
 If the ON SIZE ERROR clause is not specified on the statement, the store operationfollows the existing COBOL rules for the statement, and proceeds as if thereceiving and sending fields (after any automatic expansion of windowed datefield operands or result) were both non-dates.
 When the ON SIZE ERROR clause is specified, Table 18 on page 214 shows howthese statements store the value of a sending field in a receiving field, where eitherfield may be a date field.
 Table 18 on page 214 uses the following terms to describe how the store isperformed:
 Non-windowedThe statement performs the store with no special date-sensitive size errorprocessing, as described under “SIZE ERROR phrases” on page 240.
 Windowed...
 ...with non-date sending fieldThe non-date sending field is treated as a windowed date field compatiblewith the windowed date receiving field, but with the year partrepresenting the number of years since 1900. (This representation issimilar to a windowed date field with a base year of 1900, except that theyear part is not limited to a positive number of at most 2 digits.) The storeproceeds as if this assumed year part of the sending field were expandedby adding 1900 to it.
 ...with date sending fieldThe store proceeds as if all windowed date field operands had beenexpanded as necessary, so that the sending field is a compatible expandeddate field.
 Size error processing: For both kinds of sending field, if the assumed oractual year part of the sending field falls within the century window, thenthe sending field is stored in the receiving field after removing the centurycomponent of the year part. That is, the low-order or rightmost 2 digits ofthe expanded year part are retained, and the high-order or leftmost 2digits are discarded.
 Arithmetic expressions
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If the year part does not fall within the century window, then the receivingfield is unmodified, and the size error imperative statement is executedwhen any remaining arithmetic operations are complete.
 For example:
 77 DUE-DATE PICTURE 9(5) DATE FORMAT YYXXX.77 IN-DATE PICTURE 9(8) DATE FORMAT YYYYXXX VALUE 1995??1.
 ...COMPUTE DUE-DATE = IN-DATE + 1????ON SIZE ERROR imperative-statement
 END-COMPUTE
 The sending field is an expanded date field representing January 1, 2005.Assuming that 2005 falls within the century window, the value stored inDUE-DATE is 05001—the sending value of 2005001 without the centurycomponent 20.
 Size error processing and trigger values: If the DATEPROC(TRIG) compileroption is in effect, and the sending field contains a trigger value (either zero or allnines) the size error imperative statement is executed, and the result is not storedin the receiving field.
 A non-date is considered to have a trigger value of all nines if it has a nine inevery digit position of its assumed date format. Thus, for a receiving date formatof YYXXX, the non-date value 99,999 is a trigger, but the values 9,999 and 999,999are not, although the larger value of 999,999 will cause a size error anyway.
 Table 18. Storing arithmetic results involving date fields when ON SIZE ERROR is specified
 Receiving field
 Sending field
 Non-date Date field
 Non-date Non-windowed Not allowed
 Windowed date field Windowed Windowed
 Expanded date field Non-windowed Non-windowed
 Conditional expressions
 Conditional expressions
 A conditional expression causes the object program to select alternative paths ofcontrol, depending on the truth value of a test. Conditional expressions arespecified in EVALUATE, IF, PERFORM, and SEARCH statements.
 A conditional expression can be specified in either simple conditions or complexconditions. Both simple and complex conditions can be enclosed within anynumber of paired parentheses; the parentheses do not change whether thecondition is simple or complex.
 Simple conditions
 There are five simple conditions:� Class condition� Condition-name condition� Relation condition� Sign condition� Switch-status condition
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The class condition determines whether the contents of a data item are DBCS orKANJI.
 DBCSKANJI
 Identifier-1 can reference a data item whose usage is explicitly or implicitlyDISPLAY-1.
 or (as IBM extensions) USAGE COMPUTATIONAL-3, or USAGEPACKED-DECIMAL
 Conditional expressions
 A simple condition has a truth value of either true or false.
 Class condition
 The class condition determines whether the content of a data item is alphabetic,alphabetic-lower, alphabetic-upper, numeric, or contains only the characters in theset of characters specified by the CLASS clause as defined in the SPECIAL-NAMESparagraph of the Environment Division.
 Format ��──identifier-1─ ──┬ ┬──── ──┬ ┬───── ──┬ ┬─NUMERIC────────── ───────────────────�� └ ┘─IS─ └ ┘─NOT─ ├ ┤─ALPHABETIC─────── ├ ┤─ALPHABETIC-LOWER─ ├ ┤─ALPHABETIC-UPPER─ ├ ┤─class-name─────── ├ ┤─ ───────────── └ ┘─ ────────────
 identifier-1Must reference a data item whose usage is explicitly or implicitly DISPLAY.
 If identifier-1 is a function-identifier, it must reference an alphanumericfunction.
 NOTWhen used, NOT and the next key word define the class test to be executedfor truth value. For example, NOT NUMERIC is a truth test for determiningthat an identifier is nonnumeric.
 NUMERICIdentifier consists entirely of the characters 0 through 9, with or without anoperational sign.
 If its PICTURE does not contain an operational sign, the identifier being testedis determined to be numeric only if the contents are numeric and anoperational sign is not present.
 If its PICTURE does contain an operational sign, the identifier being tested isdetermined to be numeric only if the item is an elementary item, the contentsare numeric, and a valid operational sign is present.
 The NUMERIC test cannot be used with an identifier described as alphabeticor as a group item that contains one or more signed elementary items.
 For numeric data items, the identifier being tested can be described as USAGEDISPLAY
 .
 ALPHABETICIdentifier consists entirely of any combination of the lowercase or uppercasealphabetic characters A through Z and the space.
 The ALPHABETIC test cannot be used with an identifier described as numeric.
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DBCS Under OS/390 and VM, the identifier consists entirely of DBCS
 characters. For DBCS data items, the identifier being tested must be describedexplicitly or implicitly as USAGE DISPLAY-1. Each byte of the DBCSidentifier being tested can contain characters that range in value from X'00'through X'FF'.
 Under AIX and Windows, the identifier contains DBCS charactersthat correspond to valid OS/390 DBCS characters.
 For all platforms, a range check is performed on the data portion of the itemfor valid character representation. The valid range is X'41' through X'FE' forboth bytes of each DBCS character and X'4040' for the DBCS blank. (Theseranges are for the equivalent DBCS character representation for OS/390, notthe actual DBCS character value ranges of the workstation DBCS characters.)
 KANJI Under OS/390 and VM, the identifier consists entirely of DBCS
 characters. For KANJI data items, the identifier being tested must be describedexplicitly or implicitly as USAGE DISPLAY-1. Each byte of the DBCSidentifier being tested can contain characters that range in value from X'00'through X'FF'.
 Under AIX and Windows the identifier contains DBCS charactersthat correspond to valid OS/390 DBCS characters.
 For all platforms, a range check is performed on the data portion of the itemfor valid character representation. The valid range is from X'41' throughX'7F' for the first byte, from X'41' through X'FE' for the second byte, andX'4040' for the DBCS blank. (These ranges are for the equivalent DBCScharacter representation for OS/390, not the actual DBCS character valueranges of the workstation DBCS characters.)
 The class test is not valid for items defined as USAGE IS POINTER or USAGE ISPROCEDURE-POINTER, as these items do not belong to any class or category.
 The class condition cannot be used for external floating-point (USAGE DISPLAY)or internal floating-point (USAGE COMP-1 and USAGE COMP-2) items.
 Conditional expressions
 ALPHABETIC-LOWERIdentifier consists entirely of any combination of the lowercase alphabeticcharacters a through z and the space.
 The ALPHABETIC-LOWER test cannot be used with an identifier described asnumeric.
 ALPHABETIC-UPPERIdentifier consists entirely of any combination of the uppercase alphabeticcharacters A through Z and the space.
 The ALPHABETIC-UPPER test cannot be used with an identifier described asnumeric.
 class-nameIdentifier consists entirely of the characters listed in the definition ofclass-name in the SPECIAL-NAMES paragraph.
 The class-name test must not be used with an identifier described as numeric.
 The class test is not valid for items defined as USAGE IS INDEX, as these items donot belong to any class or category.
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or internal-decimal
 DBCS DBCSKANJI
 NOT DBCSNOT KANJI
 Condition-names with DBCS and floating-point values are allowed.
 Conditional expressions
 Table 19 shows valid forms of the class test.
 Table 19. Valid forms of the class test for different types of identifiers
 Type of identifier Valid forms of the class test
 Alphabetic ALPHABETICALPHABETIC-LOWERALPHABETIC-UPPERclass-name
 NOT ALPHABETICNOT ALPHABETIC-LOWERNOT ALPHABETIC-UPPERNOT class-name
 Alphanumeric,alphanumeric-edited, ornumeric-edited
 ALPHABETICALPHABETIC-LOWERALPHABETIC-UPPERNUMERICclass-name
 NOT ALPHABETICNOT ALPHABETIC-LOWERNOT ALPHABETIC-UPPERNOT NUMERICNOT class-name
 External-decimal NUMERIC NOT NUMERIC
 Condition-name condition
 A condition-name condition tests a conditional variable to determine whether itsvalue is equal to any value(s) associated with the condition-name.
 Format ��──condition-name─────────────────────────────────────────────────────────��
 A condition-name is used in conditions as an abbreviation for the relationcondition. The rules for comparing a conditional variable with a condition-namevalue are the same as those specified for relation conditions.
 If the condition-name has been associated with a range of values (or with severalranges of values), the conditional variable is tested to determine whether or not itsvalue falls within the range(s), including the end values. The result of the test istrue if one of the values corresponding to the condition-name equals the value ofits associated conditional variable.
 The following example illustrates the use of conditional variables andcondition-names:
 ?1 AGE-GROUP PIC 99. 88 INFANT VALUE ?.
 88 BABY VALUE 1, 2.88 CHILD VALUE 3 THRU 12.88 TEEN-AGER VALUE 13 THRU 19.
 AGE-GROUP is the conditional variable; INFANT, BABY, CHILD, andTEEN-AGER are condition-names. For individual records in the file, only one ofthe values specified in the condition-name entries can be present.
 The following IF statements can be added to the above example to determine theage group of a specific record:
 IF INFANT... (Tests for value ?)IF BABY... (Tests for values 1, 2)IF CHILD... (Tests for values 3 through 12)IF TEEN-AGER... (Tests for values 13 through 19)
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Condition-name conditions and windowed date fieldcomparisons
 If the conditional variable is a windowed date field, then the values associatedwith its condition-names are treated like values of the windowed date field; that is,they are treated as if they were converted to expanded date format, as describedunder “Semantics of windowed date fields” on page 149.
 For example, given YEARWINDOW(1945), specifying a century window of1945–2044, and the following definition:
 ?5 DATE-FIELD PIC 9(6) DATE FORMAT YYXXXX. 88 DATE-TARGET VALUE ?5122?.
 then a value of 051220 in DATE-FIELD would cause the following condition to betrue:
 IF DATE-TARGET...
 because the value associated with DATE-TARGET and the value of DATE-FIELDwould both be treated as if they were prefixed by “20” before comparison.
 However, the following condition would be false:
 IF DATE-FIELD = ?5122?...
 because, in a comparison with a windowed date field, literals are treated as if theyare prefixed by “19”, regardless of the century window. So the above conditioneffectively becomes:
 IF 2??5122? = 19?5122?...
 For more information on using windowed date fields in conditional expressions,see “Date fields” on page 219.
 A nonnumeric literal can be enclosedin parentheses within a relation condition.
 Conditional expressions
 Depending on the evaluation of the condition-name condition, alternative paths ofexecution are taken by the object program.
 Relation condition
 A relation condition compares two operands, either of which can be an identifier,literal, arithmetic expression, or index-name.
 Format 1��──operand-1─ ──┬ ┬──── ──┬ ┬ ──┬ ┬───── ──┬ ┬ ─GREATER─ ──┬ ┬────── ───── ─operand-2──�� └ ┘─IS─ │ │└ ┘─NOT─ │ │└ ┘─THAN─ │ │├ ┤─>───────────────── │ │├ ┤ ─LESS─ ──┬ ┬────── ─── │ ││ │└ ┘─THAN─ │ │├ ┤─<───────────────── │ │├ ┤ ─EQUAL─ ──┬ ┬──── ──── │ ││ │└ ┘─TO─ │ │└ ┘─=───────────────── ├ ┤ ─GREATER─ ──┬ ┬────── ─OR EQUAL─ ──┬ ┬──── │ │└ ┘─THAN─ └ ┘─TO─ ├ ┤─>=────────────────────────────────── ├ ┤ ─LESS─ ──┬ ┬────── ─OR EQUAL─ ──┬ ┬──── ─── │ │└ ┘─THAN─ └ ┘─TO─ └ ┘─<=──────────────────────────────────
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Date fields
 Date fields can be alphanumeric, external decimal, or internal decimal; the existingrules for the validity and mode (numeric or nonnumeric) of comparing such itemsstill apply. For example, an alphanumeric date field cannot be compared with aninternal decimal date field. In addition to these rules, two date fields can becompared only if they are compatible; they must have the same date format exceptfor the year part, which can be windowed or expanded.
 For year-last date fields, the only comparisons that are supported are IS EQUALTO and IS NOT EQUAL TO between two year-last date fields with identical dateformats, or between a year-last date field and a non-date.
 Table 21 on page 220 shows supported comparisons for non-year-last date fields.This table uses the following terms to describe how the comparisons areperformed:
 Non-windowedThe comparison is performed with no windowing, as if the operands wereboth non-dates.
 WindowedThe comparison is performed as if:
 1. Any windowed date field in the relation were expanded according tothe century window specified by the YEARWINDOW compiler option,as described under “Semantics of windowed date fields” on page 149.
 Conditional expressions
 operand-1The subject of the relation condition. Can be an identifier, literal,function-identifier, arithmetic expression, or index-name.
 operand-2The object of the relation condition. Can be an identifier, literal,function-identifier, arithmetic expression, or index-name.
 The relation condition must contain at least one reference to an identifier.
 The relational operator specifies the type of comparison to be made. Table 20shows relational operators and their meanings. Each relational operator must bepreceded and followed by a space. The relational operators >= and <= must nothave a space between them.
 Table 20. Relational operators and their meanings
 Relational operator Can be written Meaning
 IS GREATER THAN IS > Greater than
 IS NOT GREATER THAN IS NOT > Not greater than
 IS LESS THAN IS < Less than
 IS NOT LESS THAN IS NOT < Not less than
 IS EQUAL TO IS = Equal to
 IS NOT EQUAL TO IS NOT = Not equal to
 IS GREATER THAN OREQUAL TO
 IS >= Is greater than or equal to
 IS LESS THAN OR EQUALTO
 IS <= Is less than or equal to
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This expansion is sensitive to trigger values in the date fieldcomparand if the DATEPROC(TRIG) compiler option is in effect.
 2. Any repetitive alphanumeric figurative constant were expanded to thesize of the windowed date field with which it is compared, giving analphanumeric non-date comparand. Repetitive alphanumericfigurative constants include ZERO (in an alphanumeric context),SPACE, LOW-VALUE, HIGH-VALUE, QUOTE and ALL literal.
 3. Any non-date operands were treated as if they had the same dateformat as the date field, but with a base year of 1900.
 If the DATEPROC(NOTRIG) compiler option is in effect, thecomparison is performed as if the non-date operand were expanded byassuming 19 for the century part of the expanded year.
 If the DATEPROC(TRIG) compiler option is in effect, the comparison issensitive to date trigger values in the non-date operand. Foralphanumeric operands, these trigger values are LOW-VALUE,HIGH-VALUE, and SPACE. For alphanumeric and numeric operandscompared with windowed date fields with at least one X in the DATEFORMAT clause (that is, windowed date fields other than just awindowed year), values of all zeros or all nines are also treated astriggers. If a non-date operand contains a trigger value, thecomparison proceeds as if the non-date operand were expanded bycopying the trigger value to the assumed century part of the expandedyear. If the non-date operand does not contain a trigger value, thecentury part of the expanded year is assumed to be 19.
 The comparison is then performed according to normal COBOL rules.Nonnumeric comparisons are not changed to numeric comparisons by theprefixing of the century value.
 Relation conditions can contain arithmetic expressions. For information about thetreatment of date fields in arithmetic expressions, see “Arithmetic with date fields”on page 211.
 DBCS items
 Under OS/390 and VM, DBCS data items and literals can be used withall relational operators. Comparisons are based on the binary collating sequence ofthe hexadecimal values of the DBCS characters. If the DBCS items are not thesame length, the smaller item is padded on the right with DBCS spaces.
 Table 21. Comparisons with date fields
 First operand
 Second operand
 Non-dateWindowed datefield Expanded date field
 Non-date Non-windowed Windowed1 Non-windowed
 Windowed date field Windowed1 Windowed Windowed
 Expanded date field Non-windowed Windowed Non-windowed
 Note:
 1. When compared with windowed date fields, non-dates are assumed to contain awindowed year relative to 1900. For details, see items 3 and 4 under the definition of“Windowed” comparison.
 Conditional expressions
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Under AIX and Windows, comparisons of DBCS data items andliterals are based on a collation sequence according to the COLLSEQ compileroption:� If the COLLSEQ(NATIVE) compiler option is in effect, then the collating
 sequence is determined by the locale. For information on the locale, seeAppendix F, “Locale considerations (workstation only)” on page 515.
 � Otherwise, the collating sequence is determined by the binary values of theDBCS characters.
 Note: The PROGRAM COLLATING SEQUENCE clause will not be applied incomparisons of DBCS data items and literals.
 DBCS items can be compared only with DBCS items.
 Pointer data items
 Only EQUAL and NOT EQUAL are allowed as relational operators whenspecifying pointer data items. Pointer data items are items defined explicitly asUSAGE IS POINTER, or are ADDRESS OF special registers, which are implicitlydefined as USAGE IS POINTER.
 The operands are equal if the two addresses used in the comparison would bothresult in the same storage location.
 This relation condition is allowed in IF, PERFORM, EVALUATE, and SEARCHformat 1 statements. It is not allowed in SEARCH format 2 (SEARCH ALL)statements, because there is no meaningful ordering that can be applied to pointerdata items.
 Format 2��─ ──┬ ┬ ─ADDRESS OF──identifier-1─ ──┬ ┬──── ──┬ ┬───── ──┬ ┬ ─EQUAL─ ──┬ ┬──── ───────� ├ ┤─identifier-2───────────── └ ┘─IS─ └ ┘─NOT─ │ │└ ┘─TO─ ├ ┤─NULL───────────────────── └ ┘─=───────────── └ ┘─NULLS────────────────────
 �─ ──┬ ┬ ─ADDRESS OF──identifier-3─ ───────────────────────────────────────────�� ├ ┤─identifier-4───────────── ├ ┤─NULL───────────────────── └ ┘─NULLS────────────────────
 identifier-1identifier-3
 Can specify any level item defined in the Linkage Section, except 66 and 88.
 identifier-2identifier-4
 Must be described as USAGE IS POINTER.
 NULL(S)As in this syntax diagram, can be used only if the other operand is defined asUSAGE IS POINTER. That is, NULL=NULL is not allowed.
 Table 22 summarizes the permissible comparisons for USAGE IS POINTER,NULL, and ADDRESS OF.
 Conditional expressions
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Procedure-pointer data items
 Only EQUAL and NOT EQUAL are allowed as relational operators whenspecifying procedure-pointer data items. Procedure-pointer data items are itemsdefined explicitly as USAGE IS PROCEDURE-POINTER.
 The operands are equal if the two addresses used in the comparison would bothresult in the same storage location.
 This relation condition is allowed in IF, PERFORM, EVALUATE, and SEARCHformat 1 statements. It is not allowed in SEARCH format 2 (SEARCH ALL)statements, because there is no meaningful ordering that can be applied toprocedure-pointer data items.
 Format 3��─ ──┬ ┬────────────── ──┬ ┬──── ──┬ ┬───── ──┬ ┬ ─EQUAL─ ──┬ ┬──── ───────────────────� ├ ┤─identifier-1─ └ ┘─IS─ └ ┘─NOT─ │ │└ ┘─TO─ ├ ┤─NULL───────── └ ┘─=───────────── └ ┘─NULLS────────
 �─ ──┬ ┬────────────── ───────────────────────────────────────────────────────�� ├ ┤─identifier-2─ ├ ┤─NULL───────── └ ┘─NULLS────────
 identifier-1identifier-2
 Must be described as USAGE IS PROCEDURE-POINTER.
 NULL(S)As in this syntax diagram, can be used only if the other operand is defined asUSAGE IS PROCEDURE-POINTER. That is, NULL=NULL is not allowed.
 Object reference data items
 A data item of USAGE OBJECT REFERENCE can be compared for equality orinequality with another data item of USAGE OBJECT REFERENCE or with NULL,NULLS, or SELF. (A comparison with SELF is only allowed in a method.) Twoobject-references compare equal only if the data items identify the same object.
 Table 22. Permissible comparisons for USAGE IS POINTER, NULL, and ADDRESS OF
 First operand
 Second operand
 USAGE ISPOINTER ADDRESS OF NULL/NULLS
 USAGE IS POINTER Yes Yes Yes
 ADDRESS OF Yes Yes Yes
 NULL/NULLS Yes Yes No
 Note:
 YES = Comparison allowed only for EQUAL, NOT EQUAL NO = No comparison allowed
 Conditional expressions
 222 COBOL Language Reference

Page 235
                        

Format 4��─ ──┬ ┬─object-reference-identifier-1─ ──┬ ┬──── ──┬ ┬───── ──┬ ┬ ─EQUAL─ ──┬ ┬──── ──� ├ ┤─SELF────────────────────────── └ ┘─IS─ └ ┘─NOT─ │ │└ ┘─TO─ ├ ┤─NULL────────────────────────── └ ┘ ─=───────────── └ ┘─NULLS─────────────────────────
 �─ ──┬ ┬─object-reference-identifier-2─ ──────────────────────────────────────�� ├ ┤─SELF────────────────────────── ├ ┤─NULL────────────────────────── └ ┘─NULLS─────────────────────────
 Conditional expressions
 Comparison of numeric and nonnumeric operands
 Comparing numeric operands
 The algebraic values of numeric operands are compared.� The length (number of digits) of the operands is not significant.� Unsigned numeric operands are considered positive.� Zero is considered to be a unique value, regardless of sign.� Comparison of numeric operands is permitted, regardless of the type of
 USAGE specified for each.
 Table 23 on page 224 summarizes permissible comparisons with numericoperands.
 The symbols used in Table 23 and Table 24 are as follows:NN = Comparison for nonnumeric operandsNU = Comparison for numeric operandsBlank = Comparison is not allowed.
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IFP EFP FPL
 NN
 NN
 NN
 NN
 NN
 NN
 NN
 NU NU
 NU NU
 NU NU NU
 NU NU NU
 NU NU NU
 NU NU NU
 Internal floating-point (IFP) NU NU NU NUNUNU NU NU NU
 External floating-point (EFP) NU NU NU NUNUNU NU NU NU
 Floating-point literal (FPL) NU NUNUNU NU NU
 Conditional expressions
 Comparing nonnumeric operands
 Comparisons of nonnumeric operands are made with respect to the collatingsequence of the character set in use.� For the EBCDIC character set, the EBCDIC collating sequence is used.� For the ASCII character set, the ASCII collating sequence is used. (See
 Appendix B, “EBCDIC and ASCII collating sequences” on page 498.)� Under AIX and Windows if the collating sequence specified is
 NATIVE (explicitly or by default), the comparisons of characters are based onthe collating sequence indicated by the locale setting. For more information onlocale, see Appendix F, “Locale considerations (workstation only)” onpage 515.
 � When the PROGRAM COLLATING SEQUENCE clause is specified in theOBJECT-COMPUTER paragraph, the collating sequence associated with thealphabet-name clause in the SPECIAL-NAMES paragraph is used.
 The size of each operand is the total number of characters in that operand; the sizeaffects the result of the comparison. There are two cases to consider:
 Table 23. Permissible comparisons with numeric second operands
 First operand
 Second operand
 ZR NL ED BI AE ID
 Nonnumeric operand
 Group (GR) NN NN1 NN1
 Alphabetic (AL) NN NN1 NN1
 Alphanumeric (AN) NN NN1 NN1
 Alphanumeric-edited (ANE) NN NN1 NN1
 Numeric-edited (NE) NN NN1 NN1
 Figurative constant (FC2) NN1
 Nonnumeric literal (NNL) NN1
 Numeric operand
 Figurative constant ZERO(ZR)
 NU NUNUNU
 Numeric literal (NL) NU NUNUNU
 External decimal (ED) NU NU NU NUNUNU
 Binary (BI) NU NU NU NUNUNU
 Arithmetic expression (AE) NU NU NU NUNUNU
 Internal decimal (ID) NU NU NU NUNUNU
 Note: 1 Integer item only.2 Includes all figurative constants except ZERO.
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Conditional expressions
 Operands of equal sizeCharacters in corresponding positions of the two operands are compared,beginning with the leftmost character and continuing through therightmost character.
 If all pairs of characters through the last pair test as equal, the operandsare considered as equal.
 If a pair of unequal characters is encountered, the characters are tested todetermine their relative positions in the collating sequence. The operandcontaining the character higher in the sequence is considered the greateroperand.
 Operands of unequal sizeIf the operands are of unequal size, the comparison is made as though theshorter operand were extended to the right with enough spaces to makethe operands equal in size.
 Table 24 on page 226 summarizes permissible comparisons with nonnumericoperands.
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Internalfloating-point
 (IFP)
 Externalfloating-point
 (EFP)
 NN NN NN NN NN NN NN
 Floating-pointliteral (FPL)
 Conditional expressions
 Table 24. Permissible comparisons with nonnumeric second operands
 First operand
 Second operand
 GR AL AN ANE NE FC2 NNL
 Nonnumeric operand
 Group (GR) NN NN NN NN NN NN NN
 Alphabetic (AL) NN NN NN NN NN NN NN
 Alphanumeric(AN)
 NN NN NN NN NN NN NN
 Alphanumeric-edited(ANE)
 NN NN NN NN NN NN NN
 Numeric-edited(NE)
 NN NN NN NN NN NN NN
 Figurativeconstant (FC2)
 NN NN NN NN NN
 Nonnumericliteral (NNL)
 NN NN NN NN NN
 Numeric operand
 Figurativeconstant ZERO
 (ZR)
 NN NN NN NN NN
 Numeric literal(NL)
 NN1 NN1 NN1 NN1 NN1
 External decimal(ED)
 NN1 NN1 NN1 NN1 NN1 NN1 NN1
 Binary (BI)
 Arithmeticexpression (AE)
 Internal decimal(ID)
 Note: 1 Integer item only.2 Includes all figurative constants except ZERO.
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� External floating-point items can be compared with nonnumeric operands.
 � In the comparison of an index-name with an arithmetic expression, theoccurrence number that corresponds to the value of the index-name iscompared with the arithmetic expression.
 Since an integer function can be used wherever an arithmetic expression can beused, this extension allows you to compare an index-name to an integer ornumeric function.
 ArithmeticExpression
 Compareoccurrencenumber witharithmeticexpression
 Conditional expressions
 Comparing numeric and nonnumeric operands
 The nonnumeric comparison rules, discussed above, apply. In addition, whennumeric and nonnumeric operands are being compared, their USAGE must be thesame. In such comparisons:� The numeric operand must be described as an integer literal or data item.� Non-integer literals and data items must not be compared with nonnumeric
 operands.
 If either of the operands is a group item, the nonnumeric comparison rules,discussed above, apply. In addition to those rules:� If the nonnumeric operand is a literal or an elementary data item, the numeric
 operand is treated as though it were moved to an alphanumeric elementarydata item of the same size, and the contents of this alphanumeric data itemwere then compared with the nonnumeric operand.
 � If the nonnumeric operand is a group item, the numeric operand is treated asthough it were moved to a group item of the same size, and the contents ofthis group item were compared then with the nonnumeric operand.
 See “MOVE statement” on page 320.
 Comparing index-names and index data items
 Comparisons involving index-names and/or index data items conform to thefollowing rules:� The comparison of two index-names is actually the comparison of the
 corresponding occurrence numbers.� In the comparison of an index-name with a data item (other than an index data
 item), or in the comparison of an index-name with a literal, the occurrencenumber that corresponds to the value of the index-name is compared with thedata item or literal.
 � In the comparison of an index data item with an index-name or another indexdata item, the actual values are compared without conversion. Results of anyother comparison involving an index data item are undefined.
 Table 25 shows valid comparisons for index-names and index data items.
 Table 25 (Page 1 of 2). Comparisons for index-names and index data items
 Operandscompared Index-name
 Index dataitem
 Data-name(numericintegeronly)
 Literal(numericintegeronly)
 Index-name Compareoccurrencenumber
 Comparewithoutconversion
 Compareoccurrencenumberwithdata-name
 Compareoccurrencenumberwith literal
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Comparison of DBCS operands
 The rules for comparing DBCS operands are the same as those for the comparisonof nonnumeric operands.
 Under OS/390 and VM, the comparison is based on a binary collatingsequence of the hexadecimal values of the DBCS characters.
 Under AIX and Windows if the collating sequence specified isNATIVE (explicitly or by default), the comparisons of characters are based on thecollating sequence indicated by the locale setting. For more information on locale,see Appendix F, “Locale considerations (workstation only)” on page 515.
 Note: The PROGRAM COLLATING SEQUENCE clause will not be applied tocomparisons of DBCS operands.
 ArithmeticExpression
 Illegal
 Operand-1 can bedefined as a floating-point identifier.
 Under OS/390 and VM, if you are using the NUMPROC compileroption, the results of the sign condition test can be affected. For details, seethe IBM COBOL for OS/390 & VM Programming Guide.
 Conditional expressions
 Table 25 (Page 2 of 2). Comparisons for index-names and index data items
 Operandscompared Index-name
 Index dataitem
 Data-name(numericintegeronly)
 Literal(numericintegeronly)
 Index dataitem
 Comparewithoutconversion
 Comparewithoutconversion
 Illegal Illegal
 Sign condition
 The sign condition determines whether or not the algebraic value of a numericoperand is greater than, less than, or equal to zero.
 Format ��──operand-1─ ──┬ ┬──── ──┬ ┬───── ──┬ ┬─POSITIVE─ ──────────────────────────────�� └ ┘─IS─ └ ┘─NOT─ ├ ┤─NEGATIVE─ └ ┘─ZERO─────
 operand-1Must be defined as a numeric identifier, or it must be defined as an arithmeticexpression that contains at least one reference to a variable.
 The operand is:
 � POSITIVE if its value is greater than zero� NEGATIVE if its value is less than zero� ZERO if its value is equal to zero
 An unsigned operand is either POSITIVE or ZERO.
 NOTOne algebraic test is executed for the truth value of the sign condition. Forexample, NOT ZERO is regarded as true when the operand tested is positiveor negative in value.
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Date fields in sign conditions
 The operand in a sign condition can be a date field, but is treated as a non-date forthe sign condition test. Thus, if the operand is an identifier of a windowed datefield, date windowing is not done, so the sign condition can be used to test awindowed date field for an all-zero value.
 However, if the operand is an arithmetic expression, then any windowed datefields in the expression will be expanded during the computation of the arithmeticresult, prior to using the result for the sign condition test.
 For example, given that:� Identifier WIN-DATE is defined as a windowed date field, and contains a
 value of zero� Compiler option DATEPROC is in effect� Compiler option YEARWINDOW(starting-year) is in effect, with a starting-year
 other than 1900
 then this sign condition would evaluate to true:
 WIN-DATE IS ZERO
 whereas this sign condition would evaluate to false:
 WIN-DATE + ? IS ZERO
 Conditional expressions
 Switch-status condition
 The switch-status condition determines the on or off status of an UPSI switch.
 Format ��──condition-name─────────────────────────────────────────────────────────��
 condition-nameMust be defined in the SPECIAL-NAMES paragraph as associated with the ONor OFF value of an UPSI switch. (See “SPECIAL-NAMES paragraph” onpage 83.)
 The switch-status condition tests the value associated with the condition-name.(The value associated with the condition-name is considered to be alphanumeric.)The result of the test is true if the UPSI switch is set to the value (0 or 1)corresponding to condition-name. See “UPSI” in the IBM COBOL ProgrammingGuide for your platform.
 Complex conditions
 A complex condition is formed by combining simple conditions, combinedconditions, and/or complex conditions with logical operators, or negating theseconditions with logical negation.
 Each logical operator must be preceded and followed by a space. The followingtable shows the logical operators and their meanings.
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Conditional expressions
 Unless modified by parentheses, the following precedence rules (from highest tolowest) apply:1. Arithmetic operations2. Simple conditions3. NOT4. AND5. OR
 The truth value of a complex condition (whether parenthesized or not) is the truthvalue that results from the interaction of all the stated logical operators on either ofthe following:� The individual truth values of simple conditions� The intermediate truth values of conditions logically combined or logically
 negated.
 A complex condition can be either of the following:� A negated simple condition� A combined condition (which can be negated)
 Table 26. Logical operators and their meanings
 Logicaloperator
 Name Meaning
 AND Logicalconjunction
 The truth value is true when both conditions are true.
 OR LogicalinclusiveOR
 The truth value is true when either or both conditions aretrue.
 NOT Logicalnegation
 Reversal of truth value (the truth value is true if thecondition is false).
 Negated simple conditions
 A simple condition is negated through the use of the logical operator NOT.
 Format ��──NOT──condition-1───────────────────────────────────────────────────────��
 The negated simple condition gives the opposite truth value of the simplecondition. That is, if the truth value of the simple condition is true, then the truthvalue of that same negated simple condition is false, and vice versa.
 Placing a negated simple condition within parentheses does not change its truthvalue. That is, the following two statements are equivalent:
 NOT A IS EQUAL TO B.
 NOT (A IS EQUAL TO B).
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Conditional expressions
 Combined conditions
 Two or more conditions can be logically connected to form a combined condition.
 Format ┌ ┐────────────────────────��──condition-1─ ───/ ┴──┬ ┬─AND─ ─condition-2─ ─────────────────────────────────�� └ ┘─OR──
 The condition to be combined can be any of the following:� A simple-condition� A negated simple-condition� A combined condition� A negated combined condition (that is, the NOT logical operator followed by a
 combined condition enclosed in parentheses)� Combinations of the preceding conditions that are specified according to the
 rules in the following table.
 Parentheses are never needed when either ANDs or ORs (but not both) are usedexclusively in one combined condition. However, parentheses can be needed tomodify the implicit precedence rules to maintain the correct logical relation ofoperators and operands.
 There must be a one-to-one correspondence between left and right parentheses,with each left parenthesis to the left of its corresponding right parenthesis.
 Table 28 illustrates the relationships between logical operators and conditions C1and C2.
 Table 27. Combined conditions—permissible element sequences
 Combinedconditionelement
 Leftmost
 When not leftmost, canbe immediatelypreceded by:
 Rightmost
 When not rightmost, canbe immediately followedby:
 simple-condition
 Yes OR NOT AND ( Yes OR AND )
 OR AND No simple-condition ) No simple-condition NOT (
 NOT Yes OR AND ( No simple-condition (
 ( Yes OR NOT AND ( No simple-condition NOT (
 ) No simple-condition ) Yes OR AND )
 Table 28. Logical operators and evaluation results of combined conditions
 Valuefor C1
 Valuefor C2
 C1ANDC2
 C1 ORC2
 NOT(C1ANDC2)
 NOTC1ANDC2
 NOT(C1ORC2)
 NOT C1OR C2
 True True True True False False False True
 False True False True True True False True
 True False False True True False False False
 False False False False True False True True
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Conditional expressions
 Order of evaluation of conditions
 Parentheses, both explicit and implicit, define the level of inclusiveness within acomplex condition. Two or more conditions connected by only the logicaloperators AND or OR at the same level of inclusiveness establish a hierarchicallevel within a complex condition. An entire complex condition, therefore, is anested structure of hierarchical levels with the entire complex condition being themost inclusive hierarchical level.
 Within this context, the evaluation of the conditions within an entire complexcondition begins at the left of the condition. The constituent connected conditionswithin a hierarchical level are evaluated in order from left to right, and evaluationof that hierarchical level terminates as soon as a truth value for it is determined,regardless of whether all the constituent connected conditions within thathierarchical level have been evaluated.
 Values are established for arithmetic expressions and functions if and when theconditions containing them are evaluated. Similarly, negated conditions areevaluated if and when it is necessary to evaluate the complex condition that theyrepresent. For example:
 NOT A IS GREATER THAN B OR A + B IS EQUAL TO C AND D IS POSITIVE
 is evaluated as if parenthesized as follows:
 (NOT (A IS GREATER THAN B)) OR(((A + B) IS EQUAL TO C) AND (D IS POSITIVE))
 Order of evaluation:
 1. (NOT (A IS GREATER THAN B)) is evaluated, giving some intermediate truthvalue, t1. If t1 is true, the combined condition is true, and no furtherevaluation takes place. If t1 is false, evaluation continues as follows.
 2. (A + B) is evaluated, giving some intermediate result, x.3. (x IS EQUAL TO C) is evaluated, giving some intermediate truth value, t2. If t2
 is false, the combined condition is false, and no further evaluation takes place.If t2 is true, the evaluation continues as follows.
 4. (D IS POSITIVE) is evaluated, giving some intermediate truth value, t3. If t3 isfalse, the combined condition is false. If t3 is true, the combined condition istrue.
 Abbreviated combined relation conditions
 When relation-conditions are written consecutively, any relation-condition after thefirst can be abbreviated in one of two ways:� Omission of the subject� Omission of the subject and relational operator.
 Format ��──relation-condition──────────────────────────────────────────────────────�
 ┌ ┐─────────────────────────────────────────────────────�─ ───/ ┴──┬ ┬─AND─ ──┬ ┬───── ──┬ ┬───────────────────── ─object─ ──────────────────�� └ ┘─OR── └ ┘─NOT─ └ ┘─relational-operator─
 In any consecutive sequence of relation-conditions, both forms of abbreviation canbe specified. The abbreviated condition is evaluated as if:1. The last stated subject is the missing subject.
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Using parentheses
 You can use parentheses in combined relation conditions to specify an intendedorder of evaluation. Using parentheses can also help you to improve thereadability of conditional expressions.
 The following rules govern the use of parentheses in abbreviated combinedrelation conditions:1. Parentheses can be used to change the order of evaluation of the logical
 operators AND and OR.2. The word NOT participates as part of the relational operator when it is
 immediately followed by GREATER THAN, >, LESS THAN, <, EQUAL TO,and =.
 3. NOT in any other position is considered a logical operator and thus results ina negated relation-condition. If you use NOT as a logical operator, only therelation condition immediately following the NOT is negated; the negation isnot propagated through the abbreviated combined relation condition alongwith the subject and relational operator.
 4. The logical NOT operator can appear within a parenthetical expression thatimmediately follows a relational operator.
 5. When a left parenthesis appears immediately after the relational operator, therelational operator is distributed to all objects enclosed in the parentheses. Inthe case of a “distributed” relational operator, the subject and relationaloperator remain current after the right parenthesis which ends the distribution.The following three restrictions apply to cases where the relational operator isdistributed throughout the expression:a. A simple condition cannot appear within the scope of the distribution.b. Another relational operator cannot appear within the scope of the
 distribution.c. The logical operator NOT cannot appear immediately after the left
 parenthesis, which defines the scope of the distribution.6. Evaluation proceeds from the least to the most inclusive condition.7. There must be a one-to-one correspondence between left and right parentheses,
 with each left parenthesis to the left of its corresponding right parenthesis. Ifthe parentheses are unbalanced, the compiler inserts a parenthesis and issuesan E-level message. Note, however, that if the compiler-inserted parenthesisresults in the truncation of the expression, you will receive an S-leveldiagnostic message.
 8. The last stated subject is inserted in place of the missing subject.9. The last stated relational operator is inserted in place of the missing relational
 operator.10. Insertion of the omitted subject and/or relational operator ends when:
 a. Another simple condition is encountered,b. A condition-name is encountered,
 Conditional expressions
 2. The last stated relational operator is the missing relational operator.
 The resulting combined condition must comply with the rules for elementsequence in combined conditions, as shown in Table 27 on page 231.
 If the word immediately following NOT is GREATER THAN, >, LESS THAN, <,EQUAL TO, and =, then the NOT participates as part of the relational operator.
 NOT in any other position is considered a logical operator (and thus results in anegated relation-condition).
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c. A right parenthesis is encountered that matches a left parenthesis thatappears to the left of the subject.
 11. In any consecutive sequence of relation conditions, you can use bothabbreviated relation conditions that contain parentheses and those that don't.
 12. Consecutive logical NOT operators cancel each other and result in an S-levelmessage. Note, however, that an abbreviated combined relation condition cancontain two consecutive NOT operators when the second NOT is part of arelational operator. For example, you can abbreviate the first condition as thesecond condition listed below.
 A = B and not A not = CA = B and not not = C
 The following table summarizes the rules for forming an abbreviated combinedrelation condition.
 Table 29. Abbreviated combined conditions—permissible element sequences
 Combinedconditionelement
 Leftmost
 When not leftmost, canbe immediatelypreceded by:
 Rightmost
 When not rightmost, canbe immediately followedby:
 Subject Yes NOT ( No Relational operator
 Object No Relational operator ANDOR NOT (
 Yes AND OR )
 Relationaloperator
 No Subject AND OR NOT No Object (
 AND OR No Object ) No Object Relational operatorNOT (
 NOT Yes AND OR ( No Subject Object Relationaloperator (
 ( Yes Relational operator ANDOR NOT (
 No Subject Object NOT (
 ) No Object ) Yes AND OR )
 NOT (A = B OR < C) NOT ((A = B) OR (A < C))
 NOT (A NOT = B AND C AND NOT D) NOT ((((A NOT = B) AND (A NOT = C))AND (NOT (A NOT = D))))
 Statement categories
 The following examples illustrate abbreviated combined relation conditions, withand without parentheses, and their unabbreviated equivalents.
 Table 30. Abbreviated combined conditions—unabbreviated equivalents
 Abbreviated combined relation condition Equivalent
 A = B AND NOT < C OR D ((A = B) AND (A NOT < C)) OR (A NOT< D)
 A NOT > B OR C (A NOT > B) OR (A NOT > C)
 NOT A = B OR C (NOT (A = B)) OR (A = C)
 Statement categories
 There are four categories of COBOL statements:� Imperative� Conditional� Delimited scope
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EXIT METHODGOBACK
 Statement categories
 � Compiler directing
 Imperative statements
 An imperative statement either specifies an unconditional action to be taken bythe program, or is a conditional statement terminated by its explicit scopeterminator (see “Delimited scope statements” on page 237). A series of imperativestatements can be specified whenever an imperative statement is allowed. Aconditional statement that is terminated by its explicit scope terminator is alsoclassified as an imperative statement (see “Delimited scope statements” onpage 237). Table 31 lists COBOL imperative statements.
 Table 31 (Page 1 of 2). Imperative statements
 Arithmetic
 ADD1
 COMPUTE1
 DIVIDE1
 MULTIPLY1
 SUBTRACT1
 Data movement
 ACCEPT (DATE,DAY,DAY-OF-WEEK,TIME) INITIALIZE INSPECT MOVE SET STRING2
 UNSTRING2
 Ending
 STOP RUN EXIT PROGRAM
 Input-output
 ACCEPT identifier CLOSE DELETE3
 DISPLAY OPEN READ4
 REWRITE3
 START3
 STOP literal WRITE5
 Ordering
 MERGE RELEASE RETURN6
 SORT
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or method
 INVOKE
 Statement categories
 Table 31 (Page 2 of 2). Imperative statements
 Procedure branching
 ALTER EXIT GO TO PERFORM
 Program linkage
 CALL7
 CANCEL
 Table handling
 SET
 Note: 1 Without the ON SIZE ERROR and/or the NOT ON SIZE ERROR phrase.2 Without the ON OVERFLOW and/or the NOT ON OVERFLOW phrase.3 Without the INVALID KEY and/or the NOT INVALID KEY phrase.4 Without the AT END, NOT AT END, INVALID KEY, and/or NOT INVALID KEY
 phrases.5 Without the INVALID KEY, NOT INVALID KEY, END-OF-PAGE, and/or NOT
 END-OF-PAGE phrases.6 Without the AT END and/or NOT AT END phrase.7 Without the ON OVERFLOW phrase, and without the ON EXCEPTION and/or NOT
 ON EXCEPTION phrase.
 Conditional statements
 A conditional statement specifies that the truth value of a condition is to bedetermined, and that the subsequent action of the object program is dependent onthis truth value. (See “Conditional expressions” on page 214.) Table 32 listsCOBOL statements that become conditional when a condition (for example, ONSIZE ERROR or ON OVERFLOW) is included, and when the statement is notterminated by its explicit scope terminator.
 Table 32 (Page 1 of 2). Conditional statements
 Arithmetic
 ADD...ON SIZE ERRORADD...NOT ON SIZE ERRORCOMPUTE...ON SIZE ERRORCOMPUTE...NOT ON SIZE ERRORDIVIDE...ON SIZE ERRORDIVIDE...NOT ON SIZE ERRORMULTIPLY...ON SIZE ERRORMULTIPLY...NOT ON SIZE ERRORSUBTRACT...ON SIZE ERRORSUBTRACT...NOT ON SIZE ERROR
 Data movement
 STRING...ON OVERFLOWSTRING...NOT ON OVERFLOW
 UNSTRING...ON OVERFLOWUNSTRING...NOT ON OVERFLOW
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or method
 INVOKE...ON EXCEPTIONINVOKE...NOT ON EXCEPTION
 Statement categories
 Table 32 (Page 2 of 2). Conditional statements
 Decision
 IF EVALUATE
 Input-output
 DELETE...INVALID KEYDELETE...NOT INVALID KEY
 READ...AT ENDREAD...NOT AT END
 READ...INVALID KEYREAD...NOT INVALID KEY
 REWRITE...INVALID KEYREWRITE...NOT INVALID KEY
 START...INVALID KEYSTART...NOT INVALID KEY
 WRITE...AT END-OF-PAGEWRITE...NOT AT END-OF-PAGE
 WRITE...INVALID KEYWRITE...NOT INVALID KEY
 Ordering
 RETURN...AT ENDRETURN...NOT AT END
 Program linkage
 CALL...ON OVERFLOW CALL...ON EXCEPTION
 CALL...NOT ON EXCEPTION
 Table handling
 SEARCH
 Delimited scope statements
 In general, a DELIMITED SCOPE statement uses an explicit scope terminator toturn a conditional statement into an imperative statement; the resulting imperativestatement can then be nested. Explicit scope terminators can also be used,however, to terminate the scope of an imperative statement. Explicit scopeterminators are provided for all COBOL verbs that can have conditional phrases.
 Unless explicitly specified otherwise, a delimited scope statement can be specifiedwherever an imperative statement is allowed by the rules of the language.
 Explicit scope terminators
 An EXPLICIT SCOPE TERMINATOR marks the end of certain Procedure Divisionstatements. A conditional statement that is delimited by its explicit scopeterminator is considered an imperative statement and must follow the rules forimperative statements.
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END-INVOKE
 Statement operations
 The following are explicit scope terminators:
 END-ADDEND-CALLEND-COMPUTEEND-DELETEEND-DIVIDEEND-EVALUATEEND-IF
 END-MULTIPLYEND-PERFORM
 END-READEND-RETURNEND-REWRITEEND-SEARCHEND-STARTEND-STRINGEND-SUBTRACTEND-UNSTRINGEND-WRITE
 Implicit scope terminators
 At the end of any sentence, an IMPLICIT SCOPE TERMINATOR is a separatorperiod that terminates the scope of all previous statements not yet terminated.
 An unterminated conditional statement cannot be contained by another statement.
 Note: Except for nesting conditional statements within IF statements, nestedstatements must be imperative statements, and must follow the rules forimperative statements. You should not nest conditional statements.
 Compiler-directing statements
 Statements that direct the compiler to take a specified action are discussed in“Compiler-directing statements” on page 464.
 Statement operations
 COBOL statements perform the following types of operations:� Arithmetic� Data manipulation� Input/output� Procedure branching
 There are several phrases common to arithmetic and data manipulation statements,such as:� CORRESPONDING Phrase� GIVING Phrase� ROUNDED Phrase� SIZE ERROR Phrases
 CORRESPONDING phrase
 The CORRESPONDING phrase (CORR) allows ADD, SUBTRACT, and MOVEoperations to be performed on elementary data items of the same name if thegroup items to which they belong are specified.
 Both identifiers following the key word CORRESPONDING must name groupitems. In this discussion, these identifiers are referred to as identifier-1 andidentifier-2.
 A pair of data items (subordinate items), one from identifier-1 and one fromidentifier-2, correspond if the following conditions are true:� In an ADD or SUBTRACT statement, both of the data items are elementary
 numeric data items. Other data items are ignored.
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USAGE IS POINTER, USAGE IS PROCEDURE-POINTER,or USAGE IS OBJECT REFERENCE
 � Neither identifier-1 nor identifier-2 is described as a USAGE IS POINTER,USAGE IS PROCEDURE-POINTER, or USAGE IS OBJECT REFERENCE
 � identifier-1 and/or identifier-2 can be subordinate to a FILLER item.
 Statement operations
 � In a MOVE statement, at least one of the data items is an elementary item, andthe move is permitted by the move rules.
 � The two subordinate items have the same name and the same qualifiers up tobut not including identifier-1 and identifier-2.
 � The subordinate items are not identified by the key word FILLER.� Neither identifier-1 nor identifier-2 is described as a level 66, 77, or 88 item,
 nor is either described as a USAGE IS INDEX item. Neither identifier-1 noridentifier-2 can be reference-modified.
 � The subordinate items do not include a REDEFINES, RENAMES, OCCURS,USAGE IS INDEX,
 clause in their descriptions.
 However, identifier-1 and identifier-2 themselves can contain or be subordinateto items containing a REDEFINES or OCCURS clause in their descriptions.
 For example, if two data hierarchies are defined as follows:
 ?5 ITEM-1 OCCURS 6. 1? ITEM-A PIC S9(3). 1? ITEM-B PIC +99.9. 1? ITEM-C PIC X(4). 1? ITEM-D REDEFINES ITEM-C PIC 9(4). 1? ITEM-E USAGE COMP-1. 1? ITEM-F USAGE INDEX.?5 ITEM-2. 1? ITEM-A PIC 99. 1? ITEM-B PIC +9V9. 1? ITEM-C PIC A(4). 1? ITEM-D PIC 9(4). 1? ITEM-E PIC 9(9) USAGE COMP. 1? ITEM-F USAGE INDEX.
 Then, if ADD CORR ITEM-2 TO ITEM-1(X) is specified, ITEM-A and ITEM-A(X),ITEM-B and ITEM-B(X), and ITEM-E and ITEM-E(X) are considered to becorresponding and are added together. ITEM-C and ITEM-C(X) are not includedbecause they are not numeric. ITEM-D and ITEM-D(X) are not included becauseITEM-D(X) includes a REDEFINES clause in its data description. ITEM-F andITEM-F(X) are not included because they are defined as USAGE IS INDEX. Notethat ITEM-1 is valid as either identifier-1 or identifier-2.
 If any of the individual operations in the ADD CORRESPONDING statementproduces a size error condition, imperative-statement-1 in the ON SIZE ERRORphrase is not executed until all of the individual additions are completed.
 GIVING phrase
 The value of the identifier that follows the word GIVING is set equal to thecalculated result of the arithmetic operation. Because this identifier is not involvedin the computation, it can be a numeric-edited item.
 ROUNDED phrase
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In a floating-point arithmetic operation, the ROUNDED phrase has no effect; theresult of a floating-point operation is always rounded. For more information onfloating-point arithmetic expressions, see the IBM COBOL Programming Guide foryour platform.
 When the ARITH(EXTEND) compiler option is in effect, the ROUNDED phrase isnot supported for arithmetic receivers with 31 digit positions to the right of thedecimal point. For example, neither X nor Y below are valid as receivers with theROUNDED phrase:
 ?1 X PIC V31.?1 Y PIC P(3?)9(1).
 COMPUTE X ROUNDED = A + BCOMPUTE Y ROUNDED = A - B
 Otherwise, the ROUNDED phrase is fully supported for extended-precisionarithmetic statements.
 � When the result of an arithmetic statement is stored in a windowed date field,and the year of the result falls outside the century window. For example,given YEARWINDOW(1940), which specifies a century window of 1940–2039,the following SUBTRACT statement causes a size error:
 ?1 WINDOWED-YEAR DATE FORMAT YY PICTURE 99VALUE IS 5?.
 ...
 SUBTRACT 2? FROM WINDOWED-YEARON SIZE ERROR imperative-statement
 The size error occurs because the result of the subtraction, a windowed datefield, has an effective year value of 1930, which falls outside the centurywindow. For details on how windowed date fields are treated as if they wereconverted to expanded date format, see “Subtraction involving date fields” onpage 212.
 For more information on how size errors can occur when using date fields, see“Storing arithmetic results that involve date fields” on page 213.
 Statement operations
 After decimal point alignment, the number of places in the fraction of the result ofan arithmetic operation is compared with the number of places provided for thefraction of the resultant identifier.
 When the size of the fractional result exceeds the number of places provided for itsstorage, truncation occurs unless ROUNDED is specified. When ROUNDED isspecified, the least significant digit of the resultant identifier is increased by 1whenever the most significant digit of the excess is greater than or equal to 5.
 When the resultant identifier is described by a PICTURE clause containingrightmost Ps, and when the number of places in the calculated result exceeds thenumber of integer positions specified, rounding or truncation occurs, relative to therightmost integer position for which storage is allocated.
 ||||
 ||
 ||
 ||
 SIZE ERROR phrases
 A size error condition can occur in four different ways:� When the absolute value of the result of an arithmetic evaluation, after decimal
 point alignment, exceeds the largest value that can be contained in the resultfield
 � When division by zero occurs
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or COMPUTATIONAL-4,
 Statement operations
 � In an exponential expression, as indicated in the following table:
 The size error condition applies only to final results, not to any intermediateresults.
 If the resultant identifier is defined with USAGE IS BINARY, COMPUTATIONAL, the largest value that can be contained in it is the
 maximum value implied by its associated decimal PICTURE character-string.
 If the ROUNDED phrase is specified, rounding takes place before size errorchecking.
 When a size error occurs, the subsequent action of the program depends onwhether or not the ON SIZE ERROR phrase is specified.
 If the ON SIZE ERROR phrase is not specified and a size error condition occurs,truncation rules apply and the value of the affected resultant identifier iscomputed.
 If the ON SIZE ERROR phrase is specified and a size error condition occurs, thevalue of the resultant identifier affected by the size error is not altered—that is, theerror results are not placed in the receiving identifier. After completion of theexecution of the arithmetic operation, the imperative statement in the ON SIZEERROR phrase is executed, control is transferred to the end of the arithmeticstatement, and the NOT ON SIZE ERROR phrase, if specified, is ignored.
 For ADD CORRESPONDING and SUBTRACT CORRESPONDING statements, ifan individual arithmetic operation causes a size error condition, the ON SIZEERROR imperative statement is not executed until all the individual additions orsubtractions have been completed.
 If the NOT ON SIZE ERROR phrase has been specified and, after execution of anarithmetic operation, a size error condition does not exist, the NOT ON SIZEERROR phrase is executed.
 When both ON SIZE ERROR and NOT ON SIZE ERROR phrases are specified,and the statement in the phrase that is executed does not contain any explicittransfer of control, then, if necessary, an implicit transfer of control is made afterexecution of the phrase to the end of the arithmetic statement.
 Table 33. Exponentiation size error conditions
 Size error
 Action taken when aSIZE ERROR clause ispresent
 Action taken when a SIZEERROR clause is notpresent
 Zero raised to zero power The SIZE ERRORimperative is executed.
 The value returned is 1, anda message is issued.
 Zero raised to a negativenumber
 The SIZE ERRORimperative is executed.
 Program is terminatedabnormally.
 A negative number raised toa fractional power
 The SIZE ERRORimperative is executed.
 The absolute value of thebase is used, and a messageis issued.
 Arithmetic statements
 The arithmetic statements are used for computations. Individual operations arespecified by the ADD, SUBTRACT, MULTIPLY, and DIVIDE statements. Theseoperations can be combined symbolically in a formula, using the COMPUTEstatement.
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If the ARITH(EXTEND) compiler option is ineffect, then the maximum size of each operand is 31 decimal digits.
 As an IBMextension, the composite of operands can be more than 18 digits.
 In the ADD and SUBTRACT statements, if the composite of operands is 30 digitsor less (with the ARITH(COMPAT) compiler option), or 31 digits or less (with theARITH(EXTEND) compiler option),
 Statement operations
 Arithmetic statement operands
 The data description of operands in an arithmetic statement need not be the same.Throughout the calculation, the compiler performs any necessary data conversionand decimal point alignment.
 Size of operands
 | If the ARITH(COMPAT) compiler option is in effect, then the maximum size of| each operand is 18 decimal digits.|
 The composite of operands is a hypothetical data item resulting from aligning theoperands at the decimal point and then superimposing them on one another.
 | The composite of operands must not contain more than 18 digits.|
 | The following table shows how the composite of operands is determined for| arithmetic statements:
 For example, assume that each item is defined as follows in the Data Division:
 A PICTURE 9(7)V9(5).B PICTURE 9(11)V99.C PICTURE 9(12)V9(3).
 If the following statement is executed, the composite of operands consists of 17decimal digits:
 ADD A B TO C
 It has the following implicit description:
 COMPOSITE-OF-OPERANDS PICTURE 9(12)V9(5).
 ||| the compiler ensures that enough places are| carried so that no significant digits are lost during execution.
 In all arithmetic statements, it is important to define data with enough digits anddecimal places to ensure the desired accuracy in the final result. For moreinformation, see the section on intermediate results in the IBM COBOLProgramming Guide for your platform.
 Overlapping operands
 When operands in an arithmetic statement share part of their storage (that is, whenthe operands overlap), the result of the execution of such a statement isunpredictable.
 | Table 34. How the composite of operands is determined
 | Statement| Determination of the composite of operands
 | SUBTRACT| ADD| Superimposing all operands in a given statement (except those following| the word GIVING)
 | MULTIPLY| Superimposing all receiving data items
 | DIVIDE| Superimposing all receiving data items, except the REMAINDER data item
 | COMPUTE| Restriction does not apply
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Statement operations
 Multiple results
 When an arithmetic statement has multiple results, execution conceptuallyproceeds as follows:� The statement performs all arithmetic operations to find the result to be placed
 in the receiving items, and stores that result in a temporary location.� A sequence of statements transfers or combines the value of this temporary
 result with each single receiving field. The statements are considered to bewritten in the same left-to-right order as the multiple results are listed.
 For example, executing the following statement:
 ADD A, B, C, TO C, D(C), E.
 is equivalent to executing the following series of statements:
 ADD A, B, C GIVING TEMP.ADD TEMP TO C.ADD TEMP TO D(C).ADD TEMP TO E.
 In the above example, TEMP is a compiler-supplied temporary result field. Whenthe addition operation for D(C) is performed, the subscript C contains the newvalue of C.
 Data manipulation statements
 The following COBOL statements move and inspect data: ACCEPT, INITIALIZE,INSPECT, MOVE, READ, RELEASE, RETURN, REWRITE, SET, STRING,UNSTRING, and WRITE.
 Overlapping operands
 When the sending and receiving fields of a data manipulation statement share apart of their storage (that is, when the operands overlap), the result of theexecution of such a statement is unpredictable.
 Input-output statements
 COBOL input-output statements transfer data to and from files stored on externalmedia, and also control low-volume data that is obtained from or sent to aninput/output device.
 In COBOL, the unit of file data made available to the program is a record, and youneed only be concerned with such records. Provision is automatically made forsuch operations as the movement of data into buffers and/or internal storage,validity checking, error correction (where feasible), blocking and deblocking, andvolume switching procedures.
 The description of the file in the Environment Division and Data Division governswhich input-output statements are allowed in the Procedure Division. Permissiblestatements for each type of file organization are shown in Table 44 on page 330and Table 45 on page 331.
 Discussions in the following section use the terms volume and reel. The termvolume refers to all non-unit-record input-output devices. The term reel appliesonly to tape devices. Treatment of direct access devices in the sequential accessmode is logically equivalent to the treatment of tape devices.
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The other status key is described by data-name-8 in the FILE STATUS clause of theFILE-CONTROL entry. Data-name-8 does not apply to QSAM files (OS/390 andVM only) or to line-sequential files (Workstation only). For more information ondata-name-8, see “FILE STATUS clause” on page 112.
 This does not apply to OS/390and VM VSAM sequential files.
 Statement operations
 Common processing facilities
 There are several common processing facilities that apply to more than oneinput-output statement. The common processing facilities provided are:� Status key� Invalid key condition� INTO/FROM identifier phrase� File position indicator
 Status key
 If the FILE STATUS clause is specified in the FILE-CONTROL entry, a value isplaced in the specified status key (the 2-character data item named in the FILESTATUS clause) during execution of any request on that file; the value indicatesthe status of that request. The value is placed in the status key before execution ofany EXCEPTION/ERROR declarative or INVALID KEY/AT END phraseassociated with the request.
 There are two status key data-names. One is described by data-name-1 in the FILESTATUS clause of the FILE-CONTROL entry. This is a two character data itemwith the first character known as status key 1 and the second character known asstatus key 2. The combinations of possible values and their meanings are shownin Table 35.
 Table 35 (Page 1 of 4). Status key values and meanings
 High-orderdigit
 Meaning Low-orderdigit
 Meaning
 0 Successfulcompletion
 0 No further information
 2 This file status value only applies to indexed files with alternate keys thatallow duplicates.
 The input-output statement was successfully executed, but a duplicate keywas detected. For a READ statement the key value for the current key ofreference was equal to the value of the same key in the next record withinthe current key of reference. For a REWRITE or WRITE statement, therecord just written created a duplicate key value for at least one alternaterecord key for which duplicates are allowed.
 4 A READ statement was successfully executed, but the length of the recordbeing processed did not conform to the fixed file attributes for that file.
 5 An OPEN statement is successfully executed but the referenced optional fileis not present at the time the OPEN statement is executed. The file has beencreated if the open mode is I-O or EXTEND.
 7 For a CLOSE statement with the NO REWIND, REEL/UNIT, or FORREMOVAL phrase or for an OPEN statement with the NO REWIND phrase,the referenced file was on a non-reel/unit medium.
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Under AIX and Windows, file status 39 is not supported for line-sequentialfiles or Btrieve files.
 Statement operations
 Table 35 (Page 2 of 4). Status key values and meanings
 High-orderdigit
 Meaning Low-orderdigit
 Meaning
 1 At endcondition
 0 A sequential READ statement was attempted and no next logical recordexisted in the file because the end of the file had been reached, or the firstREAD was attempted on an optional input file that was not present.
 4 A sequential READ statement was attempted for a relative file and thenumber of significant digits in the relative record number was larger thanthe size of the relative key data item described for the file.
 2 Invalid keycondition
 1 A sequence error exists for a sequentially accessed indexed file. The primerecord key value has been changed by the program between the successfulexecution of a READ statement and the execution of the next REWRITEstatement for that file, or the ascending requirements for successive recordkey values were violated.
 2 An attempt was made to write a record that would create a duplicate key ina relative file; or an attempt was made to write or rewrite a record thatwould create a duplicate prime record key or a duplicate alternate recordkey without the DUPLICATES phrase in an indexed file.
 3 An attempt was made to randomly access a record that does not exist in thefile, or a START or random READ statement was attempted on an optionalinput file that was not present.
 4 An attempt was made to write beyond the externally defined boundaries of arelative or indexed file. Or, a sequential WRITE statement was attempted fora relative file and the number of significant digits in the relative recordnumber was larger than the size of the relative key data item described forthe file.
 3 Permanenterrorcondition
 0 No further information
 4 A permanent error exists because of a boundary violation; an attempt wasmade to write beyond the externally-defined boundaries of a sequential file.
 5 An OPEN statement with the INPUT, I-O, or EXTEND phrase was attemptedon a non-optional file that was not present.
 7 An OPEN statement was attempted on a file that would not support theopen mode specified in the OPEN statement. Possible violations are:
 1. The EXTEND or OUTPUT phrase was specified but the file would notsupport write operations.
 2. The I-O phrase was specified but the file would not support the inputand output operations permitted.
 3. The INPUT phrase was specified but the file would not support readoperations.
 8 An OPEN statement was attempted on a file previously closed with lock.
 9 The OPEN statement was unsuccessful because a conflict was detectedbetween the fixed file attributes and the attributes specified for that file inthe program. These attributes include the organization of the file (sequential,relative, or indexed), the prime record key, the alternate record keys, thecode set, the maximum record size, the record type (fixed or variable), andthe blocking factor.
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Statement operations
 Table 35 (Page 3 of 4). Status key values and meanings
 High-orderdigit
 Meaning Low-orderdigit
 Meaning
 4 Logic errorcondition
 1 An OPEN statement was attempted for a file in the open mode.
 2 A CLOSE statement was attempted for a file not in the open mode.
 3 For a mass storage file in the sequential access mode, the last input-outputstatement executed for the associated file prior to the execution of aREWRITE statement was not a successfully executed READ statement.
 For relative and indexed files in the sequential access mode, the lastinput-output statement executed for the file prior to the execution of aDELETE or REWRITE statement was not a successfully executed READstatement.
 4 A boundary violation exists because an attempt was made to rewrite arecord to a file and the record was not the same size as the record beingreplaced, or an attempt was made to write or rewrite a record that waslarger than the largest or smaller than the smallest record allowed by theRECORD IS VARYING clause of the associated file-name.
 6 A sequential READ statement was attempted on a file open in the input orI-O mode and no valid next record had been established because:
 1. The preceding READ statement was unsuccessful but did not cause an atend condition
 2. The preceding READ statement caused an at end condition.
 7 The execution of a READ statement was attempted on a file not open in theinput or I-O mode.
 8 The execution of a WRITE statement was attempted on a file not open in theI-O, output, or extend mode.
 9 The execution of a DELETE or REWRITE statement was attempted on a filenot open in the I-O mode.
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Statement operations
 Table 35 (Page 4 of 4). Status key values and meanings
 High-orderdigit
 Meaning Low-orderdigit
 Meaning
 9 Implementor-definedcondition
 0| Under AIX and Windows: No further information.
 | For VSAM only under OS/390 and VM: See the information on VSAM| return codes in the IBM COBOL for OS/390 & VM Programming Guide.
 1 For VSAM only under OS/390 and VM: Password failure.
 Under AIX and Windows: Authorization failure.
 2 Logic error.
 3 For all files, except QSAM: Resource not available.
 4 For VSAM under OS/390 and VM with CMPR2 compiler-option only: Nofile position indicator for sequential request.
 Under AIX and Windows: Concurrent open error.
 5 For all files, except QSAM: Invalid or incomplete file information.
 6| For VSAM file under OS/390 and VM: An OPEN statement with the| OUTPUT phrase was attempted, or an OPEN statement with the I-O or| EXTEND phrase was attempted for an optional file, but no DD statement| was specified for the file.
 | For QSAM file under OS/390 and VM: An OPEN statement with the| OUTPUT phrase was attempted, or an OPEN statement with the I-O or| EXTEND phrase was attempted for an optional file, but no DD statement| was specified for the file and the CBLQDA(OFF) run-time option was| specified.
 Under AIX and Windows: File system not available.
 7 For VSAM only under OS/390 and VM: OPEN statement executionsuccessful: File integrity verified.
 Under AIX and Windows: Errors related to remote file access.
 8 Under AIX and Windows: Open failed due to locked file.
 | Under OS/390: Open failed due to either the invalid contents of an| environment variable specified in a SELECT ... ASSIGN clause, or failed| dynamic allocation. For more information about the conditions under which| this status can occur, see “ASSIGN clause” on page 97.
 9 Under AIX and Windows: Record access failed due to locked record.
 Invalid key condition
 The invalid key condition can occur during execution of a START, READ, WRITE,REWRITE, or DELETE statement. (For details of the causes for the condition, seethe appropriate statement in Part 4, “Environment Division” on page 79.) Whenan invalid key condition occurs, the input-output statement that caused thecondition is unsuccessful.
 When the invalid key condition is recognized, actions are taken in the followingorder:1. If the FILE STATUS clause is specified in the FILE-CONTROL entry, a value is
 placed into the status key to indicate an invalid key condition. (See Table 35on page 244.)
 2. If the INVALID KEY phrase is specified in the statement causing the condition,control is transferred to the INVALID KEY imperative-statement. Any
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Both the INVALID KEY phrase and the EXCEPTION/ERROR procedure can beomitted.
 Statement operations
 EXCEPTION/ERROR declarative procedure specified for this file is notexecuted. Execution then continues according to the rules for each statementspecified in the imperative-statement.
 3. If the INVALID KEY phrase is not specified in the input-output statement for afile, an EXCEPTION/ERROR procedure must be specified, and that procedureis executed. The NOT INVALID KEY phrase, if specified, is ignored.
 If the invalid key condition does not exist after execution of the input-outputoperation, the INVALID KEY phrase is ignored, if specified, and the followingactions are taken:1. If an exception condition which is not an invalid key condition exists, control
 is transferred according to the rules of the USE statement following theexecution of any USE AFTER EXCEPTION procedure.
 2. If no exception condition exists, control is transferred to the end of theinput-output statement or the imperative statement specified in the NOTINVALID KEY phrase, if it is specified.
 INTO/FROM identifier phrase
 This phrase is valid for READ, RETURN, RELEASE, REWRITE, and WRITEstatements. The identifier specified must be the name of an entry in theWorking-Storage Section or the Linkage Section, or of a record description foranother previously opened file. Record-name/file-name and identifier must notrefer to the same storage area.
 Format ��─ ──┬ ┬ ──┬ ┬─READ─── ─file-name-1─ ──┬ ┬──────── ──┬ ┬──────────────────── ───────�� │ │└ ┘─RETURN─ └ ┘─RECORD─ └ ┘ ─INTO──identifier-1─ └ ┘ ──┬ ┬─RELEASE─ ─record-name-1─ ──┬ ┬──────────────────── ───────── ├ ┤─REWRITE─ └ ┘ ─FROM──identifier-1─ └ ┘─WRITE───
 � The INTO phrase can be specified in a READ or RETURN statement.
 The result of the execution of a READ or RETURN statement with the INTOphrase is equivalent to the application of the following rules in the orderspecified:— The execution of the same READ or RETURN statement without the INTO
 phrase.— The current record is moved from the record area to the area specified by
 identifier-1 according to the rules for the MOVE statement without theCORRESPONDING phrase. The size of the current record is determinedby rules specified in the RECORD clause. If the file description entrycontains a RECORD IS VARYING clause, the implied move is a groupmove. The implied MOVE statement does not occur if the execution of theREAD or RETURN statement was unsuccessful. Any subscripting orreference-modification associated with identifier-1 is evaluated after therecord has been read or returned and immediately before it is moved tothe data item. The record is available in both the record area and the dataitem referenced by identifier-1.
 � The FROM phrase can be specified in a RELEASE, REWRITE, or WRITEstatement.
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GOBACK,
 Statement operations
 The result of the execution of a RELEASE, REWRITE, or WRITE statementwith the FROM phrase is equivalent to the execution of the followingstatements in the order specified:
 MOVE identifier-1 TO record-name-1
 The same RELEASE, REWRITE, or WRITE statement without the FROMphrase.
 After the execution of the RELEASE, REWRITE or WRITE statement iscomplete, the information in the area referenced by identifier-1 is available,even though the information in the area referenced by record-name-1 is notavailable, except specified by the SAME RECORD AREA clause.
 File position indicator
 The file position indicator is a conceptual entity used in this document to facilitateexact specification of the next record (or alternatively under AIX and Windows, theprevious record) to be accessed within a given file during certain sequences ofinput-output operations. The setting of the file position indicator is affected onlyby the OPEN, CLOSE, READ and START statements. The concept of a file positionindicator has no meaning for a file opened in the output or extend mode.
 Statements, sentences, and paragraphs in the Procedure Division are executedsequentially, except when a procedure branching statement such as EXIT, GO TO,PERFORM, or STOP is used.
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environment-name
 usingline-sequential file I-O or
 It can also be a DBCS data item or an external floating-point item.
 ACCEPT Statement
 Procedure Division statements
 ACCEPT statement
 The ACCEPT statement transfers data into the specified identifier. There is noediting or error checking of the incoming data.
 Data transfer
 Format 1—data transfer��──ACCEPT──identifier-1─ ──┬ ┬──────────────────────────── ──────────────────�� └ ┘ ─FROM─ ──┬ ┬─mnemonic-name-1── └ ┘ ─ ─
 Format 1 transfers data from an input/output device into identifier-1. When theFROM phrase is omitted, the system input device is assumed.
 Format 1 is useful for exceptional situations in a program when operatorintervention (to supply a given message, code, or exception indicator) is required.The operator must, of course, be supplied with the appropriate messages withwhich to reply.
 Under AIX and Windows, the input file must be a byte stream file(for example, a file consisting of text data with records delimited by a recordterminator). You can create a byte stream file in your COBOL program
 with the DISPLAY statement. (Most text editors can beused to create a byte stream file as well.)
 The input file cannot be a VSAM, Btrieve, SFS, or STL file (including sequential,relative, or indexed files).
 If the source of the ACCEPT statement is a file and identifier-1 is filled withoutusing the full record delimited by the record terminator, the remainder of theinput record is used in the next ACCEPT statement for the file. The recorddelimiter characters are removed from the input data before the input records aremoved into the ACCEPT receiving area.
 If the source of the ACCEPT statement is a terminal, the data entered at theterminal, followed by the enter key, is treated as the input data. If the input datais shorter than identifier-1, the area is padded with spaces.
 identifier-1Can be any group item, or an elementary alphabetic, alphanumeric,alphanumeric-edited, numeric-edited or external decimal item.
 mnemonic-nameMust be associated in the SPECIAL-NAMES paragraph with an input/outputdevice: either a system input device or a console. For more information onacceptable values for mnemonic-name, see “SPECIAL-NAMES paragraph” onpage 83.
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ACCEPT Statement
 � System input deviceRecord length of 80 characters is assumed even if a logical recordlength of other than 80 characters is specified.The system input device is read until identifier-1 is filled or EOF isencountered. If the length of identifier-1 is not an even multiple of thesystem input device record length, the final record will be truncated asrequired. If EOF is encountered after data has been moved, and beforeidentifier-1 has been filled, identifier-1 is padded with blanks. If EOFis encountered before any data has been moved to identifier-1,padding will not take place and identifier-1 contents will remainunchanged. Each input record is concatenated with the previous inputrecord.If the input record is of the fixed-length format, the entire input recordis used. No editing is performed to remove trailing or leading blanks.
 Under OS/390 and VM, if the input record is of thevariable-length format, the actual record length is used to determinethe amount of data received. With variable format records, the RecordDefinition Word (RDW) is removed from the beginning of the inputrecord. Only the actual input data is transferred to identifier-1.
 � Console
 Under OS/390 and VM:1. A system-generated message code is automatically displayed, followed
 by the literal AWAITING REPLY.
 The maximum length of an input message is 114 characters.2. Execution is suspended.3. After the message code (the same code as in item 1) is entered from
 the console and recognized by the system, ACCEPT statementexecution is resumed. The message is moved to identifier-1 andleft-justified, regardless of its PICTURE clause.
 The ACCEPT statement is terminated after any of the following occurs:— If no data is received from the console. For example, if the operator
 hits the ENTER key— The identifier is filled with data— Fewer than 114 characters of data are entered
 If 114 bytes of data are entered and the identifier is still not filled withdata, then more requests for data are issued to the console.
 If more than 114 characters of data are entered, only the first 114characters will be recognized by the system.
 If the identifier is longer than the incoming message, the rightmostcharacters are padded with spaces.
 If the incoming message is longer than the identifier, the characterpositions beyond the length of the identifier are truncated.
 | For information about obtaining ACCEPT input from an HFS file or| stdin, see the IBM COBOL Programming Guide for your platform.
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environment-nameA valid environment-name can be specified. See Table 8 on page 85 for a listof valid environment-names.
 Under AIX and Windows, ACCEPT (or DISPLAY) with anenvironment name is directed to the destination based on the assignment ofthe system target for the environment name via the environment variableassignment.
 If the environment variable is not set, the first three are directed to the systemlogic input device, the system logic output device, and the user terminal,respectively as determined by COBOL for the platform. (For example,CONSOLE would be stdin as the default.) DISPLAY to SYSPUNCH/SYSPCHfails unless you set the corresponding environment variable to indicate a validtarget. The target file is determined by checking the COBOLenvironment-name (CONSOLE, SYSIN, SYSIPT, SYSOUT, SYSLIST, SYSLST,SYSPUNCH, and SYSPCH). If an environment variable is definedcorresponding to the COBOL environment variable, the value of theenvironment variable is used as the system file identifier. For moreinformation on environment-variables, see the IBM COBOL ProgrammingGuide for your platform.
 Note: If the device is the same as that used for READ statements, results areunpredictable.
 DATEYYYYMMDD, DAY YYYYDDD,
 YYYYMMDD
 YYYYDDD
 , internalfloating-point, or external floating-point item
 ACCEPT statement
 Under AIX and Windows: ACCEPT or DISPLAY with anenvironment name is directed to the destination based on the value of theenvironment variable corresponding to the COBOL environment name (SYSINor CONSOLE).
 If the environment variable corresponding to the COBOL environment name isnot set, ACCEPT from SYSIN, SYSIPT, or CONSOLE is from the system logicalinput device (stdin) and DISPLAY on SYSOUT, SYSLIST, or SYSLST is to thesystem logical output device (stdout). DISPLAY to SYSPUNCH or SYSPCH issupported only if the environment variable for SYSPUNCH is set to a validdisplay target.
 System information transfer
 System information contained in the specified conceptual data items DATE, DAY, DAY-OF-WEEK, or TIME, can be
 transferred into the identifier. The transfer must follow the rules for the MOVEstatement without the CORRESPONDING phrase. See “MOVE statement” onpage 320.
 Format 2—system information transfer��──ACCEPT──identifier-2──FROM─ ──┬ ┬ ─DATE─ ──┬ ┬────────── ────────────────────�� │ │└ ┘─ ─ ├ ┤ ─DAY─ ──┬ ┬───────── ── │ │└ ┘─ ─ ├ ┤─DAY-OF-WEEK──────── └ ┘─TIME───────────────
 identifier-2Can be a group, elementary alphanumeric, alphanumeric-edited,numeric-edited, external decimal, internal decimal, binary
 .
 252 COBOL Language Reference

Page 265
                        

DATE YYYYMMDD, DAY YYYYDDD,
 DATE YYYYMMDD, DAY YYYYDDD,
 If the DATEPROC compiler option is in effect,then the returned value has implicit DATE FORMAT YYXXXX, and identifier-2must be defined with this date format.
 DATE YYYYMMDDHas the implicit PICTURE 9(8). If the DATEPROC compiler option is in effect,then the returned value has implicit DATE FORMAT YYYYXXXX, andidentifier-2 must be defined with this date format.
 The sequence of data elements (from left to right) is:
 4 digits for the year2 digits for the month2 digits for the day
 Thus, 27 April 1995 is expressed as: 1995?427
 If the DATEPROC compiler option is in effect,then the returned value has implicit DATE FORMAT YYXXX, and identifier-2must be defined with this date format.
 DAY YYYYDDDHas the implicit PICTURE 9(7). If the DATEPROC compiler option is in effect,then the returned value has implicit DATE FORMAT YYYYXXX, andidentifier-2 must be defined with this date format.
 The sequence of data elements (from left to right) is:
 4 digits for the year3 digits for the day
 ACCEPT statement
 Format 2 accesses the current date in two formats—the day of the week or thetime of day as carried by the system, which can be useful in identifying when aparticular run of an object program was executed. You can also use format 2 tosupply the date in headings and footings.
 Note: The current date and time is also accessible via the date/time intrinsicfunction CURRENT-DATE, which also supports 4-digit year values and provideadditional information (see “Intrinsic functions” on page 402).
 DATE, DAY, DAY-OF-WEEK, and TIME
 The conceptual data items DATE, DAY,DAY-OF-WEEK, and TIME implicitly have USAGE DISPLAY. Because these areconceptual data items, they cannot be described in the COBOL program.
 DATEHas the implicit PICTURE 9(6).
 The sequence of data elements (from left to right) is:
 2 digits for the year2 digits for the month2 digits for the day
 Thus, 27 April 1995 is expressed as: 95?427
 DAYHas the implicit PICTURE 9(5).
 The sequence of data elements (from left to right) is:
 2 digits for the year3 digits for the day
 Thus, 27 April 1995 is expressed as: 95117
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Thus, 27 April 1995 is expressed as: 1995117
 ACCEPT statement
 DAY-OF-WEEKHas the implicit PICTURE 9(1).
 The single data element represents the day of the week according to thefollowing values:
 1 represents Monday 5 represents Friday2 represents Tuesday 6 represents Saturday3 represents Wednesday 7 represents Sunday4 represents Thursday
 Thus, Wednesday is expressed as: 3
 TIMEHas the implicit PICTURE 9(8).
 The sequence of data elements (from left to right) is:
 2 digits for hour of day2 digits for minute of hour2 digits for second of minute2 digits for hundredths of second
 Thus, 2:41 PM is expressed as: 1441????
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ADD statement
 ADD statement
 The ADD statement sums two or more numeric operands and stores the result.
 Format 1 ┌ ┐──────────────────── ┌ ┐─────────────────────────────��──ADD─ ───/ ┴──┬ ┬─identifier-1─ ─TO─ ───/ ┴ ─identifier-2─ ──┬ ┬───────── ───────────� └ ┘─literal-1──── └ ┘─ROUNDED─
 �─ ──┬ ┬──────────────────────────────────────────── ──────────────────────────� └ ┘ ──┬ ┬──── ─SIZE ERROR──imperative-statement-1─ └ ┘─ON─
 �─ ──┬ ┬───────────────────────────────────────────────── ──┬ ┬───────── ───────�� └ ┘ ─NOT─ ──┬ ┬──── ─SIZE ERROR──imperative-statement-2─ └ ┘─END-ADD─ └ ┘─ON─
 All identifiers or literals preceding the key word TO are added together, and thissum is added to and stored in identifier-2. This process is repeated for eachsuccessive occurrence of identifier-2, in the left-to-right order in which identifier-2is specified.
 Format 2 ┌ ┐────────────────────��──ADD─ ───/ ┴──┬ ┬─identifier-1─ ──┬ ┬──── ──┬ ┬─identifier-2─ ────────────────────� └ ┘─literal-1──── └ ┘─TO─ └ ┘─literal-2────
 ┌ ┐─────────────────────────────�─ ─GIVING─ ───/ ┴ ─identifier-3─ ──┬ ┬───────── ───────────────────────────────────� └ ┘─ROUNDED─
 �─ ──┬ ┬──────────────────────────────────────────── ──────────────────────────� └ ┘ ──┬ ┬──── ─SIZE ERROR──imperative-statement-1─ └ ┘─ON─
 �─ ──┬ ┬───────────────────────────────────────────────── ──┬ ┬───────── ───────�� └ ┘ ─NOT─ ──┬ ┬──── ─SIZE ERROR──imperative-statement-2─ └ ┘─END-ADD─ └ ┘─ON─
 The values of the operands preceding the word GIVING are added together, andthe sum is stored as the new value of each data item referenced by identifier-3.
 Format 3��──ADD─ ──┬ ┬─CORRESPONDING─ ─identifier-1──TO──identifier-2─ ──┬ ┬───────── ────� └ ┘─CORR────────── └ ┘─ROUNDED─
 �─ ──┬ ┬──────────────────────────────────────────── ──────────────────────────� └ ┘ ──┬ ┬──── ─SIZE ERROR──imperative-statement-1─ └ ┘─ON─
 �─ ──┬ ┬───────────────────────────────────────────────── ──┬ ┬───────── ───────�� └ ┘ ─NOT─ ──┬ ┬──── ─SIZE ERROR──imperative-statement-2─ └ ┘─END-ADD─ └ ┘─ON─
 Elementary data items within identifier-1 are added to and stored in thecorresponding elementary items within identifier-2.
 Part 6. Procedure Division 255

Page 268
                        

The following restrictions apply to date fields:
 � In format 1, identifier-2 can specify one or more date fields; identifier-1must not specify a date field.
 � In format 2, either identifier-1 or identifier-2 (but not both) can specify atmost one date field. If identifier-1 or identifier-2 specifies a date field, thenevery instance of identifier-3 must specify a date field that is compatiblewith the date field specified by identifier-1 or identifier-2. That is, theymust have the same date format, except for the year part, which can bewindowed or expanded.
 If neither identifier-1 nor identifier-2 specifies a date field, then identifier-3can specify one or more date fields without any restriction on the dateformats.
 � In format 3, only corresponding elementary items within identifier-2 can bedate fields. There is no restriction on the format of these date fields.
 � A year-last date field is allowed in an ADD statement only as identifier-1and when the result of the addition is a non-date
 There are two steps to determining the result of an ADD statement thatinvolves one or more date fields:
 1. Addition: determine the result of the addition operation, as describedunder “Addition involving date fields” on page 212.
 2. Storage: determine how the result is stored in the receiving field. (Informats 1 and 3, the receiving field is identifier-2; in Format 3, thereceiving field is the GIVING identifier-3.) For details, see “Storingarithmetic results that involve date fields” on page 213.
 Floating-point data items and literals can be used anywhere a numeric dataitem or literal can be specified.
 As an IBM extension, the composite of operands can contain more than 18 digits.
 ADD statement
 For all formats:
 identifierIn format 1, must name an elementary numeric item.
 In format 2, must name an elementary numeric item, except when followingthe word GIVING. Each identifier following the word GIVING must name anelementary numeric or numeric-edited item.
 In format 3, must name a group item.
 literalMust be a numeric literal.
 The composite of operands must not contain more than 18 digits.
 || For more information, see “Arithmetic statement operands” on page 242 and the| details on arithmetic intermediate results in the IBM COBOL Programming| Guide for your platform.
 ROUNDED phrase
 For formats 1, 2, and 3, see “ROUNDED phrase” on page 239.
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ADD statement
 SIZE ERROR phrases
 For formats 1, 2, and 3, see “SIZE ERROR phrases” on page 240.
 CORRESPONDING phrase (format 3)
 See “CORRESPONDING phrase” on page 238.
 END-ADD phrase
 This explicit scope terminator serves to delimit the scope of the ADD statement.END-ADD permits a conditional ADD statement to be nested in anotherconditional statement. END-ADD can also be used with an imperative ADDstatement.
 For more information, see “Delimited scope statements” on page 237.
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Do not use the ALTER statement in programs that have the RECURSIVE attribute,in methods, or in AIX or Windows programs compiled with the THREAD option.
 ALTER statement
 ALTER statement
 The ALTER statement changes the transfer point specified in a GO TO statement.
 The ALTER statement encourages the use of unstructured programming practices;the EVALUATE statement provides the same function as the ALTER statement andhelps to ensure that your program will be well-structured.
 ┌ ┐──────────────────────────────────────────────────────────��──ALTER─ ───/ ┴─procedure-name-1──TO─ ──┬ ┬──────────── ─procedure-name-2─ ─────�� └ ┘─PROCEED TO─
 The ALTER statement modifies the GO TO statement in the paragraph named byprocedure-name-1. Subsequent executions of the modified GO TO statement(s)transfer control to procedure-name-2.
 procedure-name-1Must name a Procedure Division paragraph that contains only one sentence: aGO TO statement without the DEPENDING ON phrase.
 procedure-name-2Must name a Procedure Division section or paragraph.
 Before the ALTER statement is executed, when control reaches the paragraphspecified in procedure-name-1, the GO TO statement transfers control to theparagraph specified in the GO TO statement. After execution of the ALTERstatement, however, the next time control reaches the paragraph specified inprocedure-name-1, the GO TO statement transfers control to the paragraphspecified in procedure-name-2.
 The ALTER statement acts as a program switch, allowing, for example, onesequence of execution during initialization and another sequence during the bulkof file processing.
 Altered GO TO statements in programs with the INITIAL attribute are returned totheir initial states each time the program is entered.
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ALTER statement
 Segmentation considerations
 A GO TO statement in a section whose priority is greater than or equal to 50 mustnot be referred to by an ALTER statement in a section with a different priority.All other uses of the ALTER statement are valid and are performed, even if theGO TO to which the ALTER refers is in a fixed overlayable segment.
 Altered GO TO statements in independent segments are returned to their initialstates when control is transferred to the independent segment that contains theALTERED GO TO from another independent segment with a different priority.
 This transfer of control can take place because of:� The effect of previous statements� An explicit transfer of control with a PERFORM or GO TO statement� A sort or merge statement with the INPUT or OUTPUT phrase specified
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Programs defined with the RECURSIVE attribute can execute a CALL statementthat directly or indirectly CALLs itself.
 Do not specify the name of a class or a method in the CALL statement.
 procedure-ptr-1
 ADDRESS OFfile-name-1OMITTED
 ADDRESS OFLENGTH OF
 literal-2OMITTED
 VALUE identifier-4BY ADDRESS OF
 LENGTH OFliteral-3
 RETURNING identifier-5
 File-name-1 is supported under OS/390 and VM only.
 The rules of formation for program names are dependent on the PGMNAMEcompiler option. For details, see the discussion of program names in“PROGRAM-ID paragraph” on page 70 and also the description of thePGMNAME compiler option in the IBM COBOL Programming Guide for yourplatform.
 Identifier-1 can be an alphabetic or zoned decimal data item. Identifier-1cannot be a windowed date field.
 CALL statement
 CALL statement
 The CALL statement transfers control from one object program to another withinthe run unit.
 The program containing the CALL statement is the calling program; the programidentified in the CALL statement is the called subprogram. Called programs cancontain CALL statements; however, a called program must not execute a CALLstatement that directly or indirectly calls the calling program.
 Format ��──CALL─ ──┬ ┬─identifier-1──── ─────────────────────────────────────────────────────────────────────────────────� ├ ┤─literal-1─────── └ ┘─ ─
 �─ ──┬ ┬──────────────────────────────────────────────────────────────────────────── ─────────────────────────────� │ │┌ ┐─────────────────────────────────────────────────────────────────── │ ││ │┌ ┐──────────────────────────────────── └ ┘ ─USING─ ───/ ┴──┬ ┬ ──┬ ┬─────────────────── ───/ ┴──┬ ┬ ──┬ ┬──────────── ─identifier-2─ │ │└ ┘ ──┬ ┬──── ─REFERENCE─ │ │└ ┘─ ─ │ │└ ┘─BY─ ├ ┤ ─ ───(1)─────────────── │ │└ ┘ ─ ────────────────────── │ │┌ ┐──────────────────────────────────── ├ ┤ ──┬ ┬──── ─CONTENT─ ───/ ┴──┬ ┬ ──┬ ┬──────────── ─identifier-3─ ────── │ │└ ┘─BY─ │ │├ ┤ ─ ─ │ ││ │└ ┘ ─ ── │ │├ ┤ ─ ──────────────────── │ │└ ┘ ─ ────────────────────── │ │┌ ┐──────────────────────────────────── └ ┘ ──┬ ┬──── ─ ─ ───/ ┴──┬ ┬ ──┬ ┬──────────── ─ ─ ──────── └ ┘─ ─ │ │├ ┤ ─ ─ │ │└ ┘ ─ ── └ ┘ ─ ────────────────────
 �─ ──┬ ┬─────────────────────────── ──────────────────────────────────────────────────────────────────────────────� └ ┘── ─ ── ─
 �─ ──┬ ┬─────────────────────────────────────────────────────────────────────────────────────────────────── ──────� ├ ┤ ──┬ ┬─────────────────────────────────────────── ──┬ ┬──────────────────────────────────────────────── │ │└ ┘ ──┬ ┬──── ─EXCEPTION──imperative-statement-1─ └ ┘ ─NOT─ ──┬ ┬──── ─EXCEPTION──imperative-statement-2─ │ │└ ┘─ON─ └ ┘─ON─ └ ┘──┬ ┬──── ─OVERFLOW──imperative-statement-3────────────────────────────────────────────────────────── └ ┘─ON─
 �─ ──┬ ┬────────── ──────────────────────────────────────────────────────────────────────────────────────────────�� └ ┘─END-CALL─
 Note:1
 identifier-1, literal-1Literal-1 must be a nonnumeric literal. Identifier-1 must be an alphanumericdata item such that its value can be a program name.
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procedure-pointer-1Must be defined with USAGE IS PROCEDURE-POINTER, and must be set to avalid program entry point; otherwise, the results of the CALL statement areundefined.
 After a program has been canceled by COBOL, released by PL/I or C, ordeleted by assembler, any procedure-pointers that had been set to thatprogram's entry point are no longer valid.
 When the called subprogram is entered through an ENTRY statement, literal-1 orthe contents of identifier-1 must be the same as the name specified in the calledsubprogram's ENTRY statement.
 or the ENTRY statement
 The sequence of appearance of the identifiers in the USING phrase of the CALLstatement and in the corresponding USING phrase in the called program's ENTRYstatement determines the correspondence between the identifiers used by thecalling and called programs.
 and BY VALUE or BY VALUE
 or BY VALUE
 CALL statement
 When the called subprogram is to be entered at the beginning of the ProcedureDivision, literal-1 or the contents of identifier-1 must specify the program-name ofthe called subprogram.
 For information on how the compiler resolves CALLs to program names found inmultiple programs, see “Conventions for program-names” on page 60.
 USING phrase
 The USING phrase specifies arguments that are passed to the target program.
 Include the USING phrase in the CALL statement only if there is a USING phrasein the Procedure Division header through which thecalled program is run. The number of operands in each USING phrase must beidentical.
 For more information on the USING phrase see “The Procedure Division header”on page 204.
 The sequence of appearance of the identifiers in the USING phrase of the CALLstatement and in the corresponding USING phrase in the called subprogram'sProcedure Division header determines the correspondence between the identifiersused by the calling and called programs. This correspondence is positional.
 The values of the parameters referenced in the USING phrase of the CALLstatement are made available to the called subprogram at the time the CALLstatement is executed. The description of the data item in the called program mustdescribe the same number of character positions as the description of thecorresponding data item in the calling program.
 The BY CONTENT, BY REFERENCE phrases apply to parametersthat follow them until another BY CONTENT, BY REFERENCE,phrase is encountered. BY REFERENCE is assumed if you do not specify a BYCONTENT, BY REFERENCE, phrase prior to the first parameter.
 BY REFERENCE phrase
 If the BY REFERENCE phrase is either specified or implied for a parameter, thecorresponding data item in the calling program occupies the same storage area asthe data item in the called program.
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Can be a data item of any level in the Data Division.
 file-name-1 (OS/390 and VM only) Under OS/390 and VM, a file-name for a QSAM file. See IBM
 COBOL for OS/390 & VM Programming Guide for details on using file-namewith the CALL statement.
 ADDRESS OF special registerFor information on the ADDRESS OF special register, see “ADDRESS OF” onpage 9.
 OMITTEDIndicates that no argument is passed.
 Can be a data item of any level in the Data Division.
 literal-2Can be:
 � A nonnumeric literal� A figurative constant (except ALL literal or NULL/NULLS)� A DBCS literal
 LENGTH OF special registerFor information on the LENGTH OF special register, see “LENGTH OF” onpage 11.
 ADDRESS OF special registerFor information on the ADDRESS OF special register, see “ADDRESS OF” onpage 9.
 OMITTEDIndicates that no argument is passed.
 For nonnumeric literals, the called subprogram should describe the parameter asPIC X(n) USAGE DISPLAY, where "n" is the number of characters in the literal.
 CALL statement
 identifier-2Identifier-2 cannot be a
 function identifier.
 Note: If defined in the Linkage Section or File Section, you must have alreadyprovided addressability for identifier-2 prior to invocation of the CALLstatement. You can do this by coding either one of the following: SETADDRESS OF identifier-2 TO pointer or PROCEDURE/ENTRY USING.
 BY CONTENT phrase
 If the BY CONTENT phrase is specified or implied for a parameter, the calledprogram cannot change the value of this parameter as referenced in the CALLstatement's USING phrase, though the called program can change the value of thedata item referenced by the corresponding data-name in the called program'sProcedure Division header. Changes to the parameter in the called program donot affect the corresponding argument in the calling program.
 identifier-3Identifier-3 cannot be a
 function identifier.
 Note: If defined in the Linkage Section or File Section, you must have alreadyprovided addressability for identifier-3 prior to invocation of the CALLstatement. You can do this by coding either one of the following: SETADDRESS OF identifier-3 TO pointer or PROCEDURE/ENTRY USING.
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For DBCS literals, the called subprogram should describe the parameter as PICG(n) USAGE DISPLAY-1, or PIC N(n) with implicit or explicit USAGE DISPLAY-1,where "n" is the length of the literal.
 BY VALUE phrase
 The BY VALUE phrase applies to all arguments that follow until overridden byanother BY REFERENCE or BY CONTENT phrase.
 If the BY VALUE phrase is specified or implied for an argument, the value of theargument is passed, not a reference to the sending data item. The called programcan modify the formal parameter corresponding to the BY VALUE argument, butany such changes do not affect the argument since the called program has accessto a temporary copy of the sending data item.
 While BY VALUE arguments are primarily intended for communication withnon-COBOL programs (such as C), they can also be used for COBOL-to-COBOLinvocations. In this case, BY VALUE must be specified or implied for both theargument in the CALL USING phrase and the corresponding formal parameter inthe Procedure Division USING phrase.
 identifier-4Must be an elementary data item in the Data Division. It must be one of thefollowing:
 � Binary (USAGE BINARY, COMP, COMP-4, or COMP-5)� Floating point (USAGE COMP-1 or COMP-2)� Pointer (USAGE POINTER)� Procedure-pointer (USAGE PROCEDURE-POINTER)� Object reference (USAGE OBJECT REFERENCE)� Single-byte alphanumeric (such as PIC X or PIC A)
 The following can also be passed BY VALUE:
 � Reference modified item with length one� SHIFT-IN and SHIFT-OUT special registers� LINAGE-COUNTER special register when it is usage binary
 ADDRESS OF special registerAn ADDRESS OF special register passed BY VALUE is treated as a pointer.For information on the ADDRESS OF special register, see “ADDRESS OF” onpage 9.
 LENGTH OF special registerA LENGTH OF special register passed BY VALUE is treated as a PIC 9(9)binary. For information on the LENGTH OF special register, see “LENGTHOF” on page 11.
 literal-3Must be one of the following:
 � Numeric literal� ZERO� 1-character nonnumeric literal� Symbolic character� Single byte figurative constant
 — SPACE— QUOTE— HIGH-VALUE
 CALL statement
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— LOW-VALUE
 ZERO is treated as a numeric value; a fullword binary zero is passed.
 If literal-3 is a fixed point numeric literal, it must have a precision of 9 or lessdigits. In this case, a fullword binary representation of the literal value ispassed.
 If literal-3 is a floating point numeric literal, an 8-byte internal floating point(COMP-2) representation of the value is passed.
 Literal-3 must not be a DBCS literal.
 RETURNING phrase
 identifier-5The RETURNING data item, which must be defined in the DATA DIVISION.The return value of the CALLed program is implicitly stored into identifier-5.
 You can specify the RETURNING phrase for calls to functions written in COBOL,C, or in other programming languages that use C linkage conventions. If youspecify the RETURNING phrase on a CALL to a COBOL subprogram:� The CALLed subprogram must specify the RETURNING phrase on its
 Procedure Division header.� Identifier-5 and the corresponding Procedure Division RETURNING identifier
 in the target program must have the same PICTURE, USAGE, SIGN,SYNCHRONIZE, JUSTIFIED, and BLANK WHEN ZERO clauses (except thatPICTURE clause currency symbols can differ, and periods and commas can beinterchanged due to the DECIMAL POINT IS COMMA clause).
 When the target returns, its return value is assigned to identifier-5, using eitherthe rules for SET statement, if identifier-6 is USAGE IS INDEX, USAGE ISPOINTER, USAGE IS PROCEDURE-POINTER, or USAGE IS OBJECTREFERENCE; otherwise, the rules for the MOVE statement are used.
 Note: The CALL... RETURNING data item is an output-only parameter. On entryto the called program, the initial state of the PROCEDURE DIVISIONRETURNING data item has an undefined and unpredictable value. You mustinitialize the PROCEDURE DIVISION RETURNING data item in the calledprogram before you reference its value. The value that is passed back to thecalling program is the final value of the PROCEDURE DIVISION RETURNINGdata item when the called program returns.
 If an EXCEPTION or OVERFLOW occurs, identifier-5 is not changed. Identifier-5must not be reference-modified.
 The RETURN-CODE special register is not set by execution of CALL statementsthat include the RETURNING phrase.
 CALL statement
 ON EXCEPTION phrase
 An exception condition occurs when the called subprogram cannot be madeavailable. At that time, one of the following two actions will occur:1. If the ON EXCEPTION phrase is specified, control is transferred to
 imperative-statement-1. Execution then continues according to the rules foreach statement specified in imperative-statement-1. If a procedure branchingor conditional statement that causes explicit transfer of control is executed,
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CALL statement
 control is transferred in accordance with the rules for that statement;otherwise, upon completion of the execution of imperative-statement-1, controlis transferred to the end of the CALL statement and the NOT ON EXCEPTIONphrase, if specified, is ignored.
 2. If the ON EXCEPTION phrase is not specified in the CALL statement, theNOT ON EXCEPTION phrase, if specified, is ignored.
 NOT ON EXCEPTION phrase
 If an exception condition does not occur (that is, the called subprogram can bemade available), control is transferred to the called program. After control isreturned from the called program, control is transferred to:� Imperative-statement-2, if the NOT ON EXCEPTION phrase is specified.� The end of the CALL statement in any other case (if the ON EXCEPTION
 phrase is specified, it is ignored).
 If control is transferred to imperative-statement-2, execution continues according tothe rules for each statement specified in imperative-statement-2. If a procedurebranching or conditional statement that causes explicit transfer of control isexecuted, control is transferred in accordance with the rules for that statement;otherwise, upon completion of the execution of imperative-statement-2, control istransferred to the end of the CALL statement.
 ON OVERFLOW phrase
 The ON OVERFLOW phrase has the same effect as the ON EXCEPTION phrase.
 END-CALL phrase
 This explicit scope terminator serves to delimit the scope of the CALL statement.END-CALL permits a conditional CALL statement to be nested in anotherconditional statement. END-CALL can also be used with an imperative CALLstatement.
 For more information, see “Delimited scope statements” on page 237.
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Identifier-1 can be alphabetic or zoned decimal data item. It cannot be awindowed date field.
 The program-name referenced in the CANCEL statement can be affected bythe PGMNAME compiler option. For details, see the IBM COBOL ProgrammingGuide for your platform.
 Do not specify the name of a class or a method in the CANCEL statement.
 or GOBACK statement
 CANCEL statement
 CANCEL statement
 The CANCEL statement ensures that the next time the referenced subprogram iscalled it will be entered in its initial state.
 Format ┌ ┐────────────────────��──CANCEL─ ───/ ┴──┬ ┬─identifier-1─ ──────────────────────────────────────────�� └ ┘─literal-1────
 identifier-1, literal-1Literal-1 must be a nonnumeric literal. Identifier-1 must be an alphanumericdata item such that its value can be a program name. The rules of formationfor program names are dependent on the PGMNAME compiler option. Fordetails, see the discussion of program names in “PROGRAM-ID paragraph” onpage 70 and also the description of the PGMNAME compiler option in theIBM COBOL Programming Guide for your platform.
 Each literal or contents of the identifier specified in the CANCEL statementmust be the same as the literal or contents of the identifier specified in anassociated CALL statement.
 After a CANCEL statement for a called subprogram has been executed, thatsubprogram no longer has a logical connection to the program. The contents ofdata items in external data records described by the subprogram are not changedwhen that subprogram is canceled. If a CALL statement is executed later by anyprogram in the run unit naming the same subprogram, that subprogram will beentered in its initial state.
 When a CANCEL statement is executed, all programs contained within theprogram referenced by the CANCEL statement are also canceled. The result is thesame as if a valid CANCEL were executed for each contained program in thereverse order in which the programs appear in the separately compiled program.
 A CANCEL statement closes all open files that are associated with an internal fileconnector in the program named in the explicit CANCEL statement. Any USEprocedures associated with any of these files are not executed.
 You can cancel a called subprogram by referencing it as the operand of a CANCELstatement, by terminating the run unit of which the subprogram is a member, orby executing an EXIT PROGRAM statement in the calledsubprogram if that subprogram possesses the INITIAL attribute.
 No action is taken when a CANCEL statement is executed, naming a program thateither:1.
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or a GOBACK
 CANCEL statement
 � Under OS/390 and VM, has not been dynamically called in this run unitby another COBOL for MVS & VM, COBOL for OS/390 & VM, VSCOBOL II, or OS/VS COBOL program.
 � Under AIX and Windows, has not been called in this run unit by anotherIBM COBOL program.
 2. Has been called and subsequently canceled.
 Called subprograms can contain CANCEL statements. However, a called programmust not execute a CANCEL statement that directly or indirectly cancels thecalling program itself, or any other program higher than itself in the callinghierarchy. In such a case, the run unit is terminated.
 A program named in a CANCEL statement must not refer to any program that hasbeen called and has not yet executed an EXIT PROGRAMstatement.
 A program can, however, cancel a program that it did not call, providing that, inthe calling hierarchy, it is higher than or equal to the program it is canceling. Forexample:
 A calls B and B calls C (When A receives control,it can cancel C.)
 A calls B and A calls C (When C receives control,it can cancel B.)
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WITH NO REWIND
 Format 3—line-sequential files ┌ ┐─────────────────────────────────────────────────────��──CLOSE─ ───/ ┴─file-name-1─ ──┬ ┬────────────────────────────────── ──────────�� ├ ┤ ──┬ ┬─REEL───(1) ──┬ ┬────────────────── │ │└ ┘─UNIT───(1) ├ ┤ ──┬ ┬───── ─REMOVAL─ │ ││ │└ ┘─FOR─ │ │└ ┘─WITH NO REWIND─── └ ┘ ──┬ ┬────── ──┬ ┬─NO REWIND───(1) ─────── └ ┘─WITH─ └ ┘─LOCK────────
 Note:1 Under AIX and Windows, the UNIT, REEL, and NO REWIND phases are
 treated as a comment. Although, the file status will be set to 07,indicating a successful completion of a CLOSE for a non-reel/unitmedium.
 CLOSE statement
 CLOSE statement
 The CLOSE statement terminates the processing of volumes and files.
 Format 1—sequential ┌ ┐─────────────────────────────────────────────────────��──CLOSE─ ───/ ┴─file-name-1─ ──┬ ┬────────────────────────────────── ──────────�� ├ ┤ ──┬ ┬─REEL───(1) ──┬ ┬────────────────── │ │└ ┘─UNIT───(1) ├ ┤ ──┬ ┬───── ─REMOVAL─ │ ││ │└ ┘─FOR─ │ │└ ┘─ ─── └ ┘ ──┬ ┬────── ──┬ ┬─NO REWIND───(1) ─────── └ ┘─WITH─ └ ┘─LOCK────────
 Note:1 Under OS/390, the REEL, UNIT, and NO REWIND phrases are not valid
 for VSAM files. Under AIX and Windows, the UNIT, REEL, and NOREWIND phases are treated as a comment. Although, the file status willbe set to 07, indicating a successful completion of a CLOSE for anon-reel/unit medium.
 Format 2—indexed and relative files ┌ ┐───────────────────────────────────��──CLOSE─ ───/ ┴─file-name-1─ ──┬ ┬──────────────── ────────────────────────────�� └ ┘ ──┬ ┬────── ─LOCK─ └ ┘─WITH─
 file-name-1Designates the file upon which the CLOSE statement is to operate. If morethan one file-name is specified, the files need not have the same organizationor access. File-name-1 must not be a sort or merge file.
 REEL/UNITUnder OS/390 and VM, you can specify these phrases only for QSAMmultivolume or single volume files. The terms REEL and UNIT areinterchangeable.
 | Under AIX and Windows, REEL and UNIT are syntax checked, but have no| effect on the execution of the program.
 WITH NO REWIND and FOR REMOVALUnder OS/390 and VM, these phrases apply only to QSAM tape files. If theyare specified for storage devices to which they do not apply, they are ignored.
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� Table 38 on page 270 for line-sequential files
 CLOSE statement
 Under AIX and Windows, WITH NO REWIND and FOR REMOVAL are| syntax checked, but have no effect on the execution of the program.
 A CLOSE statement can be executed only for a file in an open mode. Aftersuccessful execution of a CLOSE statement (without the REEL/UNIT phrase ifusing format 1):� The record area associated with the file-name is no longer available.
 Unsuccessful execution of a CLOSE statement leaves availability of the recorddata undefined.
 � An OPEN statement for the file must be executed before any otherinput/output statement.
 � Under AIX and Windows any record locks and file locks held by the fileconnector on the closed file are released.
 If the FILE STATUS clause is specified in the FILE-CONTROL entry, the associatedstatus key is updated when the CLOSE statement is executed.
 If the file is in an open status and the execution of a CLOSE statement isunsuccessful, the EXCEPTION/ERROR procedure (if specified) for this file isexecuted.
 Effect of CLOSE statement on file types
 If the SELECT OPTIONAL clause is specified in the FILE-CONTROL entry for afile, and the file is not present at run time, standard end-of-file processing is notperformed. For QSAM files, the file position indicator and current volume pointerare unchanged.
 Files are divided into the following types:
 Non-Reel/UnitA file whose input or output medium is such that rewinding, reels, andunits have no meaning. All VSAM, Btrieve, and STL files arenon-reel/unit file types. QSAM files can be non-reel/unit file types.
 Sequential single volumeA sequential file that is contained entirely on one volume. More than onefile can be contained on this volume. All VSAM, Btrieve, and STL files aresingle volume. QSAM files can be single volume.
 Sequential multivolumeA sequential file that is contained on more than one volume. QSAM filesare the only files that can be multivolume. The concept of volume has nomeaning for VSAM, Btrieve, or STL files.
 The permissible combinations of CLOSE statement phrases are included in:� Table 36 for sequential files� Table 37 on page 270 for indexed and relative files
 The meaning of each key letter is shown in Table 39 on page 270.
 Table 36 (Page 1 of 2). Sequential files and CLOSE statement phrases
 CLOSE statement phrasesNon-Reel/Unit
 Sequentialsingle-volume
 Sequentialmulti-volume
 CLOSE C C, G A, C, G
 CLOSE REEL/UNIT F F, G F, G
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CLOSE REEL/UNIT WITHNO REWIND
 F B, F B, F
 Table 38. Line-sequential file types and CLOSE statement phrases
 CLOSE statement phrases Action
 CLOSE C
 CLOSE WITH LOCK C,E
 CLOSE statement
 Table 36 (Page 2 of 2). Sequential files and CLOSE statement phrases
 CLOSE statement phrasesNon-Reel/Unit
 Sequentialsingle-volume
 Sequentialmulti-volume
 CLOSE REEL/UNIT FOR REMOVAL D D D
 CLOSE WITH NO REWIND C, H B, C A, B, C
 CLOSE WITH LOCK C, E C, E, G A, C, E, G
 Table 37. Indexed and relative file types and CLOSE statement phrases
 CLOSE statement phrases Action
 CLOSE C
 CLOSE WITH LOCK C,E
 Table 39 (Page 1 of 2). Meanings of key letters for sequential file types
 Key Actions taken
 A Previous volumes unaffected
 Input and input-output files—Standard volume-switch processing is performedfor all previous volumes (except those controlled by a previous CLOSEREEL/UNIT statement). Any subsequent volumes are not processed.
 Output files—Standard volume-switch processing is performed for all previousvolumes (except those controlled by a previous CLOSE REEL/UNIT statement).
 B No rewinding of current reel—the current volume is left in its current position.
 C Close file
 Input and input-output files—If the file is at its end, and label records arespecified, the standard ending label procedure is performed. Standard systemclosing procedures are then performed.
 If the file is at its end, and label records are not specified, label processing doesnot take place, but standard system closing procedures are performed.
 If the file is not at its end, standard system closing procedures are performed, butthere is no ending label processing.
 Output files—If label records are specified, standard ending label procedures areperformed. Standard system closing procedures are then performed.
 If label records are not specified, ending label procedures are not performed, butstandard system closing procedures are performed.
 D Volume removal—Treated as a comment.
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CLOSE statement
 Table 39 (Page 2 of 2). Meanings of key letters for sequential file types
 Key Actions taken
 E File lock—The compiler ensures that this file cannot be opened again during this| execution of the object program. If the file is a tape unit it will be rewound and| unloaded.
 F Close volume
 Input and input-output files—If the current reel/unit is the last and/or onlyreel/unit for the file or if the reel is on a non-reel/unit medium, no volumeswitching is performed. If another reel/unit exists for the file, the followingoperations are performed: a volume switch, beginning volume label procedure,and the first record on the new volume is made available for reading. If no datarecords exist for the current volume, another volume switch occurs.
 Output (reel/unit media) files—The following operations are performed: theending volume label procedure, a volume switch, and the beginning volume labelprocedure. The next executed WRITE statement places the next logical record onthe next direct access volume available. A close statement with the REEL phrasedoes not close the output file; only an end-of-volume condition occurs.
 Output (non-reel/unit media) files—Execution of the CLOSE statement isconsidered successful. The file remains in the open mode and no action takesplace except that the value of the I-O status associated with the file is updated.
 G Rewind—The current volume is positioned at its physical beginning.
 H Optional phrases ignored—The CLOSE statement is executed as if none of theoptional phrases were present.
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EQUAL
 Can name an elementary floating-point data item.
 The word EQUAL can be used in place of =.
 If identifier-1 or the result of the arithmetic expression (or both) are date fields,see “Storing arithmetic results that involve date fields” on page 213 for detailson how the result is stored in identifier-1. If a year-last date field is specifiedas identifier-1, then the result of the arithmetic expression must be a non-date.
 A year-last date field must not be specified in the arithmetic expression.
 COMPUTE statement
 COMPUTE statement
 The COMPUTE statement assigns the value of an arithmetic expression to one ormore data items.
 With the COMPUTE statement, arithmetic operations can be combined without therestrictions on receiving data items imposed by the rules for the ADD, SUBTRACT,MULTIPLY, and DIVIDE statements.
 When arithmetic operations are combined, the COMPUTE statement can be moreefficient than the separate arithmetic statements written in a series.
 Format ┌ ┐─────────────────────────────��──COMPUTE─ ───/ ┴ ─identifier-1─ ──┬ ┬───────── ──┬ ┬─=───── ──────────────────────� └ ┘─ROUNDED─ └ ┘ ─ ─
 �──arithmetic-expression─ ──┬ ┬──────────────────────────────────────────── ───� └ ┘ ──┬ ┬──── ─SIZE ERROR──imperative-statement-1─ └ ┘─ON─
 �─ ──┬ ┬───────────────────────────────────────────────── ──┬ ┬───────────── ───�� └ ┘ ─NOT─ ──┬ ┬──── ─SIZE ERROR──imperative-statement-2─ └ ┘─END-COMPUTE─ └ ┘─ON─
 identifier-1Must name elementary numeric item(s) or elementary numeric-edited item(s).
 arithmetic-expressionCan be any arithmetic expression, as defined in “Arithmetic expressions” onpage 209.
 When the COMPUTE statement is executed, the value of the arithmeticexpression is calculated, and this value is stored as the new value of each dataitem referenced by identifier-1.
 An arithmetic expression consisting of a single identifier, numeric function, orliteral allows the user to set the value of the data item(s) referenced byidentifier-1 equal to the value of that identifier or literal.
 ROUNDED phrase
 For a discussion of the ROUNDED phrase, see “ROUNDED phrase” on page 239.
 SIZE ERROR phrases
 For a discussion of the SIZE ERROR phrases, see “SIZE ERROR phrases” onpage 240.
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COMPUTE statement
 END-COMPUTE phrase
 This explicit scope terminator serves to delimit the scope of the COMPUTEstatement. END-COMPUTE permits a conditional COMPUTE statement to benested in another conditional statement. END-COMPUTE can also be used withan imperative COMPUTE statement.
 For more information, see “Delimited scope statements” on page 237.
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CONTINUE statement
 CONTINUE statement
 The CONTINUE statement allows you to specify a no operation statement.CONTINUE indicates that no executable instruction is present.
 Format ��──CONTINUE───────────────────────────────────────────────────────────────��
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DELETE statement
 DELETE statement
 The DELETE statement removes a record from an indexed or relative file. Forindexed files, the key can then be reused for record addition. For relative files, thespace is then available for a new record with the same RELATIVE KEY value.
 When the DELETE statement is executed, the associated file must be open in I-Omode.
 Format ��──DELETE──file-name-1─ ──┬ ┬──────── ────────────────────────────────────────� └ ┘─RECORD─
 �─ ──┬ ┬────────────────────────────────────────── ────────────────────────────� └ ┘ ─INVALID─ ──┬ ┬───── ─imperative-statement-1─ └ ┘─KEY─
 �─ ──┬ ┬────────────────────────────────────────────── ──┬ ┬──────────── ───────�� └ ┘ ─NOT INVALID─ ──┬ ┬───── ─imperative-statement-2─ └ ┘─END-DELETE─ └ ┘─KEY─
 file-name-1Must be defined in an FD entry in the Data Division and must be the name ofan indexed or relative file.
 After successful execution of a DELETE statement, the record is removed from thefile and can no longer be accessed.
 Execution of the DELETE statement does not affect the contents of the record areaassociated with file-name-1 or the content of the data item referenced by thedata-name specified in the DEPENDING ON phrase of the RECORD clauseassociated with file-name-1.
 If the FILE STATUS clause is specified in the File-Control entry, the associatedstatus key is updated when the DELETE statement is executed.
 The file position indicator is not affected by execution of the DELETE statement.
 Sequential access mode
 For a file in sequential access mode, the last previous input/output statement mustbe a successfully executed READ statement. When the DELETE statement isexecuted, the system removes the record retrieved by that READ statement.
 For a file in sequential access mode, the INVALID KEY and NOT INVALID KEYphrases must not be specified. However, an EXCEPTION/ERROR procedure canbe specified.
 Random or dynamic access mode
 In random or dynamic access mode, DELETE statement execution results dependon the file organization: indexed or relative.
 When the DELETE statement is executed, the system removes the record identifiedby the contents of the prime RECORD KEY data item for indexed files, or theRELATIVE KEY data item for relative files. If the file does not contain such arecord, an INVALID KEY condition exists. (See “Invalid key condition” under“Common processing facilities” on page 244.)
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As an IBM extension, the INVALID KEY phrase does not need to be specified for aDELETE statement that references a file in random or dynamic access and forwhich an EXCEPTION/ERROR procedure is not specified.
 DELETE statement
 Transfer of control after the successful execution of a DELETE statement, with theNOT INVALID KEY phrase specified, is to the imperative statement associatedwith the phrase.
 END-DELETE phrase
 This explicit scope terminator serves to delimit the scope of the DELETE statement.END-DELETE permits a conditional DELETE statement to be nested in anotherconditional statement. END-DELETE can also be used with an imperativeDELETE statement.
 For more information, see “Delimited scope statements” on page 237.
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environment-name-1
 � Internal floating-point numbers are converted to external floating-pointnumbers for display, such that:— A COMP-1 item will display as if it had an external floating-point
 PICTURE clause of -.9(8)E-99— A COMP-2 item will display as if it had an external floating-point
 PICTURE clause of -.9(17)E-99
 Data items defined with USAGE IS POINTER are converted to an external decimalnumber that would have a PICTURE clause of PIC 9(10).
 Data items defined with USAGE IS PROCEDURE-POINTER or USAGE IS OBJECTREFERENCE cannot be specified in a DISPLAY statement.
 Date fields are treated as non-dates when specified in a DISPLAY statement. Thatis, the DATE FORMAT is ignored, and the content of the data item is transferredto the output device as is.
 DBCS data items, explicitly or implicitly defined as USAGE DISPLAY-1, aretransferred to the sending field of the output device. Under OS/390 and VM, forproper results, the output device must have the capability to recognize DBCSshift-out and shift-in control characters.
 DISPLAY statement
 DISPLAY statement
 The DISPLAY statement transfers the contents of each operand to the outputdevice. The contents are displayed on the output device in the order, left to right,in which the operands are listed.
 Under AIX and Windows, the target file is determined by checkingthe COBOL environment-name (CONSOLE, SYSIN, SYSIPT, SYSOUT, SYSLIST,SYSLST, SYSPUNCH, and SYSPCH). If an environment variable is definedcorresponding to the COBOL environment-name, the value of theenvironment-variable is used as the system file identifier. For more information onenvironment-variables, see the IBM COBOL Programming Guide for your platform.
 For SYSPUNCH and SYSPCH, the DISPLAY statement will fail unless thecorresponding environment variable is set to point to a valid target.
 Format ┌ ┐────────────────────��──DISPLAY─ ───/ ┴──┬ ┬─identifier-1─ ──┬ ┬────────────────────────────── ────────� └ ┘─literal-1──── └ ┘ ─UPON─ ──┬ ┬─mnemonic-name-1──── └ ┘ ─ ─
 �─ ──┬ ┬──────────────────────── ─────────────────────────────────────────────�� └ ┘ ──┬ ┬────── ─NO ADVANCING─ └ ┘─WITH─
 identifier-1If it is numeric and is not described as an external decimal, the identifier-1 isconverted automatically to external format, as follows:
 � Binary or internal decimal items are converted to external decimal.Negative signed values cause a low-order sign overpunch.
 No other identifiers require conversion.
 Index names or data items defined with USAGE IS INDEX cannot be specified in aDISPLAY statement.
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Both DBCS and non-DBCS operands can be specified in a single DISPLAY verb.
 Signed numeric literals and non-integer numeric literals are allowed.
 Floating-point literals are allowed.
 DBCS literals are allowed.
 The ALL figurative constant can be used with DBCS literals in a DISPLAYverb.
 or environment-name
 The list of valid environment-names in a DISPLAY statement iscontained in Table 8 on page 85.
 For details on routing DISPLAY output to stdout, see the IBMCOBOL Programming Guide for your platform.
 DISPLAY Statement
 literal-1Can be any figurative constant. When a figurative constant is specified, only asingle occurrence of that figurative constant is displayed.
 Each numeric literal must be an unsigned integer.
 UPONmnemonic-name must be associated in theSPECIAL-NAMES paragraph with an output device.
 A default logical record size is assumed for each device, as follows:
 The system logical output device = 120 charactersThe system punch device = 80 charactersThe console = 100 characters
 A maximum logical record size is allowed for each device, as follows:
 The system logical output device = 255 charactersThe system punch device = 255 charactersThe console = 100 characters
 Note: On the system punch device, the last eight characters are used forPROGRAM-ID name.
 When the UPON phrase is omitted, the system's logical output device isassumed.
 ||
 WITH NO ADVANCINGWhen specified, the positioning of the output device will not be changed inany way following the display of the last operand. If the output device iscapable of positioning to a specific character position, it will remain positionedat the character position immediately following the last character of the lastoperand displayed. If the output device is not capable of positioning to aspecific character position, only the vertical position, if applicable, is affected.This can cause overprinting.
 If the WITH NO ADVANCING phrase is not specified, then after the lastoperand has been transferred to the output device, the positioning of theoutput device will be reset to the leftmost position of the next line of thedevice.
 Under OS/390 and VM, COBOL does not support output devicesthat are capable of positioning to a specific character position. See the IBMCOBOL Programming Guide for your platform for more information about theDISPLAY statement.
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If a DBCS operand must be split across multiple records, it will be split only on adouble-byte boundary.
 Under OS/390 and VM, the shift code compensation is required underthis case. That is, when a DBCS operand is split across multiple records, theshift-in character needs to be inserted at the end of the current record, and theshift-out character needs to be inserted at the beginning of the next record. Aspace is padded after the shift-in character, if necessary. These additional insertedshift codes and spaces are included in the count while the compiler is calculatingthe number of records required.
 After the last operand has been transferred to the output device, the device is resetto the leftmost position of the next line of the device.
 If a DBCS data item or literal is specified in a DISPLAY verb, the size of thesending field is the total character count of all operands listed, with each DBCScharacter counted twice, plus the necessary shift codes for DBCS.
 DISPLAY Statement
 The DISPLAY statement transfers the data in the sending field to the outputdevice. The size of the sending field is the total character count of all operandslisted. If the output device is capable of receiving data of the same size as the dataitem being transferred, then the data item is transferred. If the output device isnot capable of receiving data of the same size as the data item being transferred,then one of the following applies:� If the total character count is less than the device maximum character count,
 the remaining rightmost characters are padded with spaces.� If the total character count exceeds the maximum, as many records are written
 as are needed to display all operands. Any operand being printed ordisplayed when the end of a record is reached is continued in the next record.
 Notes:
 1. The DISPLAY statement causes the printer to space before printing.
 2. The DISPLAY statement can be used to identify data records that have causedone of the following conditions:
 a. A size errorb. An invalid keyc. An overflow conditiond. A status key returned as a value other than zero
 Such records can be printed, with an identifying message, on some othermedium than that used for valid output. Thus, all records for one executionthat need special handling are separately printed.
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DIVIDE statement
 DIVIDE statement
 The DIVIDE statement divides one numeric data item into or by other(s) and setsthe values of data items equal to the quotient and remainder.
 Format 1 ┌ ┐─────────────────────────────��──DIVIDE─ ──┬ ┬─identifier-1─ ─INTO─ ───/ ┴ ─identifier-2─ ──┬ ┬───────── ──────────� └ ┘─literal-1──── └ ┘─ROUNDED─
 �─ ──┬ ┬──────────────────────────────────────────── ──────────────────────────� └ ┘ ──┬ ┬──── ─SIZE ERROR──imperative-statement-1─ └ ┘─ON─
 �─ ──┬ ┬───────────────────────────────────────────────── ──┬ ┬──────────── ────�� └ ┘ ─NOT─ ──┬ ┬──── ─SIZE ERROR──imperative-statement-2─ └ ┘─END-DIVIDE─ └ ┘─ON─
 In format 1, the value of identifier-1 or literal-1 is divided into the value ofidentifier-2, and the quotient is then stored in identifier-2. For each successiveoccurrence of identifier-2, the division takes place in the left-to-right order inwhich identifier-2 is specified.
 Format 2��──DIVIDE─ ──┬ ┬─identifier-1─ ─INTO─ ──┬ ┬─identifier-2─ ───────────────────────� └ ┘─literal-1──── └ ┘─literal-2────
 ┌ ┐─────────────────────────────�─ ─GIVING─ ───/ ┴ ─identifier-3─ ──┬ ┬───────── ───────────────────────────────────� └ ┘─ROUNDED─
 �─ ──┬ ┬──────────────────────────────────────────── ──────────────────────────� └ ┘ ──┬ ┬──── ─SIZE ERROR──imperative-statement-1─ └ ┘─ON─
 �─ ──┬ ┬───────────────────────────────────────────────── ──┬ ┬──────────── ────�� └ ┘ ─NOT─ ──┬ ┬──── ─SIZE ERROR──imperative-statement-2─ └ ┘─END-DIVIDE─ └ ┘─ON─
 In format 2, the value of identifier-1 or literal-1 is divided into the value ofidentifier-2 or literal-2. The value of the quotient is stored in each data itemreferenced by identifier-3.
 Format 3��──DIVIDE─ ──┬ ┬─identifier-1─ ─BY─ ──┬ ┬─identifier-2─ ─────────────────────────� └ ┘─literal-1──── └ ┘─literal-2────
 ┌ ┐─────────────────────────────�─ ─GIVING─ ───/ ┴ ─identifier-3─ ──┬ ┬───────── ───────────────────────────────────� └ ┘─ROUNDED─
 �─ ──┬ ┬──────────────────────────────────────────── ──────────────────────────� └ ┘ ──┬ ┬──── ─SIZE ERROR──imperative-statement-1─ └ ┘─ON─
 �─ ──┬ ┬───────────────────────────────────────────────── ──┬ ┬──────────── ────�� └ ┘ ─NOT─ ──┬ ┬──── ─SIZE ERROR──imperative-statement-2─ └ ┘─END-DIVIDE─ └ ┘─ON─
 In format 3, the value of identifier-1 or literal-1 is divided by the value ofidentifier-2 or literal-2. The value of the quotient is stored in each data itemreferenced by identifier-3.
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Identifier-1 and identifier-2 cannot bedate fields.
 If identifier-3 or identifier-4 is a date field, then see “Storing arithmetic resultsthat involve date fields” on page 213 for details on how the quotient orremainder is stored in identifier-3.
 In formats 1, 2, and 3, floating-point data items and literals can be used anywherethat a numeric data item or literal can be specified.
 In formats 4 and 5, floating-point data items or literals cannot be used.
 DIVIDE statement Format 4
 ��──DIVIDE─ ──┬ ┬─identifier-1─ ─INTO─ ──┬ ┬─identifier-2─ ───────────────────────� └ ┘─literal-1──── └ ┘─literal-2────
 �──GIVING──identifier-3─ ──┬ ┬───────── ─REMAINDER──identifier-4───────────────� └ ┘─ROUNDED─
 �─ ──┬ ┬──────────────────────────────────────────── ──────────────────────────� └ ┘ ──┬ ┬──── ─SIZE ERROR──imperative-statement-1─ └ ┘─ON─
 �─ ──┬ ┬───────────────────────────────────────────────── ──┬ ┬──────────── ────�� └ ┘ ─NOT─ ──┬ ┬──── ─SIZE ERROR──imperative-statement-2─ └ ┘─END-DIVIDE─ └ ┘─ON─
 In format 4, the value of identifier-1 or literal-1 is divided into identifier-2 orliteral-2. The value of the quotient is stored in identifier-3, and the value of theremainder is stored in identifier-4.
 Format 5��──DIVIDE─ ──┬ ┬─identifier-1─ ─BY─ ──┬ ┬─identifier-2─ ─────────────────────────� └ ┘─literal-1──── └ ┘─literal-2────
 �──GIVING──identifier-3─ ──┬ ┬───────── ─REMAINDER──identifier-4───────────────� └ ┘─ROUNDED─
 �─ ──┬ ┬──────────────────────────────────────────── ──────────────────────────� └ ┘ ──┬ ┬──── ─SIZE ERROR──imperative-statement-1─ └ ┘─ON─
 �─ ──┬ ┬───────────────────────────────────────────────── ──┬ ┬──────────── ────�� └ ┘ ─NOT─ ──┬ ┬──── ─SIZE ERROR──imperative-statement-2─ └ ┘─END-DIVIDE─ └ ┘─ON─
 In format 5, the value of identifier-1 or literal-1 is divided by identifier-2 orliteral-2. The value of the quotient is stored in identifier-3, and the value of theremainder is stored in identifier-4.
 For all formats:
 identifier-1, identifier-2Must name an elementary numeric item.
 identifier-3, identifier-4Must name an elementary numeric or numeric-edited item.
 literal-1, literal-2Must be a numeric literal.
 ROUNDED phrase
 For formats 1, 2, and 3, see “ROUNDED phrase” on page 239.
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The REMAINDER phrase is invalid if the receiver or any of the operands is afloating-point item.
 DIVIDE statement
 For formats 4 and 5, the quotient used to calculate the remainder is in anintermediate field. The value of the intermediate field is truncated rather thanrounded.
 REMAINDER phrase
 The result of subtracting the product of the quotient and the divisor from thedividend is stored in identifier-4. If identifier-3, the quotient, is a numeric-editeditem, the quotient used to calculate the remainder is an intermediate field thatcontains the unedited quotient.
 Any subscripts for identifier-4 in the REMAINDER phrase are evaluated after theresult of the divide operation is stored in identifier-3 of the GIVING phrase.
 SIZE ERROR phrases
 For formats 1, 2, and 3, see “SIZE ERROR phrases” on page 240.
 For formats 4 and 5, if a size error occurs in the quotient, no remainder calculationis meaningful. Therefore, the contents of the quotient field (identifier-3) and theremainder field (identifier-4) are unchanged.
 If size error occurs in the remainder, the contents of the remainder field(identifier-4) are unchanged.
 In either of these cases, you must analyze the results to determine which situationhas actually occurred.
 For information on the NOT ON SIZE ERROR phrase, see “SIZE ERROR phrases”on page 240.
 END-DIVIDE phrase
 This explicit scope terminator serves to delimit the scope of the DIVIDE statement.END-DIVIDE permits a conditional DIVIDE statement to an imperative statementso that it can be nested in another conditional statement. END-DIVIDE can also beused with an imperative DIVIDE statement.
 For more information, see “Delimited scope statements” on page 237.
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ENTRY statement
 ENTRY statement
 The ENTRY statement establishes an alternate entry point into a COBOL calledsubprogram.
 The ENTRY statement cannot be used in:� Programs that specify a return value using the Procedure Division
 RETURNING phrase. For details, see the discussion of the RETURNINGphrase under “The Procedure Division header” on page 204.
 � Nested program. See “Nested programs” on page 60 for a description ofnested programs.
 When a CALL statement naming the alternate entry point is executed in a callingprogram, control is transferred to the next executable statement following theENTRY statement.
 Format ��─ ── ─ENTRY─ ─literal-1─ ─────────────────────────────────────────────────────�
 �─ ──┬ ┬──────────────────────────────────────────────────── ─.───────────────�� │ │┌ ┐─────────────────────────────────────────── │ ││ │┌ ┐────────────── └ ┘ ─USING─ ───/ ┴─ ─ ──┬ ┬─────────────────── ───/ ┴identifier-1 ├ ┤ ──┬ ┬──── ─REFERENCE─ │ │└ ┘─BY─ └ ┘ ──┬ ┬──── ─VALUE───── └ ┘─BY─
 literalMust be nonnumeric and conform to the rules for the formation of aprogram-name in the outermost program (see “PROGRAM-ID paragraph” onpage 70).
 Must not match the program-id or any other ENTRY literal in this program.
 Must not be a figurative constant.
 Execution of the called program begins at the first executable statement followingthe ENTRY statement whose literal corresponds to the CALL statement literal oridentifier.
 The entry point name on the ENTRY statement can be affected by the PGMNAMEcompiler option. For details, see the IBM COBOL Programming Guide for yourplatform.
 USING phrase
 Do not specify the ENTRY statement in a program that contains a ProcedureDivision ...RETURNING phrase.
 For a discussion of the USING phrase, see “The Procedure Division header” onpage 204.
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EVALUATE statement
 EVALUATE statement
 The EVALUATE statement provides a shorthand notation for a series of nested IFstatements. It can evaluate multiple conditions. That is, the IF statements can bemade up of compound conditions. The subsequent action of the object programdepends on the results of these evaluations.
 Format ��──EVALUATE─ ──┬ ┬─identifier-1─ ──┬ ┬───────────────────────────── ───────────────────────────────────� ├ ┤─literal-1──── │ │┌ ┐─────────────────────────── ├ ┤─expression-1─ └ ┘ ───/ ┴ ─ ALSO─ ──┬ ┬─identifier-2─ ├ ┤─TRUE───────── ├ ┤─literal-2──── └ ┘─FALSE──────── ├ ┤─expression-2─ ├ ┤─TRUE───────── └ ┘─FALSE────────
 ┌ ┐────────────────────────────────────────────────────────────────────────────── │ │┌ ┐──────────────────────────────────────────────────�─ ───/ ┴ ───/ ┴─WHEN──┤ phrase 1 ├─ ──┬ ┬──────────────────────── ─imperative-statement-1─ ─────────────────� │ │┌ ┐────────────────────── └ ┘ ───/ ┴─ALSO──┤ phrase 2 ├─
 �─ ──┬ ┬──────────────────────────────────── ──┬ ┬────────────── ──────────────────────────────────────�� └ ┘ ─WHEN OTHER──imperative-statement-2─ └ ┘─END-EVALUATE─
 phrase 1├─ ──┬ ┬─ANY──────────────────────────────────────────────────────────────────────────────── ─────────┤ ├ ┤─condition-1──────────────────────────────────────────────────────────────────────── ├ ┤─TRUE─────────────────────────────────────────────────────────────────────────────── ├ ┤─FALSE────────────────────────────────────────────────────────────────────────────── └ ┘ ──┬ ┬───── ──┬ ┬─identifier-3──────────── ──┬ ┬────────────────────────────────────────── └ ┘─NOT─ ├ ┤─literal-3─────────────── └ ┘ ──┬ ┬─THROUGH─ ──┬ ┬─identifier-4──────────── └ ┘─arithmetic-expression-1─ └ ┘─THRU──── ├ ┤─literal-4─────────────── └ ┘─arithmetic-expression-2─
 phrase 2├─ ──┬ ┬─ANY──────────────────────────────────────────────────────────────────────────────── ─────────┤ ├ ┤─condition-2──────────────────────────────────────────────────────────────────────── ├ ┤─TRUE─────────────────────────────────────────────────────────────────────────────── ├ ┤─FALSE────────────────────────────────────────────────────────────────────────────── └ ┘ ──┬ ┬───── ──┬ ┬─identifier-5──────────── ──┬ ┬────────────────────────────────────────── └ ┘─NOT─ ├ ┤─literal-5─────────────── └ ┘ ──┬ ┬─THROUGH─ ──┬ ┬─identifier-6──────────── └ ┘─arithmetic-expression-3─ └ ┘─THRU──── ├ ┤─literal-6─────────────── └ ┘─arithmetic-expression-4─
 Operands before the WHEN phraseAre interpreted in one of two ways, depending on how they are specified:
 � Individually, they are called selection subjects� Collectively, they are called a set of selection subjects.
 Operands in the WHEN phraseAre interpreted in one of two ways, depending on how they are specified:
 � Individually, they are called selection objects� Collectively, they are called a set of selection objects.
 ALSOSeparates selection subjects within a set of selection subjects; separatesselection objects within a set of selection objects.
 THROUGH and THRUAre equivalent.
 Two operands connected by a THRU phrase must be of the same class. The twooperands thus connected constitute a single selection object.
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For comparisons involving date fields, see “Datefields” on page 219.
 � Where identifiers are permitted, they can reference date field, DBCS,floating-point, USAGE POINTER, USAGE PROCEDURE-POINTER, or USAGEIS OBJECT REFERENCE or USAGE PROCEDURE-POINTER data items.
 � Where nonnumeric literals are permitted, DBCS literals are permitted.� Where numeric literals are permitted, floating-point literals are permitted.
 EVALUATE statement
 The number of selection objects within each set of selection objects must be equalto the number of selection subjects.
 Each selection object within a set of selection objects must correspond to theselection subject having the same ordinal position within the set of selectionsubjects, according to the following rules:� Identifiers, literals, or arithmetic expressions appearing within a selection
 object must be valid operands for comparison to the corresponding operand inthe set of selection subjects.
 � Condition-1, condition-2, or the word TRUE or FALSE appearing as a selectionobject must correspond to a conditional expression or the word TRUE orFALSE in the set of selection subjects.
 � The word ANY can correspond to a selection subject of any type.
 END-EVALUATE phrase
 This explicit scope terminator serves to delimit the scope of the EVALUATEstatement. END-EVALUATE permits a conditional EVALUATE statement to benested in another conditional statement.
 For more information, see “Delimited scope statements” on page 237.
 Determining values
 The execution of the EVALUATE statement operates as if each selection subjectand selection object were evaluated and assigned a numeric or nonnumeric value,a range of numeric or nonnumeric values, or a truth value. These values aredetermined as follows:� Any selection subject specified by identifier-1, identifier-2, ... and any selection
 object specified by identifier-3 and/or identifier-5 without the NOT or THRUphrase, are assigned the value and class of the data item that they reference.
 � Any selection subject specified by literal-1, literal-2, ... and any selection objectspecified by literal-3 and/or literal-5 without the NOT or THRU phrase, areassigned the value and class of the specified literal. If literal-3 and/or literal-5is the figurative constant ZERO, it is assigned the class of the correspondingselection subject.
 � Any selection subject in which expression-1, expression-2, ... is specified as anarithmetic expression, and any selection object without the NOT or THRUphrase in which arithmetic-expression-1 and/or arithmetic-expression-3 isspecified, are assigned numeric values according to the rules for evaluating anarithmetic expression. (See “Arithmetic expressions” on page 209.)
 � Any selection subject in which expression-1, expression-2, ... is specified as aconditional expression, and any selection object in which condition-1 and/orcondition-2 is specified, are assigned a truth value according to the rules forevaluating conditional expressions. (See “Conditional expressions” onpage 214.)
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EVALUATE statement
 � Any selection subject or any selection object specified by the words TRUE orFALSE is assigned a truth value. The truth value "true" is assigned to thoseitems specified with the word TRUE, and the truth value "false" is assigned tothose items specified with the word FALSE.
 � Any selection object specified by the word ANY is not further evaluated.� If the THRU phrase is specified for a selection object without the NOT phrase,
 the range of values is all values that, when compared to the selection subject,are greater than or equal to the first operand and less than or equal to thesecond operand, according to the rules for comparison. If the first operand isgreater than the second operand, there are no values in the range.
 � If the NOT phrase is specified for a selection object, the values assigned to thatitem are all values not equal to the value, or range of values, that would havebeen assigned to the item had the NOT phrase been omitted.
 Comparing selection subjects and objects
 The execution of the EVALUATE statement then proceeds as if the values assignedto the selection subjects and selection objects were compared to determine whetherany WHEN phrase satisfies the set of selection subjects. This comparison proceedsas follows:1. Each selection object within the set of selection objects for the first WHEN
 phrase is compared to the selection subject having the same ordinal positionwithin the set of selection subjects. One of the following conditions must besatisfied if the comparison is to be satisfied:a. If the items being compared are assigned numeric or nonnumeric values,
 or a range of numeric or nonnumeric values, the comparison is satisfied ifthe value, or one value in the range of values, assigned to the selectionobject is equal to the value assigned to the selection subject, according tothe rules for comparison.
 b. If the items being compared are assigned truth values, the comparison issatisfied if the items are assigned identical truth values.
 c. If the selection object being compared is specified by the word ANY, thecomparison is always satisfied, regardless of the value of the selectionsubject.
 2. If the above comparison is satisfied for every selection object within the set ofselection objects being compared, the WHEN phrase containing that set ofselection objects is selected as the one satisfying the set of selection subjects.
 3. If the above comparison is not satisfied for every selection object within the setof selection objects being compared, that set of selection objects does not satisfythe set of selection subjects.
 4. This procedure is repeated for subsequent sets of selection objects in the orderof their appearance in the source program, until either a WHEN phrasesatisfying the set of selection subjects is selected or until all sets of selectionobjects are exhausted.
 Executing the EVALUATE statement
 After the comparison operation is completed, execution of the EVALUATEstatement proceeds as follows:� If a WHEN phrase is selected, execution continues with the first
 imperative-statement-1 following the selected WHEN phrase. Note thatmultiple WHEN statements are allowed for a single imperative-statement-1.
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EVALUATE statement
 � If no WHEN phrase is selected and a WHEN OTHER phrase is specified,execution continues with imperative-statement-2.
 � If no WHEN phrase is selected and no WHEN OTHER phrase is specified,execution continues with the next executable statement following the scopedelimiter.
 � The scope of execution of the EVALUATE statement is terminated whenexecution reaches the end of the scope of the selected WHEN phrase or WHENOTHER phrase, or when no WHEN phrase is selected and no WHEN OTHERphrase is specified.
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As an IBM extension, the EXIT statement does not need to appear in a sentence byitself. Any statements following the EXIT statement are executed; the EXITstatement is treated as the CONTINUE statement.
 EXIT statement
 EXIT statement
 The EXIT statement provides a common end point for a series of procedures.
 Format ��─ ──paragraph-name. ─EXIT.─────────────────────────────────────────────────��
 The EXIT statement enables you to assign a procedure-name to a given point in aprogram.
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EXIT METHOD statement
 EXIT METHOD statement
 The EXIT METHOD statement specifies the end of an invoked method.
 Format ��──EXIT METHOD.───────────────────────────────────────────────────────────��
 You can specify EXIT METHOD only in the Procedure Division of a method. EXITMETHOD causes the executing method to terminate, and control returns to theinvoking statement. If the containing method specifies the Procedure DivisionRETURNING phrase, the value in the data item referred to by the RETURNINGphrase becomes the result of the method invocation.
 If you need method-specific data to be in the last-used state on each invocation,declare it in method Working-Storage. If you need method-specific data to be inthe initial state on each invocation, declare it in method Local-Storage.
 If control reaches an EXIT METHOD statement in a method definition, controlreturns to the point in the invoking program or method immediately following theINVOKE statement. The state of the invoking program or method is identical tothat which existed at the time it executed the INVOKE statement.
 The contents of data items and the contents of data files shared between theinvoking program or method and the invoked method could have changed. Thestate of the invoked method is not altered except that the end of the ranges of allPERFORM statement executed by the method are considered to have been reached.
 The EXIT METHOD statement does not have to be the last statement in a sequenceof imperative statements, but the statements following the EXIT METHOD will notbe executed.
 When there is no next executable statement in an invoked method, an implicitEXIT METHOD statement is executed.
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As an IBM extension, the EXIT PROGRAM statement does not have to be the laststatement in a sequence of imperative statements, but the statements following theEXIT PROGRAM will not be executed if a CALL statement is active.
 EXIT PROGRAM statement
 EXIT PROGRAM statement
 The EXIT PROGRAM statement specifies the end of a called program and returnscontrol to the calling program.
 You can specify EXIT PROGRAM only in the Procedure Division of a program. Itmust not be used in a declarative procedure in which the GLOBAL phrase isspecified.
 Format ��──EXIT PROGRAM.──────────────────────────────────────────────────────────��
 If control reaches an EXIT PROGRAM statement in a program that does notpossess the INITIAL attribute while operating under the control of a CALLstatement (that is, the CALL statement is active), control returns to the point in thecalling program immediately following the CALL statement. The program state ofthe calling program is identical to that which existed at the time it executed theCALL statement. The contents of data items and the contents of data files sharedbetween the calling and called program could have been changed. The programstate of the called program is not altered except that the ends of the ranges of allPERFORM statements executed by that called program are considered to havebeen reached.
 The execution of an EXIT PROGRAM statement in a called program that possessesthe INITIAL attribute is equivalent also to executing a CANCEL statementreferencing that program.
 If control reaches an EXIT PROGRAM statement, and no CALL statement is active,control passes through the exit point to the next executable statement.
 If a subprogram specifies the Procedure Division RETURNING phrase, the value inthe data item referred to by the RETURNING phrase becomes the result of thesubprogram invocation.
 When there is no next executable statement in a called program, an implicit EXITPROGRAM statement is executed.
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GOBACK statement
 GOBACK statement
 The GOBACK statement functions like the EXIT PROGRAM statement when it iscoded as part of a called program (or the EXIT METHOD statement when it iscoded as part of an invoked method) and like the STOP RUN statement whencoded in a main program.
 The GOBACK statement specifies the logical end of a called program or invokedmethod.
 Format ��──GOBACK─────────────────────────────────────────────────────────────────��
 A GOBACK statement should appear as the only statement or as the last of aseries of imperative statements in a sentence because any statements following theGOBACK are not executed. It must not be used in a declarative procedure inwhich the GLOBAL phrase is specified.
 If control reaches a GOBACK statement while a CALL statement is active, controlreturns to the point in the calling program immediately following the CALLstatement, as in the EXIT PROGRAM statement.
 If control reaches a GOBACK statement while an INVOKE statement is active,control returns to the point in the invoking program or method immediatelyfollowing the INVOKE statement, as in the EXIT METHOD statement.
 In addition, the execution of a GOBACK statement in a called program thatpossesses the INITIAL attribute is equivalent to executing a CANCEL statementreferencing that program.
 The table below shows the action taken for the GOBACK statement in both a mainprogram and a subprogram.
 Terminationstatement Main program Subprogram
 GOBACK Return to calling program. (Canbe the system and thus causesthe application to end.)
 Return to calling program.
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As an IBM extension, the unconditional GO TO statement does not have to be thelast statement in a sequence of imperative statements. However, any statementsfollowing the GO TO are not executed.
 Identifier-1cannot be a windowed date field.
 GO TO statement
 GO TO statement
 The GO TO statement transfers control from one part of the Procedure Division toanother. The types of GO TO statements are:� Unconditional� Conditional� Altered
 Unconditional GO TO
 The unconditional GO TO statement transfers control to the first statement in theparagraph or section named in procedure-name, unless the GO TO statement hasbeen modified by an ALTER statement. (See “ALTER statement” on page 258.)
 Format 1—unconditional��──GO─ ──┬ ┬──── ─procedure-name-1───────────────────────────────────────────�� └ ┘─TO─
 procedure-name-1Must name a procedure or a section in the same Procedure Division as the GOTO statement.
 When a paragraph is referred to by an ALTER statement, the paragraph mustconsist of a paragraph-name followed by an unconditional or altered GO TOstatement.
 Conditional GO TO
 The conditional GO TO statement transfers control to one of a series of procedures,depending on the value of the identifier.
 Format 2—conditional ┌ ┐────────────────────��──GO─ ──┬ ┬──── ───/ ┴─procedure-name-1─ ─DEPENDING─ ──┬ ┬──── ─identifier-1──────�� └ ┘─TO─ └ ┘─ON─
 procedure-name-1Must be a procedure or a section in the same Procedure Division as the GOTO statement. The number of procedure-names must not exceed 255.
 identifier-1Must be a numeric elementary data item which is an integer.
 If 1, control is transferred to the first statement in the procedure named by thefirst occurrence of procedure-name-1.
 If 2, control is transferred to the first statement in the procedure named by thesecond occurrence of procedure-name-1, and so forth.
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� A program or method that has the RECURSIVE attribute.� A program compiled with the THREAD compiler option (Workstation only)
 Otherwise,as an IBM extension, the GO TO statement acts like a CONTINUE statement.
 MORE-LABELS GO TO
 Under AIX and Windows, GO TO MORE-LABELS is syntax checked,but has no effect on the execution of the program.
 The GO TO MORE-LABELS statement can only be specified in a LABELdeclarative.
 Format 4—MORE-LABELS��──GO─ ──┬ ┬──── ─MORE-LABELS────────────────────────────────────────────────�� └ ┘─TO─
 For more details, see the IBM COBOL for OS/390 & VM Programming Guide.
 GO TO statement
 If the value of identifier is anything other than a value within the range of 1through n (where n is the number of procedure-names specified in this GO TOstatement), no control transfer occurs. Instead, control passes to the nextstatement in the normal sequence of execution.
 Altered GO TO
 The altered GO TO statement transfers control to the first statement of theparagraph named in the ALTER statement.
 You cannot specify the altered GO TO statement in the following:
 An ALTER statement referring to the paragraph containing an altered GO TOstatement must be executed before the GO TO statement is executed.
 Format 3—altered��─ ──paragraph-name. ─GO─ ──┬ ┬──── ─.─────────────────────────────────────────�� └ ┘─TO─
 When an ALTER statement refers to a paragraph, the paragraph can consist onlyof the paragraph-name followed by an unconditional or altered GO TO statement.
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END-IF can be specified with NEXT SENTENCE as an IBM extension.
 END-IF can be specified with NEXT SENTENCE. However, if the NEXTSENTENCE phrase is executed, control will not pass to the next statementfollowing the END-IF but instead will pass to the statement after the closestfollowing period.
 IF statement
 IF statement
 The IF statement evaluates a condition and provides for alternative actions in theobject program, depending on the evaluation.
 Format ┌ ┐───────────────��──IF──condition-1─ ──┬ ┬────── ──┬ ┬───/ ┴─statement-1─ ─────────────────────────� └ ┘─THEN─ └ ┘─NEXT SENTENCE───
 �─ ──┬ ┬─────────────────────────── ──┬ ┬────────── ────────────────────────────�� │ │┌ ┐─────────────── └ ┘─END-IF───(1)
 └ ┘ ─ELSE─ ──┬ ┬───/ ┴─statement-2─ └ ┘─NEXT SENTENCE───
 Note:1
 conditionCan be any simple or complex condition, as described in “Conditionalexpressions” on page 214.
 statement-1, statement-2Can be any one of the following:
 � An imperative statement� A conditional statement� An imperative statement followed by a conditional statement
 NEXT SENTENCEIf the NEXT SENTENCE phrase is specified, then the END-IF phrase must notbe specified.
 END-IF phrase
 This explicit scope terminator serves to delimit the scope of the IF statement.END-IF permits a conditional IF statement to be nested in another conditionalstatement. For more information on explicit scope terminators, see “Delimitedscope statements” on page 237.
 The scope of an IF statement can be terminated by any of the following:� An END-IF phrase at the same level of nesting� A separator period� If nested, by an ELSE phrase associated with an IF statement at a higher level
 of nesting
 Transferring control
 If the condition tested is true, one of the following actions takes place:� If statement-1 is specified, it is executed. If statement-1 contains a procedure
 branching or conditional statement, control is transferred, according to therules for that statement. If statement-1 does not contain a procedure-branching
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statement, the ELSE phrase, if specified, is ignored, and control passes to thenext executable statement after the corresponding END-IF or separator period.
 � If NEXT SENTENCE is specified, control passes to an implicit CONTINUEstatement immediately preceding the next separator period.
 If the condition tested is false, one of the following actions takes place:� If ELSE statement-2 is specified, it is executed. If statement-2 contains a
 procedure-branching or conditional statement, control is transferred, accordingto the rules for that statement. If statement-2 does not contain aprocedure-branching or conditional statement, control is passed to the nextexecutable statement after the corresponding END-IF or separator period.
 � If ELSE NEXT SENTENCE is specified, control passes to an implicitCONTINUE STATEMENT immediately preceding the next separator period.
 � If neither ELSE statement-2 nor ELSE NEXT STATEMENT is specified, controlpasses to the next executable statement after the corresponding END-IF orseparator period.
 Note: When the ELSE phrase is omitted, all statements following the conditionand preceding the corresponding END-IF or the separator period for the sentenceare considered to be part of statement-1.
 Nested IF statements
 When an IF statement appears as statement-1 or statement-2, or as part ofstatement-1 or statement-2, it is nested.
 Nested IF statements (when IF statements contain IF statements) are considered tobe matched IF, ELSE, and END-IF combinations proceeding from left to right.Thus, any ELSE encountered is matched with the nearest preceding IF that eitherhas not been already matched with an ELSE, or has not been implicitly orexplicitly terminated. Any END-IF encountered is matched with the nearestpreceding IF that has not been implicitly or explicitly terminated.
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and DBCS
 DBCSEGCS
 The datadescription entry for identifier-1 can contain the DEPENDING phrase of theOCCURS clause.
 Note: You cannot use the INITIALIZE statement to initialize a variably locateditem or group that follows a DEPENDING ON phrase of the OCCURS clausewithin the same 01 level.
 A floating-point data item or literal can be used anywhere a numeric identifier orliteral is specified.
 A DBCS data item or literal can be used anywhere an identifier or literal isspecified.
 INITIALIZE statement
 INITIALIZE statement
 The INITIALIZE statement sets selected categories of data fields to predeterminedvalues. It is functionally equivalent to one or more MOVE statements.
 When the REPLACING phrase is not used:� SPACE is the implied sending field for alphabetic, alphanumeric,
 alphanumeric-edited, items.� ZERO is the implied sending field for numeric and numeric-edited items.
 Format ┌ ┐────────────────��──INITIALIZE─ ───/ ┴─identifier-1─ ─────────────────────────────────────────────────────�
 �─ ──┬ ┬──────────────────────────────────────────────────────────────────────── ───────�� │ │┌ ┐─────────────────────────────────────────────────────────── └ ┘ ─REPLACING─ ───/ ┴ ──┬ ┬─ALPHABETIC────────── ──┬ ┬────── ─BY─ ──┬ ┬─identifier-2─ ├ ┤─ALPHANUMERIC──────── └ ┘─DATA─ └ ┘─literal-1──── ├ ┤─NUMERIC───────────── ├ ┤─ALPHANUMERIC-EDITED─ ├ ┤─NUMERIC-EDITED────── ├ ┤─ ──────────────── └ ┘─ ────────────────
 identifier-1Receiving area(s).
 identifier-2, literal-1Sending area(s).
 A subscripted item can be specified for identifier-1. A complete table can beinitialized only by specifying identifier-1 as a group that contains the completetable.
 The data description entry for identifier-1 or any items subordinate to identifier-1cannot contain the DEPENDING ON phrase of the OCCURS clause.
 The data description entry for identifier-1 must not contain a RENAMES clause.An index data item cannot be an operand of INITIALIZE.
 Special registers can be specified for identifier-1 and identifier-2 only if they arevalid receiving fields or sending fields, respectively, for the implied MOVEstatement(s).
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A floating-point data item or floating-point literal will be treated as ifit is in the NUMERIC category.
 DBCSEGCS
 Refers to the characters allowed for DBCS literals.
 � Object references� Data items defined with USAGE IS POINTER or USAGE IS
 PROCEDURE-POINTER
 INITIALIZE statement
 REPLACING phrase
 When the REPLACING phrase is used:� The category of identifier-2 or literal-1 must be compatible with the category
 indicated in the corresponding REPLACING phrase, according to the rules forMOVE.
 � The same category cannot be repeated in a REPLACING phrase.� The key word following the word REPLACING corresponds to a category of
 data shown in “Classes and categories of data” on page 127.
 INITIALIZE statement rules
 1. Whether identifier-1 references an elementary or group item, all operations areperformed as if a series of MOVE statements had been written, each of whichhad an elementary item as a receiving field.
 If the REPLACING phrase is specified:� If identifier-1 references a group item, any elementary item within the data
 item referenced by identifier-1 is initialized only if it belongs to thecategory specified in the REPLACING phrase.
 � If identifier-1 references an elementary item, that item is initialized only ifit belongs to the category specified in the REPLACING phrase.
 This initialization takes place as if the data item referenced by identifier-2 orliteral-1 acts as the sending operand in an implicit MOVE statement to theidentified item.
 All such elementary receiving fields, including all occurrences of table itemswithin the group, are affected, with the following exceptions:� Index data items
 � Elementary FILLER data items� Items that are subordinate to identifier-1 and contain a REDEFINES clause,
 or any items subordinate to such an item. (However, identifier-1 cancontain a REDEFINES clause or be subordinate to a redefining item.)
 2. The areas referenced by identifier-1 are initialized in the order (left to right) ofthe appearance of identifier-1 in the statement. Within a group receiving field,affected elementary items are initialized in the order of their definition withinthe group.
 3. If identifier-1 occupies the same storage area as identifier-2, the result of theexecution of this statement is undefined, even if these operands are defined bythe same data description entry.
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INSPECT statement
 INSPECT statement
 The INSPECT statement specifies that characters, or groups of characters, in a dataitem are to be counted (tallied) or replaced or both.� It counts the occurrence of a specific character (alphabetic, numeric, or special
 character) in a data item (formats 1 and 3).� It fills all or portions of a data item with specified characters, such as spaces or
 zeros (formats 2 and 3).� It converts all occurrences of specific characters in a data item to user-supplied
 replacement characters (format 4). Format 1
 ��──INSPECT──identifier-1──TALLYING────────────────────────────────────────────────────────────────�
 ┌ ┐────────────────────────────────────────────────────────────────────────────────────── │ │┌ ┐─────────────────────────────────────────────────────────────── │ ││ │┌ ┐────────────────────�─ ───/ ┴ ─identifier-2──FOR─ ───/ ┴──┬ ┬ ─CHARACTERS─ ───/ ┴──┬ ┬────────────── ─────────────────────── ────────��
 │ │└ ┘─┤ phrase 1 ├─ │ │┌ ┐────────────────────────────────────────── │ ││ │┌ ┐──────────────────── └ ┘ ──┬ ┬─ALL───── ───/ ┴ ──┬ ┬─identifier-3─ ───/ ┴──┬ ┬──────────────
 └ ┘─LEADING─ └ ┘─literal-1──── └ ┘─┤ phrase 1 ├─
 phrase 1├─ ──┬ ┬─BEFORE─ ──┬ ┬───────── ──┬ ┬─identifier-4─ ──────────────────────────────────────────────────────┤ └ ┘─AFTER── └ ┘─INITIAL─ └ ┘─literal-2────
 Format 2��──INSPECT──identifier-1──REPLACING───────────────────────────────────────────────────────────────�
 ┌ ┐───────────────────────────────────────────────────────────────────────────────────── │ │┌ ┐────────────────────�─ ───/ ┴──┬ ┬─CHARACTERS BY─ ──┬ ┬─identifier-5─ ───/ ┴──┬ ┬────────────── ──────────────────────── ─────────��
 │ │└ ┘─literal-3──── └ ┘─┤ phrase 1 ├─ │ │┌ ┐──────────────────────────────────────────────────────────────── │ ││ │┌ ┐──────────────────── └ ┘ ──┬ ┬─ALL───── ───/ ┴ ──┬ ┬─identifier-3─ ─BY─ ──┬ ┬─identifier-5─ ───/ ┴──┬ ┬──────────────
 ├ ┤─LEADING─ └ ┘─literal-1──── └ ┘─literal-3──── └ ┘─┤ phrase 1 ├─ └ ┘─FIRST───
 phrase 1├─ ──┬ ┬─BEFORE─ ──┬ ┬───────── ──┬ ┬─identifier-4─ ──────────────────────────────────────────────────────┤ └ ┘─AFTER── └ ┘─INITIAL─ └ ┘─literal-2────
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None of the identifiers in an INSPECT statement can be windowed date fields.
 � An external floating point item
 Effect of DBCS
 All identifiers and literals (except identifier-2) must be DBCS items, either DBCSliterals or DBCS data items, if any are DBCS items. Identifier-2 cannot be a DBCSitem. DBCS characters, not bytes of data, are tallied in identifier-2.
 INSPECT statement Format 3
 ��──INSPECT──identifier-1──TALLYING────────────────────────────────────────────────────────────────�
 ┌ ┐────────────────────────────────────────────────────────────────────────────────────── │ │┌ ┐─────────────────────────────────────────────────────────────── │ ││ │┌ ┐────────────────────�─ ───/ ┴ ─identifier-2──FOR─ ───/ ┴──┬ ┬ ─CHARACTERS─ ───/ ┴──┬ ┬────────────── ─────────────────────── ─────────�
 │ │└ ┘─┤ phrase 1 ├─ │ │┌ ┐────────────────────────────────────────── │ ││ │┌ ┐──────────────────── └ ┘ ──┬ ┬─ALL───── ───/ ┴ ──┬ ┬─identifier-3─ ───/ ┴──┬ ┬──────────────
 └ ┘─LEADING─ └ ┘─literal-1──── └ ┘─┤ phrase 1 ├─
 �──REPLACING───────────────────────────────────────────────────────────────────────────────────────�
 ┌ ┐───────────────────────────────────────────────────────────────────────────────────── │ │┌ ┐────────────────────�─ ───/ ┴──┬ ┬─CHARACTERS BY─ ──┬ ┬─identifier-5─ ───/ ┴──┬ ┬────────────── ──────────────────────── ─────────��
 │ │└ ┘─literal-3──── └ ┘─┤ phrase 1 ├─ │ │┌ ┐──────────────────────────────────────────────────────────────── │ ││ │┌ ┐──────────────────── └ ┘ ──┬ ┬─ALL───── ───/ ┴ ──┬ ┬─identifier-3─ ─BY─ ──┬ ┬─identifier-5─ ───/ ┴──┬ ┬──────────────
 ├ ┤─LEADING─ └ ┘─literal-1──── └ ┘─literal-3──── └ ┘─┤ phrase 1 ├─ └ ┘─FIRST───
 phrase 1├─ ──┬ ┬─BEFORE─ ──┬ ┬───────── ──┬ ┬─identifier-4─ ──────────────────────────────────────────────────────┤ └ ┘─AFTER── └ ┘─INITIAL─ └ ┘─literal-2────
 Format 4��──INSPECT──identifier-1──CONVERTING─ ──┬ ┬─identifier-6─ ─TO─ ──┬ ┬─identifier-7─ ─────────────────────� └ ┘─literal-4──── └ ┘─literal-5────
 ┌ ┐─────────────────────────────────────────────�─ ───/ ┴──┬ ┬─BEFORE─ ──┬ ┬───────── ──┬ ┬─identifier-4─ ─────────────────────────────────────────────────�� └ ┘─AFTER── └ ┘─INITIAL─ └ ┘─literal-2────
 identifier-1Is the inspected item and can be any of the following:
 � An alphanumeric data item� A numeric data item with USAGE DISPLAY
 TALLYING phrase (formats 1 and 3)
 This phrase counts the occurrence of a specific character (alphabetic, numeric, orspecial character) in a data item.
 identifier-2Is the count field, and must be an elementary integer item defined without thesymbol P in its PICTURE character-string.
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Identifier-2 cannot be:
 � A DBCS item� An external floating point item
 � External floating point item
 INSPECT statement
 You must initialize identifier-2 before execution of the INSPECT statementbegins.
 identifier-3 or literal-1Is the tallying field (the item whose occurrences will be tallied).
 Identifier-3 can be any of the following:
 � Elementary alphanumeric data item� Numeric data item with USAGE DISPLAY
 Literal-1 must be nonnumeric, and can be any figurative constant that does notbegin with the word ALL. (If literal-1 is a figurative constant, it is consideredto be a 1-character nonnumeric literal.)
 CHARACTERSWhen CHARACTERS is specified and neither the BEFORE nor AFTER phraseis specified, the count field (identifier-2) is increased by 1 for each character(including the space character) in the inspected item (identifier-1). Thus,execution of the INSPECT TALLYING statement increases the value in thecount field by the number of characters in the inspected item.
 ALLWhen ALL is specified and neither the BEFORE nor AFTER phrase isspecified, the count field (identifier-2) is increased by 1 for eachnon-overlapping occurrence of the tallying comparand in the inspected item(identifier-1), beginning at the leftmost character position and continuing to therightmost.
 LEADINGWhen LEADING is specified and neither the BEFORE nor AFTER phrase isspecified, the count field (identifier-2) is increased by 1 for each contiguousnon-overlapping occurrence of the tallying comparand in the inspected item(identifier-1), provided that the leftmost such occurrence is at the point wherecomparison began in the first comparison cycle for which the tallyingcomparand is eligible to participate.
 FIRST (format 3 only)When FIRST is specified and neither the BEFORE nor AFTER phrase isspecified, the substitution field replaces the leftmost occurrence of the subjectfield in the inspected item (identifier-1).
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� An external floating point item
 � An external floating point item
 INSPECT statement
 REPLACING phrase (formats 2 and 3)
 This phrase fills all or portions of a data item with specified characters, such asspaces or zeros.
 identifier-3 or literal-1Is the subject field (the item whose occurrences are replaced).
 Identifier-3 can be:
 � An elementary alphanumeric data item� A numeric data item with USAGE DISPLAY
 Literal-1 must be nonnumeric, and can be any figurative constant that does notbegin with the word ALL. If literal-1 is a figurative constant, it is consideredto be a 1-character nonnumeric literal.
 identifier-5 or literal-3Is the substitution field (the item that replaces the subject field).
 Identifier-5 can be:
 � An elementary alphanumeric data item� A numeric data item with USAGE DISPLAY
 Literal-3 must be nonnumeric, and can be any figurative constant that does notbegin with the word ALL.
 If literal-3 is a figurative constant, it is considered to be the same length as thesubject field.
 The subject field and the substitution field must be the same length.
 CHARACTERS BYWhen the CHARACTERS BY phrase is used, the substitution field must be 1character in length.
 When CHARACTERS BY is specified and neither the BEFORE nor AFTERphrase is specified, the substitution field replaces each character in theinspected item (identifier-1), beginning at the leftmost character and continuingto the rightmost.
 ALLWhen ALL is specified and neither the BEFORE nor AFTER phrase isspecified, the substitution field replaces each non-overlapping occurrence ofthe subject field in the inspected item (identifier-1), beginning at the leftmostcharacter position and continuing to the rightmost.
 LEADINGWhen LEADING is specified and neither the BEFORE nor AFTER phrase isspecified, the substitution field replaces each contiguous non-overlappingoccurrence of the subject field in the inspected item (identifier-1), provided thatthe leftmost such occurrence is at the point where comparison began in thefirst comparison cycle for which this substitution field is eligible to participate.
 FIRSTWhen FIRST is specified and neither the BEFORE nor AFTER phrase isspecified, the substitution field replaces the leftmost occurrence of the subjectfield in the inspected item (identifier-1).
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 INSPECT statement
 When both the TALLYING and REPLACING phrases are specified (format 3), theINSPECT statement is executed as if an INSPECT TALLYING statement (format 1)were specified, immediately followed by an INSPECT REPLACING statement(format 2).
 Replacement rules
 The following replacement rules apply:� When the subject field is a figurative constant, the single-character substitution
 field (which must be 1 character in length) replaces each character in theinspected item equivalent to the figurative constant.
 � When the substitution field is a figurative constant, the substitution fieldreplaces each non-overlapping occurrence of the subject field in the inspecteditem.
 � When the subject and substitution fields are character-strings, thecharacter-string specified in the substitution field replaces eachnon-overlapping occurrence of the subject field in the inspected item.
 � After replacement has occurred in a given character position in the inspecteditem, no further replacement for that character position is made in thisexecution of the INSPECT statement.
 BEFORE and AFTER phrases (all formats)
 This phrase narrows the set of items being tallied or replaced.
 No more than one BEFORE phrase and one AFTER phrase can be specified for anyone ALL, LEADING, CHARACTERS, FIRST or CONVERTING phrase.
 identifier-4 or literal-2Is the delimiter.
 Identifier-4 can be:
 � An elementary alphanumeric data item� A numeric data item with USAGE DISPLAY
 Literal-2 must be nonnumeric, and can be any figurative constant that does notbegin with the word ALL. If literal-2 is a figurative constant, it is consideredto be 1 character in length.
 Delimiters are not counted or replaced. However, the counting and/orreplacing of the inspected item is bounded by the presence of the identifiersand literals.
 INITIALThe first occurrence of a specified item.
 The BEFORE and AFTER phrases change how counting and replacing are done:� When BEFORE is specified, counting and/or replacing of the inspected item
 (identifier-1) begins at the leftmost character and continues until the firstoccurrence of the delimiter is encountered. If no delimiter is present in theinspected item, counting and/or replacing continues toward the rightmostcharacter.
 � When AFTER is specified, counting and/or replacing of the inspected item(identifier-1) begins with the first character to the right of the delimiter and
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 � An external floating point item
 INSPECT statement
 continues toward the rightmost character in the inspected item. If no delimiteris present in the inspected item, no counting or replacement takes place.
 CONVERTING phrase (format 4)
 This phrase converts all occurrences of specific characters in a data item touser-supplied replacement characters. It can express a string of replacementvalues.
 identifier-6 or literal-4Is the sending location.
 Identifier-6 can be:
 � An elementary alphanumeric data item� A numeric data item with USAGE DISPLAY
 Literal-4 must be nonnumeric, and can be any figurative constant that does notbegin with the word ALL. If literal-4 is a figurative constant, it refers to animplicit 1 character data item.
 identifier-7 or literal-5Is the receiving location.
 The receiving location (identifier-7 or literal-5) must be the same size as thesending location (identifier-6 or literal-4).
 Identifier-7 can be:
 � An elementary alphanumeric data item� A numeric data item with USAGE DISPLAY
 Literal-5 must be nonnumeric and can be any figurative constant that does notbegin with the word ALL. When a figurative constant is used, the size shouldbe equal to the size of literal-4 or identifier-6.
 The same character must not appear more than once in either literal-4 oridentifier-6.
 A Format 4 INSPECT statement is interpreted and executed as if a Format 2INSPECT statement had been written with a series of ALL phrases (one for eachcharacter of literal-4), specifying the same identifier-1. The effect is as if eachsingle character of literal-4 were referenced as literal-1, and the correspondingsingle character of literal-5 referenced as literal-3. Correspondence between thecharacters of literal-4 and the characters of literal-5 is by ordinal position withinthe data item.
 If identifier-4, identifier-6, or identifier-7 occupies the same storage area asidentifier-1, the result of the execution of this statement is undefined, even if theyare defined by the same data description entry.
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external floating point item as if redefined as alphanumeric, with theINSPECT statement referring to thealphanumeric item
 INSPECT statement
 Data types for identifiers and literals
 Table 40. Treatment of the content of data items
 When referenced by any identifier exceptidentifier-2, the content of each... Is treated...
 alphanumeric or alphabetic item as a character-string
 alphanumeric-edited, numeric-edited, orunsigned numeric (external decimal) item
 as if redefined as alphanumeric, with theINSPECT statement referring to thealphanumeric item
 signed numeric (external decimal) item as if moved to an unsigned externaldecimal item of the same length and thenredefined as alphanumeric, with theINSPECT statement referring to thealphanumeric item.
 If the sign is a separate character, the bytecontaining the sign is not examined and,therefore, not replaced.
 Data flow
 Except when the BEFORE or AFTER phrase is specified, inspection begins at theleftmost character position of the inspected item (identifier-1) and proceedscharacter-by-character to the rightmost position.
 The comparands of the following phrases are compared in the left-to-right order inwhich they are specified in the INSPECT statement:� TALLYING (literal-1 or identifier-3, ... )� REPLACING (literal-3 or identifier-5, ... )
 If any identifier is subscripted, reference modified, or is a function-identifier, thesubscript, reference-modifier, or function is evaluated only once as the firstoperation in the execution of the INSPECT statement.
 For examples of TALLYING and REPLACING, see the IBM COBOL ProgrammingGuide for your platform.
 Comparison cycle
 The comparison cycle consists of the following actions:1. The first comparand is compared with an equal number of leftmost contiguous
 characters in the inspected item. The comparand matches the inspectedcharacters only if both are equal, character-for-character.
 If the CHARACTERS phrase is specified, an implied 1-character comparand isused. The implied character is always considered to match the inspectedcharacter in the inspected item.
 2. If no match occurs for the first comparand and there are more comparands, thecomparison is repeated for each successive comparand until either a match isfound or all comparands have been acted upon.
 3. Depending on whether a match is found, these actions are taken:
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 � If a match is found, tallying or replacing takes place, as described in theTALLYING and REPLACING phrase descriptions.
 If there are more characters in the inspected item, the first characterfollowing the rightmost matching character is now considered to be in theleftmost character position. The process described in actions 1 and 2 isthen repeated.
 � If no match is found and there are more characters in the inspected item,the first character following the leftmost inspected character is nowconsidered to be in the leftmost character position. The process describedin actions 1 and 2 is then repeated.
 4. Actions 1 through 3 are repeated until the rightmost character in the inspecteditem either has been matched or has been considered as being in the leftmostcharacter position.
 When the BEFORE or AFTER phrase is specified, the comparison cycle is modified,as described in “BEFORE and AFTER phrases (all formats)” on page 302.
 Example of the INSPECT statement
 Figure 10 on page 306 is an example of INSPECT statement results.
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INSPECT statement
 Figure 10. Example of INSPECT statement execution results
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 INVOKE statement
 The INVOKE statement invokes a method defined in a class or a metaclass.Methods can contain INVOKE statements, and a method can execute an INVOKEstatement that directly or indirectly invokes itself. Therefore, all methods areimplicitly recursive (unlike COBOL programs, which support recursion only if theRECURSIVE attribute is specified in the PROGRAM-ID paragraph.)
 The process for resolving the method name specified on the INVOKE statement toa method implementation is as specified by the IBM SOM. The method resolutionis not case sensitive.
 Format ��──INVOKE─ ──┬ ┬─identifier-1─────────────── ──┬ ┬─literal-1──── ──────────────────────────────────────� ├ ┤─class-name-1─────────────── └ ┘─identifier-2─ ├ ┤─SELF─────────────────────── └ ┘ ──┬ ┬───────────────── ─SUPER─ └ ┘─class-name-2 OF─
 �─ ──┬ ┬──────────────────────────────────────────────────────────────────────────── ─────────────────� │ │┌ ┐─────────────────────────────────────────────────────────────────── │ ││ │┌ ┐──────────────────────────────────── └ ┘ ─USING─ ───/ ┴──┬ ┬ ──┬ ┬─────────────────── ───/ ┴──┬ ┬ ──┬ ┬──────────── ─identifier-3─ │ │└ ┘ ──┬ ┬──── ─REFERENCE─ │ │└ ┘─ADDRESS OF─ │ │└ ┘─BY─ └ ┘ ─OMITTED────────────────────── │ │┌ ┐──────────────────────────────────── ├ ┤ ──┬ ┬──── ─CONTENT─ ───/ ┴──┬ ┬ ──┬ ┬──────────── ─identifier-4─ ────── │ │└ ┘─BY─ │ │├ ┤ ─ADDRESS OF─ │ ││ │└ ┘ ─LENGTH OF── │ │├ ┤ ─literal-2──────────────────── │ │└ ┘ ─OMITTED────────────────────── │ │┌ ┐──────────────────────────────────── └ ┘ ──┬ ┬──── ─VALUE─ ───/ ┴──┬ ┬ ──┬ ┬──────────── ─identifier-5─ ──────── └ ┘─BY─ │ │├ ┤ ─ADDRESS OF─ │ │└ ┘ ─LENGTH OF── └ ┘ ─literal-3────────────────────
 �─ ──┬ ┬─────────────────────────── ──┬ ┬───────────────────────────────────────────── ─────────────────� └ ┘── ─RETURNING──identifier-6─ └ ┘── ──┬ ┬──── ─EXCEPTION──imperative-statement-1─ └ ┘─ON─
 �─ ──┬ ┬────────────────────────────────────────────────── ──┬ ┬──────────── ──────────────────────────�� └ ┘── ─NOT─ ──┬ ┬──── ─EXCEPTION──imperative-statement-2─ └ ┘─END-INVOKE─ └ ┘─ON─
 identifier-1Must be defined as USAGE OBJECT REFERENCE. The contents of identifier-1specify the object on which a method is invoked.
 The results of the INVOKE statement are undefined if:
 � identifier-1 does not contain a valid reference to an object or� identifier-1 contains NULL
 class-name-1If class-name-1 is specified, the method is invoked on the class object ofclass-name-1.
 You must specify class-name-1 in the REPOSITORY paragraph of theConfiguration Section of the class or program that contains the INVOKEstatement.
 SELFAn implicit reference to the object upon which the currently executing methodwas invoked. When SELF is specified, the INVOKE statement must appearwithin the Procedure Division of a method.
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 SUPERA reference to the object that was used in the invocation of the currentlyexecuting method. The resolution of the method to be invoked will ignore anymethods declared in the class definition of the currently executing method andmethods defined in any class derived from that class, thus the method invokedwill be one that is inherited from an ancestor class. To invoke a method that isinherited from a specific class, you can qualify SUPER with a class name(class-name-2).
 class-name-2The class to which the inherited method belongs.
 You must specify class-name-2 if the reference to SUPER is in a methoddefinition of a class that uses multiple inheritance. Specify class-name-2 in theREPOSITORY paragraph of the Configuration Section of the class or programthat contains the INVOKE statement. Class-name-2 must be a direct orindirect parent class.
 literal-1The name of the method to be invoked. The referenced object must supportthe method identified by literal-1.
 Literal-1 must be a nonnumeric literal.
 identifier-2A nonnumeric data item whose value is a method name. The referenced objectmust support the method identified by identifier-2.
 If identifier-2 is specified, identifier-1 must be defined as USAGE OBJECTREFERENCE without any optional phrases.
 Identifier-2 cannot be a windowed date field.
 USING phrase
 The USING phrase specifies arguments that are passed to the target method. Fordetails on the USING phrase, see “The Procedure Division header” on page 204.
 For conformance requirements for the USING phrase, see “Conformancerequirements for USING phrase” on page 310.
 BY REFERENCE phrase
 If the BY REFERENCE phrase is either specified or implied for a parameter, thecorresponding data item in the invoking method occupies the same storage area asthe data item in the invoked method.
 identifier-3Can be a data item of any level in the DATA DIVISION. Identifier-3 cannot bea function-identifier.
 If defined in the Linkage Section, you must have already providedaddressability for identifier-3 prior to execution of the INVOKE statement.You can do this by coding either one of the following: SET ADDRESS OFidentifier-3 TO pointer or PROCEDURE/ENTRY USING.
 ADDRESS OF special registerSee “ADDRESS OF” on page 9.
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 OMITTEDIndicates that no argument is passed.
 BY CONTENT phrase
 If the BY CONTENT phrase is specified or implied for a parameter, the invokedmethod cannot change the value of this parameter as referenced in the INVOKEstatement's USING phrase. Although, the invoked method can change the value ofthe data item referenced by the corresponding data-name in the invoked method'sProcedure Division header. Changes to the parameter in the invoked method donot affect the corresponding argument in the invoking program.
 identifier-4Can be a data item of any level in the Data Division. Identifier-4 cannot be afunction-identifier.
 If defined in the Linkage Section, you must have already providedaddressability for identifier-4 prior to execution of the INVOKE statement.You can do this by coding either one of the following: SET ADDRESS OFidentifier-4 TO pointer or PROCEDURE/ENTRY USING.
 literal-2Can be:
 � A nonnumeric literal� A figurative constant (except ALL literal or NULL/NULLS)� A DBCS literal
 ADDRESS OF special registerSee “ADDRESS OF” on page 9.
 LENGTH OF special registerSee “LENGTH OF” on page 11.
 OMITTEDIndicates that no argument is passed.
 BY VALUE phrase
 The BY VALUE phrase applies to all arguments that follow until overridden byanother BY REFERENCE or BY CONTENT phrase.
 If the BY VALUE phrase is specified or implied for an argument, the value of theargument is passed, not a reference to the sending data item. The invoked methodcan modify the formal parameter corresponding to the BY VALUE argument, butany changes do not affect the argument since the invoked method has access to atemporary copy of the sending data item.
 While BY VALUE arguments are primarily intended for communication withnon-COBOL programs (such as C), they can also be used for COBOL-to-COBOLinvocations. In this case, BY VALUE must be specified or implied for both theargument in the INVOKE USING phrase and the corresponding formal parameterin the Procedure Division USING phrase.
 identifier-5Must be an elementary data item in the DATA DIVISION. Identifier-5 must beone of the following:
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 � Binary (USAGE BINARY, COMP, COMP-4, or COMP-5)� Floating point (USAGE COMP-1 or COMP-2)� Pointer (USAGE POINTER)� Procedure-pointer (USAGE PROCEDURE-POINTER)� Object reference (USAGE OBJECT REFERENCE)� Single-byte alphanumeric (PIC X or PIC A)
 The following can also be passed BY VALUE:
 � Reference modified item with length one� SHIFT-IN and SHIFT-OUT special registers� LINAGE-COUNTER special register when it is usage binary
 ADDRESS OF special registerAn ADDRESS OF special register passed BY VALUE is treated as a pointer.For information on the ADDRESS OF special register, see “ADDRESS OF” onpage 9.
 LENGTH OF special registerA LENGTH OF special register passed BY VALUE is treated as a PIC 9(9)binary. For information on the LENGTH OF special register, see “LENGTHOF” on page 11.
 literal-3Must be one of the following:
 � Numeric literal� ZERO� 1-character nonnumeric literal� Symbolic character� Single byte figurative constant
 — SPACE— QUOTE— HIGH-VALUE— LOW-VALUE
 ZERO is treated as a numeric value; a fullword binary zero is passed.
 If literal-3 is a fixed point numeric literal, it must have a precision of 9 or lessdigits. In this case, a fullword binary representation of the literal value ispassed.
 If literal-3 is a floating point numeric literal, an 8-byte internal floating point(COMP-2) representation of the value is passed.
 Literal-3 must not be a DBCS literal.
 Conformance requirements for USING phrase
 The arguments specified on the USING phrase and the formal parameters specifiedon the method PROCEDURE-DIVISION USING must satisfy the following:� An invoked COBOL method must have the same number of formal parameters
 on its procedure division USING phrase as there are arguments on theINVOKE USING phrase. The presence or absence of USING...BY VALUE mustbe consistent on the INVOKE statement and the Procedure Division header ofthe target method.
 � If a formal parameter is a COBOL elementary data item not described withUSAGE IS OBJECT REFERENCE, then the corresponding argument must havethe same PICTURE, USAGE, SIGN, SYNCHRONIZED, JUSTIFIED, and
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 BLANK WHEN ZERO clauses. Note that periods and commas can beinterchanged if specifying the DECIMAL POINT IS COMMA clause, andPICTURE clause currency symbols can differ.
 � If a formal parameter is a COBOL elementary data item described withUSAGE IS OBJECT REFERENCE then:— If the argument is passed BY REFERENCE, then the argument and the
 parameter must be defined with identical USAGE clauses.— If the argument is passed BY VALUE or BY CONTENT, and the parameter
 specified on the method Procedure Division USING phrase is a universalobject reference, then the argument can be any object reference.
 — If the argument is passed BY VALUE or BY CONTENT, and the parameterspecified on the method Procedure Division USING phrase is an objectreference typed to a specific class, then the argument must be an objectreference typed to the same or a derived class.
 RETURNING phrase
 You can specify the RETURNING phrase for invoking methods written in COBOL,C, or in other programming languages that use C linkage conventions.
 identifier-6The RETURNING data item. Identifier-6:
 � Must be defined in the DATA DIVISION� Must not be reference-modified� Is not changed if an EXCEPTION occurs� Contains the return value of the invoked method
 If identifier-6 is specified and the target method is written in COBOL, then thetarget method must have a RETURNING phrase on its Procedure Divisionstatement. When the target returns, its return value is assigned to identifier-6,using the rules for the SET statement if identifier-6 is USAGE IS INDEX,USAGE IS POINTER, USAGE IS PROCEDURE-POINTER, or USAGE ISOBJECT REFERENCE; otherwise, the rules for the MOVE statement are used.
 Note: The INVOKE... RETURNING data item is an output-only parameter. Onentry to the called method, the initial state of the PROCEDURE DIVISIONRETURNING data item has an undefined and unpredictable value. You mustinitialize the PROCEDURE DIVISION RETURNING data item in the invokedmethod before you reference its value. The value that is passed back to theinvoker is the final value of the PROCEDURE DIVISION RETURNING data itemwhen the invoked method returns.
 The RETURN-CODE special register is not set by execution of INVOKE statements.
 Conformance requirements for RETURNING phrase: The identifiers specified onan INVOKE RETURNING phrase and the corresponding method ProcedureDivision RETURNING phrase must satisfy the following:� The presence or absence of the RETURNING phrase must be consistent on the
 INVOKE statement and the Procedure Division header of the target method.� If one of the identifiers is a COBOL elementary data item not described with
 USAGE IS OBJECT REFERENCE, then the corresponding identifier must havethe same PICTURE, USAGE, SIGN, SYNCHRONIZED, JUSTIFIED, andBLANK WHEN ZERO clauses. Note that periods and commas can beinterchanged if specifying the DECIMAL POINT IS COMMA clause, andPICTURE clause currency symbols can differ.
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 � If the INVOKE RETURNING identifier is a universal object reference, then themethod Procedure Division RETURNING identifier must be an object reference(either a universal object reference or an object reference typed to a specificclass).
 � If the INVOKE RETURNING identifier is an object reference typed to a specificclass, then the method Procedure Division RETURNING identifier must be anobject reference typed to the same class or a derived class.
 ON EXCEPTION phrase
 An exception condition occurs when invoked methods are not supported by themethod identified by literal-1 or identifier-2. When an exception condition occurs,one of the following two actions occur:1. If the ON EXCEPTION phrase is specified, control is transferred to
 imperative-statement-1.2. If the ON EXCEPTION phrase is not specified, then a condition is raised at
 run time.
 Exceptions can occur if conformance requirements are not met. Conformancerequirements include:� For the USING phrase, see “Conformance requirements for USING phrase” on
 page 310 � For the RETURNING phrase, see “Conformance requirements for
 RETURNING phrase” on page 311 � For the purpose of conformance checking, a fixed-length group data item is
 considered to be equivalent to an elementary alphanumeric data item of thesame length.
 A variable-length group conforms only to other variable-length groups thathave the same maximum length.
 For an example, see “INVOKE parameter type conformance—example” onpage 313.
 NOT ON EXCEPTION phrase
 If an exception condition does not occur (that is, the invoked method is supportedby the specified object), control is transferred to the invoked method. After controlis returned from the invoked method, control is then transferred:1. To imperative-statement-2, if the NOT ON EXCEPTION phrase is specified.2. To the end of the INVOKE statement if the NOT ON EXCEPTION phrase is
 not specified.
 END-INVOKE phrase
 This explicit scope terminator serves to delimit the scope of the INVOKEstatement. END-INVOKE permits a conditional INVOKE statement to be nested inanother conditional statement.
 Note: The RETURN-CODE special register is not set by execution of INVOKEstatements.
 312 COBOL Language Reference

Page 325
                        

INVOKE statement
 INVOKE parameter type conformance—example
 WORKING-STORAGE SECTION.?1 anA USAGE OBJECT REFERENCE A.?1 aB USAGE OBJECT REFERENCE B.?1 aC USAGE OBJECT REFERENCE C.
 ...PROCEDURE DIVISIONINVOKE anX "METHOD-1" USING BY REFERENCE anA. BY VALUE aB. RETURNING aC.CLASS-ID. X.
 ...METHOD-ID. METHOD-1.
 ...LINKAGE SECTION.?1 aP USAGE OBJECT REFERENCE P.?1 aQ USAGE OBJECT REFERENCE Q.?1 anR USAGE OBJECT REFERENCE R.
 ...PROCEDURE DIVISION USING BY REFERENCE aP BY VALUE aQ RETURNING anR.
 In the above examples:� Class P and class A must be the same class.� Class Q must be the same class or a parent of B.� Class R must be the same class or a subclass of C.
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The MERGE statement is not supported under OS/390 Unix.
 As an IBM extension, any file-names in a MERGE statement can be specified inthe same SAME RECORD AREA clause.
 MERGE statement
 MERGE statement
 The MERGE statement combines two or more identically sequenced files (that is,files that have already been sorted according to an identical set ofascending/descending keys) on one or more keys and makes records available inmerged order to an output procedure or output file.
 A MERGE statement can appear anywhere in the Procedure Division except in aDeclarative Section.
 | Format ┌ ┐──────────────────────────────────────────────────── │ │┌ ┐───────────────��──MERGE──file-name-1─ ───/ ┴ ──┬ ┬──── ──┬ ┬─ASCENDING── ──┬ ┬───── ───/ ┴─data-name-1─ ──────────────────────� └ ┘─ON─ └ ┘─DESCENDING─ └ ┘─KEY─
 ┌ ┐───────────────�─ ──┬ ┬────────────────────────────────────────────────── ─USING──file-name-2─ ───/ ┴─file-name-3─ ──────� └ ┘ ──┬ ┬─────────── ─SEQUENCE─ ──┬ ┬──── ─alphabet-name-1─ └ ┘─COLLATING─ └ ┘─IS─
 �─ ──┬ ┬ ─OUTPUT PROCEDURE─ ──┬ ┬──── ─procedure-name-1─ ──┬ ┬─────────────────────────────── ─────────────�� │ │└ ┘─IS─ └ ┘ ──┬ ┬─THROUGH─ ─procedure-name-2─ │ │└ ┘─THRU──── │ │┌ ┐─────────────── └ ┘ ─GIVING─ ───/ ┴─file-name-4─ ──────────────────────────────────────────────────────
 file-name-1The name given in the SD entry that describes the records to be merged.
 No file-name can be repeated in the MERGE statement.
 No pair of file-names in a MERGE statement can be specified in the sameSAME AREA, SAME SORT AREA, or SAME SORT-MERGE AREA clause.
 When the MERGE statement is executed, all records contained in file-name-2,file-name-3,..., are accepted by the merge program and then merged according tothe key(s) specified.
 ASCENDING/DESCENDING KEY phrase
 This phrase specifies that records are to be processed in an ascending ordescending sequence (depending on the phrase specified), based on the specifiedmerge keys.
 data-name-1Specifies a KEY data item on which the merge will be based. Each suchdata-name must identify a data item in a record associated with file-name-1.The data-names following the word KEY are listed from left to right in theMERGE statement in order of decreasing significance without regard to howthey are divided into KEY phrases. The left-most data-name is the major key,the next data-name is the next most significant key, and so forth.
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� KEY data items can be floating-point items.� KEY data items cannot be variably-located.� Under AIX and Windows, KEY data items cannot be
 windowed date fields.
 Under OS/390 and VM, KEY data items can be windowed datefields, under these conditions:— The input files specified in the USING phrase can be sequential,
 relative, or indexed, but must not have any RECORD KEY,ALTERNATE RECORD KEY, or RELATIVE KEY in the same positionas a windowed date merge key. The file system does not supportwindowed date fields as keys, so any ordering imposed by the filesystem could conflict with the windowed date field support for themerge operation. In fact, if the merge is to succeed, then input filesmust have already been sorted into the same order as that specified bythe MERGE statement, including any windowed date ordering.
 — The GIVING phrase must not specify an indexed file, because the(binary) ordering assumed or imposed by the file system conflicts withthe windowed date ordering provided in the output of the merge.Attempting to write the windowed date merge output to such anindexed file will either fail or re-impose binary ordering, depending onhow the file is accessed (the ACCESS MODE in the file-control entry).
 — If an alphanumeric windowed date field is specified as a KEY for aMERGE statement, the collating sequence in effect for the mergeoperation must be EBCDIC. Thus the COLLATING SEQUENCEphrase of the MERGE statement or, if this phrase is not specified, thenany PROGRAM COLLATING SEQUENCE clause in theOBJECT-COMPUTER paragraph, must not specify a collating sequenceother than EBCDIC or NATIVE.
 If the MERGE statement meets these conditions, then the merge operationtakes advantage of SORT Year 2000 features, assuming that the executionenvironment includes a sort product that supports century windowing.
 A year-last windowed date field can be specified as a KEY for a MERGEstatement, and can thereby exploit the corresponding century windowingcapability of the sort product.
 For more information on using windowed date fields as KEY data items,see the IBM COBOL Programming Guide for your platform.
 MERGE statement
 The following rules apply:
 � A specific key data item must be physically located in the same positionand have the same data format in each input file. However, it need nothave the same data-name.
 � If file-name-1 has more than one record description, then the KEY dataitems need be described in only one of the record descriptions.
 � If file-name-1 contains variable-length records, all of the KEY data-itemsmust be contained within the first n character positions of the record,where n equals the minimum records size specified for file-name-1.
 � KEY data items must not contain an OCCURS clause or be subordinate toan item that contains an OCCURS clause.
 � KEY data items can be qualified.� KEY data items cannot be group items that contain variable occurrence
 data items.
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� Under OS/390 and VM, if the KEY is a DBCS item, thesequence of the KEY values are based on the binary collating sequence ofthe hexadecimal values of the DBCS characters.
 � Under AIX and Windows, if the KEY is a DBCS item, thenthe sequence of the KEY values is based on a collation sequence accordingto the COLLSEQ compiler option:— If the COLLSEQ(NATIVE) compiler option is in effect, then the
 collating sequence is determined by the locale. For information on thelocale, see Appendix F, “Locale considerations (workstation only)” onpage 515.
 — Otherwise, the collating sequence is determined by the binary valuesof the DBCS characters.
 � If the KEY is an external floating-point item, the key is treated asalphanumeric. The sequence in which the records are merged depends onthe collating sequence used.
 � If the KEY is an internal floating-point item, the sequence of key valueswill be in numeric order.
 MERGE statement
 The direction of the merge operation depends on the specification of theASCENDING or DESCENDING key words as follows:
 � When ASCENDING is specified, the sequence is from the lowest key valueto the highest key value.
 � When DESCENDING is specified, the sequence is from the highest keyvalue to the lowest.
 � If the KEY data item is alphabetic, alphanumeric, alphanumeric-edited, ornumeric-edited, the sequence of key values depends on the collatingsequence used (see “COLLATING SEQUENCE phrase” below).
 The key comparisons are performed according to the rules for comparison ofoperands in a relation condition (see “Relation condition” on page 218).
 COLLATING SEQUENCE phrase
 This phrase specifies the collating sequence to be used in nonnumeric comparisonsfor the KEY data items in this merge operation.
 Under AIX and Windows, the COLLATING SEQUENCE phrase isonly valid when an ASCII code page is in effect.
 alphabet-name-1Must be specified in the ALPHABET clause of the SPECIAL-NAMESparagraph. Any one of the alphabet-name clause phrases can be specified,with the following results:
 STANDARD-1 Under OS/390 and VM, the ASCII collating sequence is used for
 all nonnumeric comparisons. (The ASCII collating sequence is inAppendix B, “EBCDIC and ASCII collating sequences” on page 498.)
 Under AIX and Windows, the collating sequence is based onthe character's hex value order.
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MERGE statement
 STANDARD-2 Under OS/390 and VM, the International Reference Version of
 the ISO 7-bit code defined in International Standard 646, 7-bit CodedCharacter Set for Information Processing Interchange is used for allnonnumeric comparisons.
 Under AIX and Windows the collating sequence is based onthe character's hex value order.
 NATIVE Under OS/390 and VM, the EBCDIC collating sequence is used
 for all nonnumeric comparisons. (The EBCDIC collating sequence is inAppendix B, “EBCDIC and ASCII collating sequences” on page 498.)
 Under AIX and Windows, the collating sequence indicated bythe locale is selected.
 EBCDICThe EBCDIC collating sequence is used for all nonnumeric comparisons.(The EBCDIC collating sequence is in Appendix B, “EBCDIC and ASCIIcollating sequences” on page 498.)
 literalThe collating sequence established by the specification of literals in thealphabet-name clause is used for all nonnumeric comparisons.
 When the COLLATING SEQUENCE phrase is omitted, the PROGRAMCOLLATING SEQUENCE clause (if specified) in the OBJECT-COMPUTERparagraph specifies the collating sequence to be used. When both theCOLLATING SEQUENCE phrase and the PROGRAM COLLATING SEQUENCEclause are omitted,� Under OS/390 and VM, the EBCDIC collating sequence is used.
 (See Appendix B, “EBCDIC and ASCII collating sequences” on page 498.)
 � Under AIX and Windows, the COLLSEQ compiler optionindicates the collating sequence used. If COLLSEQ(EBCDIC) is specified, theEBCDIC collating sequence is used. If COLLSEQ(NATIVE) is specified, thecollating sequence as indicated by the locale is used. For more information onlocale, see Appendix F, “Locale considerations (workstation only)” onpage 515.
 USING phrase
 file-name-2, file-name-3, ...Specifies the input files.
 During the MERGE operation, all the records on file-name-2, file-name-3, ... (thatis, the input files) are transferred to file-name-1. At the time the MERGE statementis executed, these files must not be open. The input files are automatically opened,read, and closed, and if DECLARATIVE procedures are specified for these files forinput operations, the files will be driven for errors if errors occur.
 All input files must specify sequential or dynamic access mode and be described inFD entries in the Data Division.
 If file-name-1 contains variable-length records, the size of the records contained inthe input files (file-name-2, file-name-3, ...) must not be less than the smallestrecord nor greater than the largest record described for file-name-1. If file-name-1
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MERGE statement
 contains fixed-length records, the size of the records contained in the input filesmust not be greater than the largest record described for file-name-1. For moreinformation, see the IBM COBOL Programming Guide for your platform.
 GIVING phrase
 file-name-4, ...Specifies the output files.
 When the GIVING phrase is specified, all the merged records in file-name-1 areautomatically transferred to the output files (file-name-4...).
 All output files must specify sequential or dynamic access mode and be describedin FD entries in the DATA DIVISION.
 If the output files (file-name-4,...) contain variable-length records, the size of therecords contained in file-name-1 must not be less than the smallest record norgreater than the largest record described for the output files. If the output filescontain fixed-length records, the size of the records contained in file-name-1 mustnot be greater than the largest record described for the output files. For moreinformation, see the IBM COBOL Programming Guide for your platform.
 At the time the MERGE statement is executed, the output files (file-name-4,...) mustnot be open. The output files are automatically opened, read, and closed, and ifDECLARATIVE procedures are specified for these files for output operations, thefiles will be driven for errors if errors occur.
 OUTPUT PROCEDURE phrase
 This phrase specifies the name of a procedure that is to select or modify outputrecords from the merge operation.
 procedure-name-1Specifies the first (or only) section or paragraph in the OUTPUT PROCEDURE.
 procedure-name-2Identifies the last section or paragraph of the OUTPUT PROCEDURE.
 The OUTPUT PROCEDURE can consist of any procedure needed to select, modify,or copy the records that are made available one at time by the RETURN statementin merged order from the file referenced by file-name-1. The range includes allstatements that are executed as the result of a transfer of control by CALL, EXIT,GO TO, and PERFORM statements in the range of the output procedure. Therange also includes all statements in declarative procedures that are executed as aresult of the execution of statements in the range of the output procedure. Therange of the output procedure must not cause the execution of any MERGE,RELEASE, or SORT statement.
 If an output procedure is specified, control passes to it after the file referenced byfile-name-1 has been sequenced by the MERGE statement. The compiler inserts areturn mechanism at the end of the last statement in the output procedure andwhen control passes the last statement in the output procedure, the returnmechanism provides the termination of the merge and then passes control to thenext executable statement after the MERGE statement. Before entering the outputprocedure, the merge procedure reaches a point at which it can select the nextrecord in merged order when requested. The RETURN statements in the outputprocedure are the requests for the next record.
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MERGE special registers
 SORT-CONTROL special registerYou define the sort control file (through which you can specify additionaloptions to the sort/merge function) with the SORT-CONTROL special register.
 If you use a sort control file to specify control statements, the values specifiedin the sort control file take precedence over those in the special register.
 For information, see “SORT-CONTROL” on page 14.
 SORT-MESSAGE special register (OS/390 and VM only)For information, see “SORT-MESSAGE” on page 15.
 The special register SORT-MESSAGE is equivalent to an optioncontrol statement key word in the sort control file.
 SORT-RETURN special registerFor information, see “SORT-RETURN” on page 16.
 MERGE statement
 Note: The OUTPUT PROCEDURE phrase is similar to a basic PERFORMstatement. For example, if you name a procedure in an OUTPUT PROCEDURE,that procedure is executed during the merging operation just as if it were namedin a PERFORM statement. As with the PERFORM statement, execution of theprocedure is terminated after the last statement completes execution. The laststatement in an OUTPUT PROCEDURE can be the EXIT statement (see “EXITstatement” on page 288).
 Segmentation considerations
 If the MERGE statement appears in a section that is not in an independentsegment, then any output procedure referenced by that MERGE statement mustappear:1. Totally within non-independent segments, or2. Wholly contained in a single independent segment.
 If a MERGE statement appears in an independent segment, then any outputprocedure referenced by that MERGE statement must be contained:1. Totally within non-independent segments, or2. Wholly within the same independent segment as that MERGE statement.
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Do not specify a data item defined with USAGE IS POINTER, USAGE ISPROCEDURE-POINTER, or USAGE IS OBJECT REFERENCE in a MOVEstatement.
 A data item defined with USAGE IS POINTER, USAGE ISPROCEDURE-POINTER, or USAGE IS OBJECT REFERENCE can be part of agroup that is referred to in a MOVE CORRESPONDING statement; however, nomovement of the data item will take place.
 MOVE statement
 MOVE statement
 The MOVE statement transfers data from one area of storage to one or more otherareas.
 Format 1 ┌ ┐────────────────��──MOVE─ ──┬ ┬─identifier-1─ ─TO─ ───/ ┴─identifier-2─ ──────────────────────────�� └ ┘─literal-1────
 Format 2��──MOVE─ ──┬ ┬─CORRESPONDING─ ─identifier-1──TO──identifier-2────────────────�� └ ┘─CORR──────────
 identifier-1, literal-1Sending area
 identifier-2Receiving area(s)
 When format 1 is specified, all identifiers can be either group or elementary items.The data in the sending area is moved into the data item referenced by eachidentifier-2 in the order in which it is specified. See “Elementary moves” onpage 321 and “Group moves” on page 324.
 When format 2 is specified, both identifiers must be group items. CORR is anabbreviation for, and is equivalent to, CORRESPONDING.
 When CORRESPONDING is specified, selected items in identifier-1 are moved toidentifier-2, according to the rules for the CORRESPONDING phrase on on page238. The results are the same as if each pair of CORRESPONDING identifierswere referenced in a separate MOVE statement.
 An index data item cannot be specified in a MOVE statement.
 The evaluation of the length of the sending or receiving area can be affected by theDEPENDING ON phrase of the OCCURS clause (see “OCCURS clause” onpage 154).
 If the sending field (identifier-1) is reference-modified, subscripted, or is analphanumeric or alphabetic function-identifier, the reference-modifier, subscript, orfunction is evaluated only once, immediately before data is moved to the first ofthe receiving operands.
 Any length evaluation, subscripting, or reference-modification associated with areceiving field (identifier-2) is evaluated immediately before the data is moved intothat receiving field.
 For example, the result of the statement:
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Floating-point—includes internal floating-point items (defined as USAGECOMP-1 or USAGE COMP-2), external floating-point items (defined as USAGEDISPLAY), and floating-point literals.DBCS—includes DBCS data items (defined explicitly or implicitly as USAGEDISPLAY-1) and DBCS literals.
 MOVE statementMOVE A(B) TO B, C(B).
 is equivalent to:
 MOVE A(B) TO TEMPMOVE TEMP TO B.MOVE TEMP TO C(B).
 where TEMP is defined as an intermediate result item. The subscript B has changedin value between the time that the first move took place and the time that the finalmove to C(B) is executed.
 For further information on intermediate results, see the IBM COBOL ProgrammingGuide for your platform.
 After execution of a MOVE statement, the sending field(s) contain the same data asbefore execution.
 Note: Overlapping operands in a MOVE statement can cause unpredictableresults.
 Elementary moves
 An elementary move is one in which the receiving item is an elementary item, andthe sending item is an elementary item or a literal. Any necessary conversion ofdata from one form of internal representation to another takes place during themove, along with any specified editing in, or de-editing implied by, the receivingitem. Each elementary item belongs to one of the following categories:
 Alphabetic—includes alphabetic data items and the figurative constant SPACE.Alphanumeric—includes alphanumeric data items, nonnumeric literals, and allfigurative constants except SPACE and ZERO (when ZERO is moved to anumeric or numeric-edited item).Alphanumeric-edited—includes alphanumeric-edited data items.Numeric—includes numeric data items, numeric literals, and the figurativeconstant ZERO (when ZERO is moved to a numeric or numeric-edited item).Numeric-edited—includes numeric-edited data items.
 The following rules outline the execution of valid elementary moves. When thereceiving field is:
 Alphabetic:� Alignment and any necessary space filling occur as described under
 “Alignment rules” on page 128.� If the size of the sending item is greater than the size of the receiving item,
 excess characters on the right are truncated after the receiving item is filled.
 Alphanumeric or Alphanumeric-Edited:� Alignment and any necessary space filling take place, as described under
 “Alignment rules” on page 128.� If the size of the sending item is greater than the size of the receiving item,
 excess characters on the right are truncated after the receiving item is filled.
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� When the sending item is floating-point, the data is first converted to either abinary or internal decimal representation and is then moved.
 Floating-point:� The sending item is converted first to internal floating-point and then moved.� When data is moved to or from an external floating-point item, the data is
 converted first to or from its equivalent internal floating-point value.
 DBCS:
 � No conversion takes place.� If the sending and receiving items are not the same size, the data item will be
 either truncated or padded with DBCS spaces on the right.
 Under AIX and Windows, if the padding required is not in amultiple consistent with double-byte characters, single-byte characters will beused (for example, a group item moved to a DBCS data item).
 MOVE statement
 � If the sending item has an operational sign, the unsigned value is used. If theoperational sign occupies a separate character, that character is not moved, andthe size of the sending item is considered to be one less character than theactual size.
 Numeric or Numeric-edited:� Except where zeros are replaced because of editing requirements, alignment by
 decimal point and any necessary zero filling take place, as described under“Alignment rules” on page 128.
 � If the receiving item is signed, the sign of the sending item is placed in thereceiving item, with any necessary sign conversion. If the sending item isunsigned, a positive operational sign is generated for the receiving item.
 � If the receiving item is unsigned, the absolute value of the sending item ismoved, and no operational sign is generated for the receiving item.
 � When the sending item is alphanumeric, the data is moved as if the sendingitem were described as an unsigned integer.
 � De-editing allows moving a numeric-edited data item into a numeric ornumeric-edited receiver. The compiler accomplishes this by first establishingthe unedited value of the numeric-edited item (this value can be signed), thenmoving the unedited numeric value to the receiving numeric ornumeric-edited data item.
 Notes:
 1. If the receiving field is alphanumeric or numeric-edited, and the sending fieldis a scaled integer (that is, has a P as the rightmost character in its PICTUREcharacter-string), the scaling positions are treated as trailing zeros when theMOVE statement is executed.
 2. If the receiving field is numeric and the sending field is alphanumeric literal orALL literal, then all characters of the literal must be numeric characters.
 Table 41 on page 323 shows valid and invalid elementary moves for eachcategory. In the table:� YES = Move is valid.� NO = Move is invalid.
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Externalfloatingpoint
 Internalfloatingpoint DBCS1
 No No No
 3 3 Yes8 Yes8 No
 No No No
 Yes Yes No
 Yes Yes No
 Yes Yes No
 Floating point6 No No No Yes Yes Yes Yes No
 DBCS7 No No No No No No No Yes
 1 Includes DBCS data items.
 3 Figurative constants and nonnumeric literals must consist only of numeric characters and will be treated as numeric integerfields.
 6 Includes floating-point literals, external floating-point data items (USAGE DISPLAY), and internal floating-point data items(USAGE COMP-1 or USAGE COMP-2).
 7 Includes DBCS data-items, DBCS literals, and SPACE.
 Moves involving date fields
 If the sending item is specified as a year-last date field, then all receiving fieldsmust also be year-last date fields with the same date format as the sending item.If a year-last date field is specified as a receiving item, then the sending item mustbe either a non-date or a year-last date field with the same date format as thereceiving item. In both cases, the move is then performed as if all items werenon-dates.
 Table 42 describes the behavior of moves involving non-year-last date fields. Ifthe sending item is a date field, then the receiving item must be a compatible datefield. If the sending and receiving items are both date fields, then they must becompatible; that is, they must have the same date format, except for the year part,which can be windowed or expanded.
 This table uses the following terms to describe the moves:
 NormalThe move is performed with no date-sensitive behavior, as if the sendingand receiving items were both non-dates.
 ExpandedThe windowed date field sending item is treated as if it were firstconverted to expanded form, as described under “Semantics of windoweddate fields” on page 149.
 InvalidThe move is not allowed.
 MOVE statement
 Table 41. Valid and invalid elementary moves
 Sending item category
 Receiving item category
 Alpha-betic
 Alpha-numeric
 Alpha-numericedited Numeric Numeric-edited
 Alphabetic and SPACE Yes Yes Yes No No
 Alphanumeric2 Yes Yes Yes Yes Yes
 Alphanumeric-edited Yes Yes Yes No No
 Numeric integer and ZERO4 No Yes Yes Yes Yes
 Numeric non-integer5 No No No Yes Yes
 Numeric-edited No Yes Yes Yes Yes
 Note:
 2 Includes nonnumeric literals.
 4 Includes integer numeric literals.5 Includes non-integer numeric literals.
 8 Figurative constants and nonnumeric literals must consist only of numeric characters and will be treated as numeric integerfields. The ALL literal cannot be used as a sending item.
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Table 42. Moves involving date fields
 Sending item
 Receiving item
 Non-date Windowed date field Expanded date field
 Non-date Normal Normal Normal
 Windowed date field Invalid Normal Expanded
 Expanded date field Invalid Normal1 Normal
 1 A move from an expanded date field to a windowed date field is, in effect, a“windowed” move, because it truncates the century component of the expanded datefield. If the move is alphanumeric, it treats the receiving windowed date field as if itsdata description specified JUSTIFIED RIGHT. This is true even if the receivingwindowed date field is a group item, for which the JUSTIFIED clause cannot bespecified.
 MOVE statement
 Group moves
 A group move is one in which one or both of the sending and receiving fields aregroup items. A group move is treated exactly as though it were an alphanumericelementary move, except that there is no conversion of data from one form ofinternal representation to another. In a group move, the receiving area is filledwithout consideration for the individual elementary items contained within eitherthe sending area or the receiving area, except as noted in the OCCURS clause.(See “OCCURS clause” on page 154.) All group moves are valid.
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Identifier-1 and identifier-2 cannot bedate fields.
 Identifier-3, the GIVING phrase identifier, is the only identifier in theMULTIPLY statement that can be a date field.
 If identifier-3 names a date field, then see “Storing arithmetic results thatinvolve date fields” on page 213 for details on how the product is stored inidentifier-3.
 MULTIPLY statement
 MULTIPLY statement
 The MULTIPLY statement multiplies numeric items and sets the values of dataitems equal to the results.
 Format 1 ┌ ┐─────────────────────────────��──MULTIPLY─ ──┬ ┬─identifier-1─ ─BY─ ───/ ┴ ─identifier-2─ ──┬ ┬───────── ──────────� └ ┘─literal-1──── └ ┘─ROUNDED─
 �─ ──┬ ┬──────────────────────────────────────────── ──────────────────────────� └ ┘ ──┬ ┬──── ─SIZE ERROR──imperative-statement-1─ └ ┘─ON─
 �─ ──┬ ┬───────────────────────────────────────────────── ──┬ ┬────────────── ──�� └ ┘ ─NOT─ ──┬ ┬──── ─SIZE ERROR──imperative-statement-2─ └ ┘─END-MULTIPLY─ └ ┘─ON─
 In format 1, the value of identifier-1 or literal-1 is multiplied by the value ofidentifier-2; the product is then placed in identifier-2. For each successiveoccurrence of identifier-2, the multiplication takes place in the left-to-right order inwhich identifier-2 is specified.
 Format 2��──MULTIPLY─ ──┬ ┬─identifier-1─ ─BY─ ──┬ ┬─identifier-2─ ───────────────────────� └ ┘─literal-1──── └ ┘─literal-2────
 ┌ ┐─────────────────────────────�─ ─GIVING─ ───/ ┴ ─identifier-3─ ──┬ ┬───────── ───────────────────────────────────� └ ┘─ROUNDED─
 �─ ──┬ ┬──────────────────────────────────────────── ──────────────────────────� └ ┘ ──┬ ┬──── ─SIZE ERROR──imperative-statement-1─ └ ┘─ON─
 �─ ──┬ ┬───────────────────────────────────────────────── ──┬ ┬────────────── ──�� └ ┘ ─NOT─ ──┬ ┬──── ─SIZE ERROR──imperative-statement-2─ └ ┘─END-MULTIPLY─ └ ┘─ON─
 In format 2, the value of identifier-1 or literal-1 is multiplied by the value ofidentifier-2 or literal-2. The product is then stored in the data item(s) referencedby identifier-3.
 For all formats:
 identifier-1, identifier-2Must name an elementary numeric item.
 literal-1, literal-2Must be a numeric literal.
 For format-2:
 identifier-3Must name an elementary numeric or numeric-edited item.
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Floating-point data items and literals can be used anywhere a numeric data itemor literal can be specified.
 As an IBM extension, the composite of operands can contain more than 18 digits.
 MULTIPLY statement
 The composite of operands must not contain more than 18 digits.
 || For more information, see “Arithmetic statement operands” on page 242 and the| details on arithmetic intermediate results in the IBM COBOL Programming| Guide for your platform.
 ROUNDED phrase
 For formats 1 and 2, see “ROUNDED phrase” on page 239.
 SIZE ERROR phrases
 For formats 1 and 2, see “SIZE ERROR phrases” on page 240.
 END-MULTIPLY phrase
 This explicit scope terminator serves to delimit the scope of the MULTIPLYstatement. END-MULTIPLY permits a conditional MULTIPLY statement to benested in another conditional statement. END-MULTIPLY can also be used withan imperative MULTIPLY statement.
 For more information, see “Delimited scope statements” on page 237.
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Format 3—line-sequential files ┌ ┐─────────────────────────────── │ │┌ ┐───────────────��──OPEN─ ───/ ┴──┬ ┬ ─INPUT─ ───/ ┴ ─file-name-1─ ─ ─────────────────────────────────�� │ │┌ ┐─────────────── ├ ┤ ─OUTPUT─ ───/ ┴ ─file-name-2─ │ │┌ ┐─────────────── └ ┘ ─EXTEND─ ───/ ┴─file-name-4─
 OPEN statement
 OPEN statement
 The OPEN statement initiates the processing of files. It also checks and/or writeslabels.
 Format 1—sequential files ┌ ┐───────────────────────────────────────────────────────── │ │┌ ┐──────────────────────────────────────────��──OPEN─ ───/ ┴──┬ ┬ ─INPUT─ ───/ ┴ ─file-name-1─ ──┬ ┬─────────────────────── ───────�� │ │├ ┤─REVERSED───(1) ─────────── │ │└ ┘ ──┬ ┬────── ─NO REWIND───(1)
 │ │└ ┘─WITH─ │ │┌ ┐──────────────────────────────────────── ├ ┤ ─OUTPUT─ ───/ ┴ ─file-name-2─ ──┬ ┬───────────────────── ─ │ │└ ┘ ──┬ ┬────── ─NO REWIND─ │ │└ ┘─WITH─ │ │┌ ┐─────────────── ├ ┤ ─I-O─ ───/ ┴─file-name-3─ ───────────────────────────── │ │┌ ┐─────────────── └ ┘ ─EXTEND─ ───/ ┴─file-name-4─ ──────────────────────────
 Note:1 Under OS/390, the REVERSED and WITH NO REWIND phrases are not
 valid for VSAM files. Under AIX and Windows, the REVERSED andWITH NO REWIND phrases are syntax checked, but have no effect on theexecution of the program.
 Format 2—indexed and relative files ┌ ┐─────────────────────────────── │ │┌ ┐───────────────��──OPEN─ ───/ ┴──┬ ┬ ─INPUT─ ───/ ┴─file-name-1─ ─ ─────────────────────────────────�� │ │┌ ┐─────────────── ├ ┤ ─OUTPUT─ ───/ ┴─file-name-2─ │ │┌ ┐─────────────── ├ ┤ ─I-O─ ───/ ┴─file-name-3─ ─── │ │┌ ┐─────────────── └ ┘ ─EXTEND─ ───/ ┴─file-name-4─
 At least one of the phrases, INPUT, OUTPUT, I-O, or EXTEND, must be specifiedwith the OPEN key word. The INPUT, OUTPUT, I-O, and EXTEND phrases canappear in any order.
 INPUTPermits opening the file for input operations.
 OUTPUTPermits opening the file for output operations. This phrase can be specifiedwhen the file is being created.
 Note: Do not specify OUTPUT for files that:
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The I-O phrase is not valid for line-sequential files.
 As an IBM extension, the EXTEND phrase isallowed for files that specify the LINAGE clause.
 OPEN statement
 � Contain records. The file will be replaced by new data. If the OUTPUTphrase is specified for a file that already contains records, the data setmust be defined as reusable and cannot have an alternate index. Therecords in the file will be replaced by the new data and any ALTERNATERECORD KEY clause in the SELECT statement will be ignored.
 � Under OS/390, are defined with a DD dummy card. Unpredictable resultscan occur.
 I-OPermits opening the file for both input and output operations. The I-O phrasecan be specified only for files assigned to direct access devices.
 |
 EXTENDPermits opening the file for output operations.
 The EXTEND phrase is only allowed for sequential access files if the new datais written in ascending sequence.
 Under OS/390, for QSAM files, do not specify the EXTEND phrase for amultiple file reel.
 If you want to append to a file, but are unsure if the file exists, use theSELECT OPTIONAL clause before OPENing the file in EXTEND mode. Thefile will be created or appended to, depending on whether the file exists.
 file-name-1, file-name-2, file-name-3, file-name-4Designates a file upon which the OPEN statement is to operate. If more thanone file is specified, the files need not have the same organization or access.Each file-name must be defined in an FD entry in the Data Division, and mustnot name a sort or merge file. The FD entry must be equivalent to theinformation supplied when the file was defined.
 REVERSED Under OS/390 and VM, the REVERSED phrase is only valid for
 sequential single reel files. It is not valid for VSAM files.
 If the concept of reels has no meaning for the storage medium (for example, adirect access device), the REVERSED and NO REWIND phrases do not apply.
 Under AIX and Windows, the REVERSED phrase is treated as acomment.
 NO REWIND Under OS/390 and VM, the NO REWIND phrase is only valid for
 sequential single reel files. It is not valid for VSAM files.
 Under AIX and Windows, the NO REWIND phrase is treated as acomment.
 General rules
 � If a file opened with the INPUT phrase is an optional file which is not present,the OPEN statement sets the file position indicator to indicate that an optionalinput file is not present.
 � Execution of an OPEN INPUT or OPEN I-O statement sets the file positionindicator:
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If the PASSWORD clause is specified in the FILE-CONTROL entry, thepassword data item must contain the valid password before the OPEN statement isexecuted. If the valid password is not present, the OPEN statement execution isunsuccessful.
 OPEN statement
 — For indexed files, to the characters with the lowest ordinal position in thecollating sequence associated with the file.
 — For sequential and relative files, to 1.� When the EXTEND phrase is specified, the OPEN statement positions the file
 immediately after the last record written in the file. (The record with thehighest prime record key value (for indexed files) or relative key value (forrelative files) is considered the last record.) Subsequent WRITE statements addrecords as if the file were opened OUTPUT. The EXTEND option can bespecified when a file is being created; it can also be specified for a file thatcontains records, or that has contained records that have been deleted.
 � When the EXTEND phrase is not specified, OPEN statementpositions the file at its beginning.
 � For OS/390 VSAM files, if no records exist in the file, the fileposition indicator is set so that the first format 1 READ statement executedresults in an AT END condition.
 � When NO REWIND is specified, the OPEN statement execution does notreposition the file; prior to OPEN statement execution, the file must bepositioned at its beginning. When the NO REWIND phrase is specified (orwhen both the NO REWIND and REVERSE phrases are omitted), filepositioning is specified with the LABEL parameter of the DD statement underOS/390 and with the "label processing" operand under CMS.
 � When REVERSED is specified, OPEN statement execution positions the QSAMfile at its end. Subsequent READ statements make the data records availablein reversed order, starting with the last record.
 When OPEN REVERSED is specified, the record format must be fixed.� When the REVERSED, NO REWIND, or EXTEND phrases are not specified,
 OPEN statement execution positions the file at its beginning.
 Label records
 Under AIX and Windows, label processing is not supported. Awarning message is issued if any of the following language elements areencountered:� LABEL RECORDS IS data-name� USE...AFTER...LABEL PROCEDURE� GO TO MORE-LABELS
 If label records are specified for the file when the OPEN statement is executed, thelabels are processed according to the standard label conventions, as follows:
 INPUT files The beginning labels are checked.
 OUTPUT files The beginning labels are written.
 I-O files The labels are checked; new labels are then written.
 EXTEND files The following procedures are executed:
 � Beginning file labels are processed only if this is asingle-volume file.
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� Beginning volume labels of the last existing volume areprocessed as though the file was being opened with theINPUT phrase.
 � Existing ending file labels are processed as though the file wasbeing opened with the INPUT phrase; they are then deleted.
 � Processing continues as if the file were opened as an OUTPUTfile.
 When label records are specified but not present, or are present but not specified,execution of the OPEN statement is unpredictable.
 OPEN statement notes
 1. The successful execution of an OPEN statement determines the availability ofthe file and results in that file being in open mode. A file is available if it isphysically present and is recognized by the input-output control system.Table 43 shows the results of opening available and unavailable files. Formore information regarding file availability, see the IBM COBOL ProgrammingGuide for your platform.
 2. The successful execution of the OPEN statement makes the associated recordarea available to the program; it does not obtain or release the first datarecord.
 3. An OPEN statement must be successfully executed prior to the execution ofany of the permissible input-output statements, except a SORT or MERGEstatement with the USING or GIVING phrase. Table 44 shows the permissibleinput-output statements for sequential files. An 'X' indicates that thespecified statement can be used with the open mode given at the top of thecolumn.
 Table 43. Availability of a file
 OPENed as File is available File is unavailable
 INPUT Normal open Open is unsuccessful
 INPUT(optional file)
 Normal open Normal open; the first read causes the at endcondition or the invalid key condition
 I-O Normal open Open is unsuccessful
 I-O (optionalfile)
 Normal open Open causes the file to be created
 OUTPUT Normal open;the file containsno records
 Open causes the file to be created
 EXTEND Normal open Open is unsuccessful
 EXTEND(optional file)
 Normal open Open causes the file to be created
 Table 44. Permissible statements for sequential files
 StatementOpen mode
 Input Output I-O Extend
 READ X X
 WRITE X X
 REWRITE X
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Table 46 shows the permissible input-output statements for line-sequentialfiles. An 'X' indicates that the specified statement can be used with the openmode given at the top of the column.
 andline-sequential
 Table 46. Permissible statements for line-sequential files
 StatementOpen mode
 Input Output I-O Extend
 READ X
 WRITE X X
 REWRITE
 Table 45 on page 331 shows the permissible statements for indexed andrelative files. An 'X' indicates that the specified statement, used in the accessmode given for that row, can be used with the OPEN mode given at the top ofthe column.
 4. A file can be opened for INPUT, OUTPUT, I-O, or EXTEND (sequential files only) in the same program. After the first OPEN statement
 execution for a given file, each subsequent OPEN statement execution must bepreceded by a successful CLOSE file statement execution without the REEL orUNIT phrase (for QSAM files only), or the LOCK phrase.
 5. If the FILE STATUS clause is specified in the FILE-CONTROL entry, theassociated status key is updated when the OPEN statement is executed.
 6. If an OPEN statement is issued for a file already in the open status, theEXCEPTION/ERROR procedure (if specified) for this file is executed.
 Table 45. Permissible statements for indexed and relative files
 File access mode StatementOpen mode
 Input Output I-O Extend
 Sequential READ X X
 WRITE X X
 REWRITE X
 START X X
 DELETE X
 Random READ X X
 WRITE X X
 REWRITE X
 START
 DELETE X
 Dynamic READ X X
 WRITE X X
 REWRITE X
 START X X
 DELETE X
 |
 Part 6. Procedure Division 331

Page 344
                        

Imperative-statement-1 is optional as an IBM extension.
 PERFORM statement
 PERFORM statement
 The PERFORM statement transfers control explicitly to one or more proceduresand implicitly returns control to the next executable statement after execution ofthe specified procedure(s) is completed.
 The PERFORM statement can be:
 An out-of-line PERFORM statementProcedure-name-1 is specified.
 An in-line PERFORM statementProcedure-name-1 is omitted.
 An in-line PERFORM must be delimited by the END-PERFORM phrase.
 The in-line and out-of-line formats cannot be combined. For example, ifprocedure-name-1 is specified, the imperative-statement and theEND-PERFORM phrase must not be specified.
 The PERFORM statement formats are:� Basic PERFORM� TIMES phrase PERFORM� UNTIL phrase PERFORM� VARYING phrase PERFORM
 Basic PERFORM statement
 The procedure(s) referenced in the basic PERFORM statement are executed once,and control then passes to the next executable statement following the PERFORMstatement.
 Note: A PERFORM statement must not cause itself to be executed. Such arecursive PERFORM statement can cause unpredictable results.
 Format 1��──PERFORM─ ──┬ ┬ ─procedure-name-1─ ──┬ ┬─────────────────────────────── ──────�� │ │└ ┘ ──┬ ┬─THROUGH─ ─procedure-name-2─ │ │└ ┘─THRU──── └ ┘ ─imperative-statement-1───(1) ─END-PERFORM───────────────
 Note:1
 procedure-name-1, procedure-name-2Must name a section or paragraph in the Procedure Division.
 When both procedure-name-1 and procedure-name-2 are specified, if either is aprocedure-name in a declarative procedure, both must be procedure-names inthe same declarative procedure.
 If procedure-name-1 is specified, imperative-statement-1 and theEND-PERFORM phrase must not be specified.
 If procedure-name-1 is omitted, imperative-statement and the END-PERFORMphrase must be specified.
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As an IBM extension, two or more activePERFORM statements can have a common exit.
 PERFORM statement
 imperative-statementThe statements to be executed for an in-line PERFORM.
 An in-line PERFORM statement functions according to the same general rules asan otherwise identical out-of-line PERFORM statement, except that statementscontained within the in-line PERFORM are executed in place of the statementscontained within the range of procedure-name-1 (through procedure-name-2, ifspecified). Unless specifically qualified by the word in-line or out-of-line, all therules that apply to the out-of-line PERFORM statement also apply to the in-linePERFORM.
 Whenever an out-of-line PERFORM statement is executed, control is transferred tothe first statement of the procedure named procedure-name-1. Control is alwaysreturned to the statement following the PERFORM statement. The point fromwhich this control is returned is determined as follows:� If procedure-name-1 is a paragraph name and procedure-name-2 is not
 specified, the return is made after the execution of the last statement of theprocedure-name-1 paragraph.
 � If procedure-name-1 is a section name and procedure-name-2 is not specified,the return is made after the execution of the last statement of the lastparagraph in the procedure-name-1 section.
 � If procedure-name-2 is specified and it is a paragraph name, the return ismade after the execution of the last statement of the procedure-name-2paragraph.
 � If procedure-name-2 is specified and it is a section name, the return is madeafter the execution of the last statement of the last paragraph in theprocedure-name-2 section.
 The only necessary relationship between procedure-name-1 and procedure-name-2is that a consecutive sequence of operations is executed, beginning at theprocedure named by procedure-name-1 and ending with the execution of theprocedure named by procedure-name-2.
 PERFORM statements can be specified within the performed procedure. If thereare two or more logical paths to the return point, then procedure-name-2 can namea paragraph that consists only of an EXIT statement; all the paths to the returnpoint must then lead to this paragraph.
 When the performed procedures include another PERFORM statement, thesequence of procedures associated with the embedded PERFORM statement mustbe totally included in or totally excluded from the performed procedures of thefirst PERFORM statement. That is, an active PERFORM statement whoseexecution point begins within the range of performed procedures of another activePERFORM statement must not allow control to pass through the exit point of theother active PERFORM statement.
 Figure 11 illustrates valid sequences of execution for PERFORM statements.
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Imperative-statement-1 is optional as an IBM extension.
 PERFORM statement
 Figure 11. Valid PERFORM statement execution sequences
 When control passes to the sequence of procedures by means other than aPERFORM statement, control passes through the exit point to the next executablestatement, as if no PERFORM statement referred to these procedures.
 END-PERFORM
 Delimits the scope of the in-line PERFORM statement. Execution of an in-linePERFORM is completed after the last statement contained within it has beenexecuted.
 PERFORM with TIMES phrase
 The procedure(s) referred to in the TIMES phrase PERFORM statement areexecuted the number of times specified by the value in identifier-1 or integer-1.Control then passes to the next executable statement following the PERFORMstatement.
 Format 2��──PERFORM─ ──┬ ┬ ─procedure-name-1─ ──┬ ┬────────────── ──┬ ┬─identifier-1─ ─TIMES──── ──────────────────�� │ │└ ┘─┤ phrase 1 ├─ └ ┘─integer-1──── └ ┘──┬ ┬─identifier-1─ ─TIMES──imperative-statement-1───(1) ─END-PERFORM─ └ ┘─integer-1────
 phrase 1├─ ──┬ ┬─THROUGH─ ─procedure-name-2───────────────────────────────────────────────────────────────────┤ └ ┘─THRU────
 Note:1
 Note: If procedure-name-1 is specified, imperative-statement and theEND-PERFORM phrase must not be specified.
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Identifier-1 cannot be a windowed date field.
 Can be a positive signed integer.
 Imperative-statement-1 is optional as an IBM extension.
 PERFORM statement
 identifier-1Must name an integer item.
 If identifier-1 is zero or a negative number at the time the PERFORMstatement is initiated, control passes to the statement following the PERFORMstatement.
 After the PERFORM statement has been initiated, any change to identifier-1has no effect in varying the number of times the procedures are initiated.
 integer-1
 PERFORM with UNTIL phrase
 In the UNTIL phrase format, the procedure(s) referred to are performed until thecondition specified by the UNTIL phrase is true. Control is then passed to thenext executable statement following the PERFORM statement.
 Format 3��──PERFORM─ ──┬ ┬─procedure-name-1─ ──┬ ┬─────────────────────────────── ─┤ phrase 1 ├─ ───────────────�� │ │└ ┘ ──┬ ┬─THROUGH─ ─procedure-name-2─ │ │└ ┘─THRU──── └ ┘─┤ phrase 1 ├──imperative-statement-1───(1) ─END-PERFORM───────────────
 phrase 1├─ ──┬ ┬──────────────────────────── ─UNTIL──condition-1──────────────────────────────────────────────┤ └ ┘ ──┬ ┬────── ─TEST─ ──┬ ┬─BEFORE─ └ ┘─WITH─ └ ┘─AFTER──
 Note:1
 Note: If procedure-name-1 is specified, imperative-statement-1 and theEND-PERFORM phrase must not be specified.
 condition-1Can be any condition described under “Conditional expressions” on page 214.If the condition is true at the time the PERFORM statement is initiated, thespecified procedure(s) are not executed.
 Any subscripting associated with the operands specified in condition-1 isevaluated each time the condition is tested.
 If the TEST BEFORE phrase is specified or assumed, the condition is tested beforeany statements are executed (corresponds to DO WHILE).
 If the TEST AFTER phrase is specified, the statements to be performed areexecuted at least once before the condition is tested (corresponds to DO UNTIL).
 In either case, if the condition is true, control is transferred to the next executablestatement following the end of the PERFORM statement. If neither the TESTBEFORE nor the TEST AFTER phrase is specified, the TEST BEFORE phrase isassumed.
 PERFORM with VARYING phrase
 The VARYING phrase increases or decreases the value of one or more identifiersor index-names, according to certain rules. (See “Varying phrase rules” onpage 341.)
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Imperative-statement-1 is optional as an IBM extension.
 These identifiers cannot be windoweddate fields.
 Floating-point data items and literals can be used anywhere a numeric data itemor literal can be specified.
 PERFORM statement
 The format 4 VARYING phrase PERFORM statement can serially search an entire7-dimensional table.
 Format 4��──PERFORM─ ──┬ ┬─procedure-name-1─ ──┬ ┬─────────────────────────────── ─┤ phrase 1 ├──┤ phrase 2 ├─ ─�� │ │└ ┘ ──┬ ┬─THROUGH─ ─procedure-name-2─ │ │└ ┘─THRU──── └ ┘─┤ phrase 1 ├──imperative-statement-1───(1) ─END-PERFORM─────────────────────────────
 phrase 1├─ ──┬ ┬──────────────────────────── ─VARYING─ ──┬ ┬─identifier-2─ ─FROM─ ──┬ ┬─identifier-3─ ─BY───────────� └ ┘──┬ ┬────── ─TEST─ ──┬ ┬─BEFORE─ └ ┘─index-name-1─ ├ ┤─index-name-2─ └ ┘─WITH─ └ ┘─AFTER── └ ┘─literal-1────
 �─ ──┬ ┬─identifier-4─ ─UNTIL──condition-1────────────────────────────────────────────────────────────┤ └ ┘─literal-2────
 phrase 2├─ ──┬ ┬───────────────────────────────────────────────────────────────────────────────────────── ────┤ │ │┌ ┐─────────────────────────────────────────────────────────────────────────────────────── └ ┘ ───/ ┴─AFTER─ ──┬ ┬─identifier-5─ ─FROM─ ──┬ ┬─identifier-6─ ─BY─ ──┬ ┬─identifier-7─ ─┤ phrase 3 ├─ └ ┘─index-name-3─ ├ ┤─index-name-4─ └ ┘─literal-4──── └ ┘─literal-3────
 phrase 3├──UNTIL──condition-2──────────────────────────────────────────────────────────────────────────────┤
 Note:1
 Note: If procedure-name-1 is specified, imperative-statement and theEND-PERFORM phrase must not be specified. If procedure-name-1 is omitted, theAFTER phrase must not be specified.
 identifier-2 thru 7Must name a numeric elementary item.
 literal-1 thru 4Must represent a numeric literal.
 condition-1, condition-2Can be any condition described under “Conditional expressions” on page 214.If the condition is true at the time the PERFORM statement is initiated, thespecified procedure(s) are not executed.
 After the condition(s) specified in the UNTIL phrase are satisfied, control ispassed to the next executable statement following the PERFORM statement.
 If any of the operands specified in condition-1 or condition-2 is subscripted,reference modified, or is a function-identifier, the subscript, reference-modifier,or function is evaluated each time the condition is tested.
 When TEST BEFORE is indicated, all specified conditions are tested before the firstexecution, and the statements to be performed are executed, if at all, only when allspecified tests fail. When TEST AFTER is indicated, the statements to beperformed are executed at least once, before any condition is tested.
 If neither the TEST BEFORE nor the TEST AFTER phrase is specified, the TESTBEFORE phrase is assumed.
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PERFORM statement
 Varying identifiers
 The way in which operands are increased or decreased depends on the number ofvariables specified. In the following discussion, every reference to identifier-nrefers equally to index-name-n (except when identifier-n is the object of the BYphrase).
 If identifier-2 or identifier-5 is subscripted, the subscripts are evaluated each timethe content of the data item referenced by the identifier is set or augmented. Ifidentifier-3, identifier-4, identifier-6, or identifier-7 is subscripted, the subscripts areevaluated each time the content of the data item referenced by the identifier isused in a setting or an augmenting operation.
 Figure 12 illustrates the logic of the PERFORM statement when an identifier isvaried with TEST BEFORE.
 Figure 12. Varying one identifier—with TEST BEFORE
 Figure 13 illustrates the logic of the PERFORM statement when an identifier isvaried with TEST AFTER.
 Figure 13. Varying one identifier—with TEST AFTER
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PERFORM statement
 Varying two identifiers
 PERFORM PROCEDURE-NAME-1 THROUGH PROCEDURE-NAME-2VARYING IDENTIFIER-2 FROM IDENTIFIER-3
 BY IDENTIFIER-4 UNTIL CONDITION-1AFTER IDENTIFIER-5 FROM IDENTIFIER-6
 BY IDENTIFIER-7 UNTIL CONDITION-2
 1. identifier-2 and identifier-5 are set to their initial values, identifier-3 andidentifier-6, respectively.
 2. condition-1 is evaluated as follows:a. If it is false, steps 3 through 7 are executed.b. If it is true, control passes directly to the statement following the
 PERFORM statement.3. condition-2 is evaluated as follows:
 a. If it is false, steps 4 through 6 are executed.b. If it is true, identifier-2 is augmented by identifier-4, identifier-5 is set to
 the current value of identifier-6, and step 2 is repeated.4. procedure-1 and procedure-2 are executed once (if specified).5. identifier-5 is augmented by identifier-7.6. Steps 3 through 5 are repeated until condition-2 is true.7. Steps 2 through 6 are repeated until condition-1 is true.
 At the end of PERFORM statement execution:� identifier-5
 Contains the current value of identifier-6.� identifier-2
 Has a value that exceeds the last-used setting by the increment/decrementvalue (unless condition-1 was true at the beginning of PERFORM statementexecution, in which case, identifier-2 contains the current value of identifier-3).
 Figure 14 on page 339 illustrates the logic of the PERFORM statement when twoidentifiers are varied with TEST BEFORE.
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PERFORM statement
 Figure 14. Varying two identifiers—with TEST BEFORE
 Figure 15 on page 340 illustrates the logic of the PERFORM statement when twoidentifiers are varied with TEST AFTER.
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PERFORM statement
 Figure 15. Varying two identifiers—with TEST AFTER
 Varying three identifiers
 PERFORM PROCEDURE-NAME-1 THROUGH PROCEDURE-NAME-2VARYING IDENTIFIER-2 FROM IDENTIFIER-3
 BY IDENTIFIER-4 UNTIL CONDITION-1AFTER IDENTIFIER-5 FROM IDENTIFIER-6BY IDENTIFIER-7 UNTIL CONDITION-2
 AFTER IDENTIFIER-8 FROM IDENTIFIER-9BY IDENTIFIER-1? UNTIL CONDITION-3
 The actions are the same as those for two identifiers, except that identifier-8 goesthrough the complete cycle each time identifier-5 is augmented by identifier-7,which, in turn, goes through a complete cycle each time identifier-2 is varied.
 At the end of PERFORM statement execution:� identifier-5 and identifier-8
 Contain the current values of identifier-6 and identifier-9, respectively.� identifier-2
 Has a value exceeding its last-used setting by one increment/decrement value(unless condition-1 was true at the beginning of PERFORM statementexecution, in which case, identifier-2 contains the current value of identifier-3).
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PERFORM statement
 Varying more than three identifiers
 You can produce analogous PERFORM statement actions to the example abovewith the addition of up to four AFTER phrases.
 Varying phrase rules
 No matter how many variables are specified, the following rules apply:1. In the VARYING/AFTER phrases, when an index-name is specified:
 a. The index-name is initialized and incremented or decremented accordingto the rules under “INDEX phrase” on page 190. (See also “SETstatement” on page 362.)
 b. In the associated FROM phrase, an identifier must be described as aninteger and have a positive value; a literal must be a positive integer.
 c. In the associated BY phrase, an identifier must be described as an integer;a literal must be a nonzero integer.
 2. In the FROM phrase, when an index-name is specified:a. In the associated VARYING/AFTER phrase, an identifier must be
 described as an integer. It is initialized, as described in the SET statement.b. In the associated BY phrase, an identifier must be described as an integer
 and have a nonzero value; a literal must be a nonzero integer.3. In the BY phrase, identifiers and literals must have nonzero values.4. Changing the values of identifiers and/or index-names in the VARYING,
 FROM, and BY phrases during execution changes the number of times theprocedures are executed.
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PREVIOUS
 PREVIOUS is only supported under AIX and Windows.
 Under AIX and Windows, you must specify either the NEXT orPREVIOUS phrase for files in dynamic access mode, which are retrievedsequentially.
 PREVIOUS RECORD (workstation only) Reads the previous record in the logical sequence of records.
 PREVIOUS applies to indexed and relative files with DYNAMIC access mode.
 You must specify either the NEXT or PREVIOUS phrase for files in dynamicaccess mode, which are retrieved sequentially.
 READ statement
 READ statement
 For sequential access, the READ statement makes the next logical record from afile available to the object program. For random access, the READ statementmakes a specified record from a direct-access file available to the object program.
 When the READ statement is executed, the associated file must be open in INPUTor I-O mode.
 Format 1—sequential retrieval��──READ──file-name-1─ ──┬ ┬──────────── ──┬ ┬──────── ──┬ ┬──────────────────── ──� ├ ┤─NEXT─────── └ ┘─RECORD─ └ ┘ ─INTO──identifier-1─ └ ┘─ ───(1)
 �─ ──┬ ┬───────────────────────────────────── ─────────────────────────────────� └ ┘ ──┬ ┬──── ─END──imperative-statement-1─ └ ┘─AT─
 �─ ──┬ ┬────────────────────────────────────────── ──┬ ┬────────── ─────────────�� └ ┘ ─NOT─ ──┬ ┬──── ─END──imperative-statement-2─ └ ┘─END-READ─ └ ┘─AT─
 Note:1
 Format 2—random retrieval��──READ──file-name-1─ ──┬ ┬──────── ──┬ ┬──────────────────── ──────────────────� └ ┘─RECORD─ └ ┘ ─INTO──identifier-1─
 �─ ──┬ ┬────────────────────────── ────────────────────────────────────────────� └ ┘ ─KEY─ ──┬ ┬──── ─data-name-1─ └ ┘─IS─
 �─ ──┬ ┬────────────────────────────────────────── ────────────────────────────� └ ┘ ─INVALID─ ──┬ ┬───── ─imperative-statement-3─ └ ┘─KEY─
 �─ ──┬ ┬────────────────────────────────────────────── ──┬ ┬────────── ─────────�� └ ┘ ─NOT INVALID─ ──┬ ┬───── ─imperative-statement-4─ └ ┘─END-READ─ └ ┘─KEY─
 file-name-1Must be defined in a Data Division FD entry.
 NEXT RECORDReads the next record in the logical sequence of records. NEXT is optionalwhen ACCESS MODE IS SEQUENTIAL; it has no effect on READ statementexecution.
 Under OS/390 and VM, you must specify the NEXT RECORDphrase for files in dynamic access mode, which are retrieved sequentially.
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If you specify READ...PREVIOUS and no previous logical record exists, the ATEND condition occurs and the READ statement is unsuccessful.
 When you specify READ...PREVIOUS, the setting of the file position indicatoris used to determine which record to make available according to the followingrules:
 � If the file position indicator indicates that no valid previous record hasbeen established, the READ is unsuccessful.
 � If the file position indicator is positioned by the execution of an OPENstatement, the AT END condition occurs.
 � If the file position indicator is established by a previous START statement,the first existing record in the file whose relative record number (if arelative file) or whose key value (if an indexed file) is less than or equal tothe file position indicator is selected.
 � If the file position indicator is established by a previous READ statement,the first existing record in the file whose relative record number (if arelative file) or whose key value (if an indexed file) is less than the fileposition indicator is selected.
 If identifier-1 is a date field, then the implied MOVE statement isperformed according to the behavior described under “Moves involvingdate fields” on page 323.
 Identifier-1 (the record area) can be a DBCS or floating point data item.
 Multiple non-alphanumeric records can be specified for file-name-1.Identifier-1 need not describe a group item or an elementary alphanumericitem. The following rules apply:
 READ statement
 INTO Identifier-1Identifier-1 is the receiving field.
 The result of the execution of a READ statement with the INTO phrase isequivalent to the application of the following rules in the order specified:
 � The execution of the same READ statement without the INTO phrase.� The current record is moved from the record area to the area specified by
 identifier-1 according to the rules for the MOVE statement without theCORRESPONDING phrase. The size of the current record is determinedby rules specified for the RECORD clause. If the file description entrycontains a RECORD IS VARYING clause, the implied move is a groupmove. The implied MOVE statement does not occur if the execution of theREAD statement was unsuccessful. Any subscripting or referencemodification associated with identifier-1 is evaluated after the record hasbeen read and immediately before it is moved to the data item. The recordis available in both the record area and the data item referenced byidentifier-1.
 The INTO phrase can be specified in a READ if:
 � Only one record description is subordinate to the file description entry, or� All record-names associated with file-name-1, and the data item referenced
 by identifier-1, describe a group item or an elementary alphanumeric item.
 The record areas associated with file-name-1 and identifier-1 must not be thesame storage area.
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1. If the file referenced by file-name-1 is described as containingvariable-length records, or as a QSAM file with RECORDING MODE 'S'or 'U', a group move will take place.
 2. If the file referenced by file-name-1 is described as containing fixed-lengthrecords, the movement will take place according to the rules for the MOVEstatement, using, as a sending field description, the record that specifiesthe largest number of character positions. If more than one such recordexists, the sending field record selected will be the one among thoserecords that appears first under the description of file-name-1.
 Data-name-1 (the record key) can be defined as a DBCS data item.
 When the RECORD KEY clause specifies a DBCS data item, a KEY specified on theREAD statement must be a DBCS data item.
 The AT END phrase does not have to be specified if no applicable USE AFTERSTANDARD EXCEPTION procedure is specified for file-name-1.
 The INVALID KEY phrase does not have to be specified if no applicable USEAFTER STANDARD EXCEPTION procedure is specified for file-name-1.
 READ statement
 KEY IS phrase
 The KEY IS phrase can be specified only for indexed files. Data-name-1 mustidentify a record key associated with file-name-1. Data-name-1 can be qualified; itcannot be subscripted.
 AT END phrases
 For sequential access, the AT END phrase must be specified if no applicable USEAFTER STANDARD EXCEPTION procedure is specified for file-name-1.
 For information on at-end condition processing, see “AT END condition” onpage 345.
 INVALID KEY phrases
 For random access, the INVALID KEY phrase must be specified if no applicableUSE AFTER STANDARD EXCEPTION procedure is specified for file-name-1.
 For information on INVALID KEY phrases processing, see “Invalid key condition”on page 247.
 END-READ phrase
 This explicit scope terminator serves to delimit the scope of the READ statement.END-READ permits a conditional READ statement to be nested in anotherconditional statement. END-READ can also be used with an imperative READstatement. For more information, see “Delimited scope statements” on page 237.
 Multiple record processing
 If more than one record description entry is associated with file-name-1, theserecords automatically share the same storage area; that is, they are implicitlyredefined. After a READ statement is executed, only those data items within therange of the current record are replaced; data items stored beyond that range are
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READ statement
 undefined. Figure 16 illustrates this concept. If the range of the current recordexceeds the record description entries for file-name-1, the record is truncated onthe right to the maximum size. In either of these cases, the READ statement issuccessful and an I-O status (04) is set indicating a record length conflict hasoccurred.
 Figure 16. READ statement with multiple record description
 Sequential access mode
 Format 1 must be used for all files in sequential access mode.
 Execution of a format 1 READ statement retrieves the next logical record from thefile. The next record accessed is determined by the file organization.
 Sequential files
 The NEXT RECORD is the next record in a logical sequence of records. The NEXTphrase need not be specified; it has no effect on READ statement execution.
 If SELECT OPTIONAL is specified in the FILE-CONTROL entry for this file, andthe file is absent during this execution of the object program, execution of the firstREAD statement causes an at end condition; however, since no file is present, thesystem-defined end-of-file processing is not performed.
 AT END condition: If the file position indicator indicates that no next logicalrecord exists, or that an optional input file is not present, the following occurs inthe order specified:1. A value, derived from the setting of the file position indicator, is placed into
 the I-O status associated with file-name-1 to indicate the at end condition.2. If the AT END phrase is specified in the statement causing the condition,
 control is transferred to imperative-statement-1 in the AT END phrase. AnyUSE AFTER STANDARD EXCEPTION procedure associated with file-name-1is not executed.
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If the AT END phrase is not specified, a USE AFTER STANDARDEXCEPTION procedure does not have to be associated with file-name-1.
 Under AIX and Windows, PREVIOUS RECORD is the prior logicalrecord in the key sequence.
 READ statement
 3. If the AT END phrase is not specified, a USE AFTER STANDARDEXCEPTION procedure must be specified with this file, and the procedure isexecuted. Return from that procedure is to the next executable statementfollowing the end of the READ statement.
 When the at end condition occurs, execution of the READ statement isunsuccessful. The contents of the associated record area are undefined and thefile position indicator is set to indicate that no valid next record has beenestablished. Attempts to access or move data into the read record areafollowing an unsuccessful read can result in a protection exception.
 If an at end condition does not occur during the execution of a READ statement,the AT END phrase is ignored, if specified, and the following actions occur:1. The file position indicator is set and the I-O status associated with file-name-1
 is updated.2. If an exception condition that is not an at end condition exists, control is
 transferred to the end of the READ statement following the execution of anyUSE AFTER STANDARD EXCEPTION procedure applicable to file-name-1.
 If no USE AFTER STANDARD EXCEPTION procedure is specified, control istransferred to the end of the READ statement or to imperative-statement-2, ifspecified.
 3. If no exception condition exists, the record is made available in the record areaand any implicit move resulting from the presence of an INTO phrase isexecuted. Control is transferred to the end of the READ statement or toimperative-statement-2, if specified. In the latter case, execution continuesaccording to the rules for each statement specified in imperative-statement-2.If a procedure branching or conditional statement which causes explicittransfer of control is executed, control is transferred in accordance with therules for that statement; otherwise, upon completion of the execution ofimperative-statement-2, control is transferred to the end of the READstatement.
 Following the unsuccessful execution of a READ statement, the contents of theassociated record area are undefined and the file position indicator is set toindicate that no valid next record has been established. Attempts to access ormove data into the record area following an unsuccessful read can result in aprotection exception.
 Multivolume QSAM files (OS/390 and VM only): If end-of-volume is recognizedduring execution of a READ statement, and logical end-of-file has not beenreached, the following actions are taken:� The standard ending volume label procedure� A volume switch� The standard beginning volume label procedure� The first data record of the next volume is made available.
 Indexed or relative files
 The NEXT RECORD is the next logical record in the key sequence.
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(or previous)
 (or alternatively for AIX andWindows, the PREVIOUS phrase)
 (or alternatively for AIX and Windows, no previous record exists),
 Under AIX and Windows see the discussion on PREVIOUS RECORDon 342.
 READ statement
 For indexed files, the key sequence is the sequence of ascending values of thecurrent key of reference. For relative files, the key sequence is the sequence ofascending values of relative record numbers for records that exist in the file.
 Before the READ statement is executed, the file position indicator must be set by asuccessful OPEN, START, or READ statement. When the READ statement isexecuted, the record indicated by the file position indicator is made available, if itis still accessible through the path indicated by the file position indicator.
 If the record is no longer accessible (because it has been deleted, for example), thefile position indicator is updated to point to the next existing recordin the file, and that record is made available.
 For files in sequential access mode, the NEXT phrase need not be specified.
 For files in dynamic access mode, the NEXT phrase must be specified for sequential record retrieval.
 AT END condition: If the file position indicator indicates that no next logicalrecord exists, orthat an optional input file is not present.
 Under OS/390 and VM, the same procedure occurs as for sequentialfiles (see “AT END condition” on page 345).
 If neither an at end nor an invalid key condition occurs during the execution of aREAD statement, the AT END or the INVALID KEY phrase is ignored, if specified.The same actions occur as when the at end condition does not occur withsequential files (see “AT END condition” on page 345).
 Sequentially accessed indexed files: When an ALTERNATE RECORD KEY withDUPLICATES is the key of reference, file records with duplicate key values aremade available in the order in which they were placed in the file.
 Sequentially accessed relative files: If the RELATIVE KEY clause is specified forthis file, READ statement execution updates the RELATIVE KEY data item toindicate the relative record number of the record being made available.
 Random access mode
 Format 2 must be specified for indexed and relative files in random access mode,and also for files in the dynamic access mode when record retrieval is random.
 Execution of the READ statement depends on the file organization, as explained inthe following sections.
 Indexed files
 Execution of a format 2 READ statement causes the value of the key of reference tobe compared with the value of the corresponding key data item in the file records,until the first record having an equal value is found. The file position indicator ispositioned to this record, which is then made available. If no record can be soidentified, an INVALID KEY condition exists, and READ statement execution isunsuccessful. (See “Invalid key condition” under “Common processing facilities”on page 244.)
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READ statement
 If the KEY phrase is not specified, the prime RECORD KEY becomes the key ofreference for this request. When dynamic access is specified, the prime RECORDKEY is also used as the key of reference for subsequent executions of sequentialREAD statements, until a different key of reference is established.
 When the KEY phrase is specified, data-name-1 becomes the key of reference forthis request. When dynamic access is specified, this key of reference is used forsubsequent executions of sequential READ statements, until a different key ofreference is established.
 Relative files
 Execution of a format 2 READ statement sets the file position indicator pointer tothe record whose relative record number is contained in the RELATIVE KEY dataitem, and makes that record available.
 If the file does not contain such a record, the INVALID KEY condition exists, andREAD statement execution is unsuccessful. (See “Invalid key condition” under“Common processing facilities” on page 244.)
 The KEY phrase must not be specified for relative files.
 Dynamic access mode
 For files with indexed or relative organization, dynamic access mode can bespecified in the FILE-CONTROL entry. In dynamic access mode, either sequentialor random record retrieval can be used, depending on the format used.
 Format 1 with the NEXT phrase must be specified for sequential retrieval. Allother rules for sequential access apply.
 READ statement notes
 If the FILE-STATUS clause is specified in the FILE-CONTROL entry, the associatedstatus key is updated when the READ statement is executed.
 Following unsuccessful READ statement execution, the contents of the associatedrecord area and the value of the file position indicator are undefined. Attempts toaccess or move data into the record area following an unsuccessful read can resultin a protection exception.
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Can define a floating-point data item or DBCS data item. Identifier-1 must bea DBCS data item if record-name-1 is a DBCS data item.
 Identifier-1 can be a floating-point data item or a DBCS data item.
 RELEASE statement
 RELEASE statement
 The RELEASE statement transfers records from an input/output area to the initialphase of a sorting operation.
 The RELEASE statement can only be used within the range of an INPUTPROCEDURE associated with a SORT statement.
 Format ��──RELEASE──record-name-1─ ──┬ ┬──────────────────── ────────────────────────�� └ ┘ ─FROM──identifier-1─
 Within an INPUT PROCEDURE, at least one RELEASE statement must bespecified.
 When the RELEASE statement is executed, the current contents of record-name-1are placed in the sort file; that is, made available to the initial phase of the sortingoperation.
 record-name-1Must specify the name of a logical record in a sort-merge file description entry(SD). Record-name-1 can be qualified.
 FROM phraseThe result of the execution of the RELEASE statement with the FROMidentifier-1 phrase is equivalent to the execution of the following statements inthe order specified.
 MOVE identifier-1 to record-name-1.RELEASE record-name-1.
 The MOVE is performed according to the rules for the MOVE statementwithout the CORRESPONDING phrase.
 identifier-1Identifier-1 must be one of the following:
 � The name of an entry in the Working-Storage Section or the LinkageSection
 � The name of a record description for another previously opened file� The name of an alphanumeric function identifier
 Identifier-1 and record-name-1 must not refer to the same storage area.
 After the RELEASE statement is executed, the information is still available inidentifier-1. (See “INTO/FROM Identifier Phrase” under “Common processingfacilities” on page 244.)
 If the RELEASE statement is executed without specifying the SD entry forfile-name-1 in a SAME RECORD AREA clause, the information in record-name-1 isno longer available.
 If the SD entry is specified in a SAME RECORD AREA clause, record-name-1 isstill available as a record of the other files named in that clause.
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RELEASE statement
 When FROM identifier-1 is specified, the information is still available inidentifier-1.
 When control passes from the INPUT PROCEDURE, the sort file consists of allthose records placed in it by execution of RELEASE statements.
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RETURN statement
 RETURN statement
 The RETURN statement transfers records from the final phase of a sorting ormerging operation to an OUTPUT PROCEDURE.
 The RETURN statement can be used only within the range of an OUTPUTPROCEDURE associated with a SORT or MERGE statement.
 Format ��──RETURN──file-name-1─ ──┬ ┬──────── ──┬ ┬──────────────────── ────────────────� └ ┘─RECORD─ └ ┘ ─INTO──identifier-1─
 �─ ──┬ ┬───────────────────────────────────── ─────────────────────────────────�| └ ┘| ──┬ ┬──── ─END──imperative-statement-1─| └ ┘─AT─
 �─ ──┬ ┬────────────────────────────────────────── ──┬ ┬──────────── ───────────�� └ ┘ ─NOT─ ──┬ ┬──── ─END──imperative-statement-2─ └ ┘─END-RETURN─ └ ┘─AT─
 Within an OUTPUT PROCEDURE, at least one RETURN statement must bespecified.
 When the RETURN statement is executed, the next record from file-name-1 ismade available for processing by the OUTPUT PROCEDURE.
 file-name-1Must be described in a Data Division SD entry.
 If more than one record description is associated with file-name-1, theserecords automatically share the same storage; that is, the area is implicitlyredefined. After RETURN statement execution, only the contents of thecurrent record are available; if any data items lie beyond the length of thecurrent record, their contents are undefined.
 INTO phraseThe result of the execution of a RETURN statement with the INTO phrase isequivalent to the application of the following rules in the order specified:
 � The execution of the same RETURN statement without the INTO phrase.� The current record is moved from the record area to the area specified by
 identifier-1 according to the rules for the MOVE statement without theCORRESPONDING phrase. The size of the current record is determinedby rules specified for the RECORD clause. If the file description entrycontains a RECORD IS VARYING clause, the implied move is a groupmove. The implied MOVE statement does not occur if the execution of theRETURN statement was unsuccessful. Any subscripting or referencemodification associated with identifier-1 is evaluated after the record hasbeen read and immediately before it is moved to the data item. The recordis available in both the record area and the data item referenced byidentifier-1.
 The record areas associated with file-name-1 and identifier-1 must not be the samestorage area.
 The INTO phrase can be specified in a RETURN statement if one or both of thefollowing are true:� If only one record description is subordinate to the sort-merge file description
 entry
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Multiple non-alphanumeric records can be specified for file-name-1. Identifier-1need not describe a group item or an elementary alphanumeric item. The followingrules apply:1. If the file referenced by file-name-1 contains variable-length records or, under
 OS/390 and VM, a QSAM file with RECORDING MODE 'S' or 'U', a groupmove will take place.
 2. If the file referenced by file-name-1 contains fixed-length records, themovement will take place according to the rules for the MOVE statement,using, as a sending field description, the record that specifies the largestnumber of character positions. If more than one such record exists, the sendingfield record selected will be the one among those records that appears firstunder the description of file-name-1.
 RETURN statement
 � If all record-names associated with file-name-1 and the data item referenced byidentifier-1 describe a group item or an elementary alphanumeric item.
 AT END phrases
 The imperative-statement specified on the AT END phrase executes after allrecords have been returned from file-name-1. No more RETURN statements canbe executed as part of the current output procedure.
 If an at end condition does not occur during the execution of a RETURNstatement, then after the record is made available and after executing any implicitmove resulting from the presence of an INTO phrase, control is transferred to theimperative statement specified by the NOT AT END phrase, otherwise control ispassed to the end of the RETURN statement.
 END-RETURN phrase
 This explicit scope terminator serves to delimit the scope of the RETURNstatement. END-RETURN permits a conditional RETURN statement to be nestedin another conditional statement. END-RETURN can also be used with animperative RETURN statement.
 For more information, see “Delimited scope statements” on page 237.
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The REWRITE statement is not supported for line-sequential files.
 Record-name-1 can define a floating-point data item or DBCS data item.Identifier-1 must be a DBCS data item if record-name-1 is a DBCS data item.
 � A floating-point data item or a DBCS data item.
 REWRITE statement
 REWRITE statement
 The REWRITE statement logically replaces an existing record in a direct-access file.When the REWRITE statement is executed, the associated direct-access file must beopen in I-O mode.
 |
 Format ��──REWRITE──record-name-1─ ──┬ ┬──────────────────── ─────────────────────────� └ ┘ ─FROM──identifier-1─
 �─ ──┬ ┬────────────────────────────────────────── ────────────────────────────� └ ┘ ─INVALID─ ──┬ ┬───── ─imperative-statement-1─ └ ┘─KEY─
 �─ ──┬ ┬────────────────────────────────────────────── ──┬ ┬───────────── ──────�� └ ┘ ─NOT INVALID─ ──┬ ┬───── ─imperative-statement-2─ └ ┘─END-REWRITE─ └ ┘─KEY─
 record-name-1Must be the name of a logical record in a Data Division FD entry. Therecord-name can be qualified.
 FROM phraseThe result of the execution of the REWRITE statement with the FROMidentifier-1 phrase is equivalent to the execution of the following statements inthe order specified.
 MOVE identifier-1 TO record-name-1.REWRITE record-name-1
 The MOVE is performed according to the rules for the MOVE statementwithout the CORRESPONDING phrase.
 identifier-1Identifier-1 can be one of the following:
 � The name of an entry in the Working-Storage Section or Linkage Section� The name of a record description for another previously opened file� The name of an alphanumeric function identifier
 Identifier-1 and record-name-1 must not refer to the same storage area.
 After the REWRITE statement is executed, the information is still available inidentifier-1 (See “INTO/FROM Identifier Phrase” under “Common processingfacilities” on page 244).
 INVALID KEY phrases
 (See “Invalid key condition” under “Common processing facilities” on page 244.)
 An INVALID KEY condition exists when:� The access mode is sequential, and the value contained in the prime RECORD
 KEY of the record to be replaced does not equal the value of the primeRECORD KEY data item of the last-retrieved record from the file, or
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The number of character positions in record-name-1 can be different from thenumber of character positions in the record being replaced.
 REWRITE statement
 � The value contained in the prime RECORD KEY does not equal that of anyrecord in the file, or
 � The value of an ALTERNATE RECORD KEY data item for whichDUPLICATES is not specified is equal to that of a record already in the file.
 END-REWRITE phrase
 This explicit scope terminator serves to delimit the scope of the REWRITEstatement. END-REWRITE permits a conditional REWRITE statement to be nestedin another conditional statement. END-REWRITE can also be used with animperative REWRITE statement.
 For more information, see “Delimited scope statements” on page 237.
 Reusing a logical record
 After successful execution of a REWRITE statement, the logical record is no longeravailable in record-name-1 unless the associated file is named in a SAME RECORDAREA clause (in which case, the record is also available as a record of the otherfiles named in the SAME RECORD AREA clause).
 The file position indicator is not affected by execution of the REWRITE statement.
 If the FILE STATUS clause is specified in the FILE-CONTROL entry, the associatedstatus key is updated when the REWRITE statement is executed.
 Sequential files
 For files in the sequential access mode, the last prior input/output statementexecuted for this file must be a successfully executed READ statement. When theREWRITE statement is executed, the record retrieved by that READ statement islogically replaced.
 The number of character positions in record-name-1 must equal the number ofcharacter positions in the record being replaced.
 The INVALID KEY phrase must not be specified for a file with sequentialorganization. An EXCEPTION/ERROR procedure can be specified.
 Indexed files
 The number of character positions in record-name-1 must equal the number ofcharacter positions in the record being replaced.
 When the access mode is sequential, the record to be replaced is specified by thevalue contained in the prime RECORD KEY. When the REWRITE statement isexecuted, this value must equal the value of the prime record key data item in thelast record read from this file.
 The INVALID KEY phrase must be specified if an applicable USE AFTERSTANDARD EXCEPTION procedure is not specified for the associated file-name.
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The INVALID KEY phrase does not have to be specified if an applicable USEAFTER STANDARD EXCEPTION procedure is not specified for the associatedfile-name.
 The number of character positions in record-name-1 can be different from thenumber of character positions in the record being replaced.
 The INVALID KEY phrase does not have to be specified if an appropriate USEAFTER STANDARD EXCEPTION procedure is not specified.
 REWRITE statement
 When the access mode is random or dynamic, the record to be replaced isspecified by the value contained in the prime RECORD KEY.
 Values of ALTERNATE RECORD KEY data items in the rewritten record can differfrom those in the record being replaced. The system ensures that later access tothe record can be based upon any of the record keys.
 If an invalid key condition exists, the execution of the REWRITE statement isunsuccessful, the updating operation does not take place, and the data inrecord-name-1 is unaffected. (See “Invalid key condition” under “Commonprocessing facilities” on page 244.)
 Relative files
 The number of character positions in record-name-1 must equal the number ofcharacter positions in the record being replaced.
 For relative files in sequential access mode, the INVALID KEY phrase must not bespecified. An EXCEPTION/ERROR procedure can be specified.
 The INVALID KEY phrase must be specified in the REWRITE statement forrelative files in the random or dynamic access mode, and for which an appropriateUSE AFTER STANDARD EXCEPTION procedure is not specified.
 When the access mode is random or dynamic, the record to be replaced isspecified in the RELATIVE KEY data item. If the file does not contain the recordspecified, an invalid key condition exists, and, if specified, the INVALID KEYimperative-statement is executed. (See “Invalid key condition” under “Commonprocessing facilities” on page 244.) The updating operation does not take place,and the data in record-name is unaffected.
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� A DBCS data item or a floating-point data item.
 SEARCH statement
 SEARCH statement
 The SEARCH statement searches a table for an element that satisfies the specifiedcondition, and adjusts the associated index to indicate that element.
 Format 1—serial search��──SEARCH──identifier-1─ ──┬ ┬─────────────────────────── ──┬ ┬───────────────────────────────────── ──� └ ┘ ─VARYING─ ──┬ ┬─identifier-2─ └ ┘ ──┬ ┬──── ─END──imperative-statement-1─ └ ┘─index-name-1─ └ ┘─AT─
 ┌ ┐─────────────────────────────────────────────────�─ ───/ ┴ ─WHEN──condition-1─ ──┬ ┬─imperative-statement-2─ ──┬ ┬──────────── ─────────────────────────────�� └ ┘─NEXT-SENTENCE────────── └ ┘─END-SEARCH─
 Format 2—binary search��──SEARCH ALL──identifier-1─ ──┬ ┬───────────────────────────────────── ─────────────────────────────� └ ┘ ──┬ ┬──── ─END──imperative-statement-1─ └ ┘─AT─
 �─ ─WHEN─ ──┬ ┬ ─data-name-1─ ──┬ ┬──── ──┬ ┬ ─EQUAL─ ──┬ ┬──── ──┬ ┬─identifier-3──────────── ──────────────────� │ │└ ┘─IS─ │ │└ ┘─TO─ ├ ┤─literal-1─────────────── │ │└ ┘─=───────────── └ ┘─arithmetic-expression-1─ └ ┘─condition-name-1────────────────────────────────────────────────────
 ┌ ┐────────────────────────────────────────────────────────────────────────────────────�─ ───/ ┴──┬ ┬────────────────────────────────────────────────────────────────────────────── ───────────� └ ┘ ─AND─ ──┬ ┬ ─data-name-2─ ──┬ ┬──── ──┬ ┬ ─EQUAL─ ──┬ ┬──── ──┬ ┬─identifier-4──────────── │ │└ ┘─IS─ │ │└ ┘─TO─ ├ ┤─literal-2─────────────── │ │└ ┘─=───────────── └ ┘─arithmetic-expression-2─ └ ┘─condition-name-2────────────────────────────────────────────────────
 �─ ──┬ ┬─imperative-statement-2─ ──┬ ┬──────────── ────────────────────────────────────────────────────�� └ ┘─NEXT SENTENCE────────── └ ┘─END-SEARCH─
 identifier-1Can be:
 � A data item subordinate to a data item that contains an OCCURS clause;that is, it can be a part of a multidimensional table. In this case, the datadescription entry must specify an INDEXED BY phrase for each dimensionof the table.
 � An index data item.
 Identifier-1 must refer to all occurrences within the table element; that is, itmust not be subscripted or reference-modified.
 The Data Division description of identifier-1 must contain an OCCURS clausewith the INDEXED BY phrase. For format 2, the Data Division descriptionmust also contain the KEY IS phrase in its OCCURS clause.
 SEARCH statement execution modifies only the value in the index-nameassociated with identifier-1 (and, if present, of index-name-1 or identifier-2).Therefore, to search an entire 2- to 7-dimensional table, it is necessary toexecute a SEARCH statement for each dimension. Before each execution, SETstatements must be executed to reinitialize the associated index-names.
 AT END/WHEN phrases
 After imperative-statement-1 or imperative-statement-2 is executed, control passesto the end of the SEARCH statement, unless imperative-statement-1 orimperative-statement-2 ends with a GO TO statement.
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As an IBM extension, you can specify END-SEARCH with NEXT SENTENCE.Note, however, that if the NEXT SENTENCE phrase is executed, control will notpass to the next statement following the END-SEARCH, but instead will pass tothe statement after the closest following period.
 As an IBM extension, for the format 2 SEARCH ALL statement, neitherimperative-statement-2 nor NEXT SENTENCE is required. Without them, theSEARCH statement sets the index to the value in the table that matched thecondition.
 SEARCH statement
 NEXT SENTENCE
 END-SEARCH phrase
 This explicit scope terminator serves to delimit the scope of the SEARCHstatement. END-SEARCH permits a conditional SEARCH statement to be nestedin another conditional statement.
 For more information, see “Delimited scope statements” on page 237.
 Serial search
 The format 1 SEARCH statement executes a serial search beginning at the currentindex setting. When the search begins, if the value of the index-name associatedwith identifier-1 is not greater than the highest possible occurrence number, thefollowing actions take place:� The condition(s) in the WHEN phrase are evaluated in the order in which they
 are written.� If none of the conditions is satisfied, the index-name for identifier-1 is
 increased to correspond to the next table element, and step 1 is repeated.� If upon evaluation, one of the WHEN conditions is satisfied, the search is
 terminated immediately, and the imperative-statement associated with thatcondition is executed. The index-name points to the table element thatsatisfied the condition. If NEXT SENTENCE is specified, control passes to thestatement following the closest period.
 � If the end of the table is reached (that is, the incremented index-name value isgreater than the highest possible occurrence number) without the WHENcondition being satisfied, the search is terminated, as described in the nextparagraph.
 If, when the search begins, the value of the index-name associated with identifier-1is greater than the highest possible occurrence number, the search immediatelyends, and, if specified, the AT END imperative-statement is executed. If the ATEND phrase is omitted, control passes to the next statement after the SEARCHstatement.
 VARYING phrase
 index-name-1One of the following actions applies:
 � If index-name-1 is an index for identifier-1, this index is used for thesearch. Otherwise, the first (or only) index-name is used.
 � If index-name-1 is an index for another table element, then the first (oronly) index-name for identifier-1 is used for the search; the occurrence
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If indexing is used to search a table without an INDEXED BY clause, correctresults are ensured only if both the table defined with the index and the tabledefined without the index have table elements of the same length and with thesame number of occurrences.
 Identifier-2cannot be a windowed date field.
 SEARCH statement
 number represented by index-name-1 is increased by the same amount asthe search index-name and at the same time.
 When the VARYING index-name-1 phrase is omitted, the first (or only)index-name for identifier-1 is used for the search.
 identifier-2Must be either an index data item or an elementary integer item.
 Identifier-2 cannot be subscripted by thefirst (or only) index-name for identifier-1. During the search, one of thefollowing actions applies:
 � If identifier-2 is an index data item, then, whenever the search index isincreased, the specified index data item is simultaneously increased by thesame amount.
 � If identifier-2 is an integer data item, then, whenever the search index isincreased, the specified data item is simultaneously increased by 1.
 WHEN phrase (serial search)
 condition-1Can be any condition described under “Conditional expressions” on page 214.
 Figure 17 illustrates a format 1 SEARCH operation containing two WHEN phrases.
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SEARCH statement
 Figure 17. Format 1 SEARCH with two WHEN phrases
 Binary search
 The format 2 SEARCH ALL statement executes a binary search. The search indexneed not be initialized by SET statements, because its setting is varied during thesearch operation so that its value is at no time less than the value of the first tableelement, nor ever greater than the value of the last table element. The index usedis always that associated with the first index-name specified in the OCCURSclause.
 The results of a SEARCH ALL operation are predictable only when:� The data in the table is ordered in ASCENDING/DESCENDING KEY order
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� A DBCS item if the ASCENDING/DESCENDING KEY is defined as aDBCS item.
 � A floating-point data item� A data item defined with USAGE IS POINTER, USAGE IS
 PROCEDURE-POINTER, or USAGE IS OBJECT REFERENCE� A windowed date field
 SEARCH statement
 � The contents of the ASCENDING/DESCENDING keys specified in the WHENclause provide a unique table reference.
 identifier-1Identifier-1 can be:
 � A data item subordinate to a data item that contains an OCCURS clause;that is, it can be a part of a 2- to 7-dimensional table. In this case, the datadescription entry must specify an INDEXED BY phrase for each dimensionof the table.
 Identifier-1 cannot be:
 � USAGE IS INDEX
 Identifier-1 must refer to all occurrences within the table element; that is, itmust not be subscripted or reference-modified.
 The Data Division description of identifier-1 must contain an OCCURS clausewith the INDEXED BY option. It must also contain the KEY IS phrase in itsOCCURS clause.
 AT ENDThe condition that exists when the search operation terminates withoutsatisfying the condition specified in any of the associated WHEN phrases.
 WHEN phrase (binary search)
 If the WHEN relation-condition is specified, the compare is based on the lengthand sign of data-name. For example, if the length of data-name is shorter than thelength of the search argument, the search argument is truncated to the length ofdata-name before the compare is done. If the search argument is signed anddata-name is unsigned, the sign is removed from the search argument before thecompare is done.
 If the WHEN phrase cannot be satisfied for any setting of the index within thisrange, the search is unsuccessful. Control is passed to imperative-statement-1 ofthe AT END phrase, when specified, or to the next statement after the SEARCHstatement. In either case, the final setting of the index is not predictable.
 If the WHEN option can be satisfied, control passes to imperative-statement-2, ifspecified, or to the next executable sentence if the NEXT SENTENCE phrase isspecified. The index contains the value indicating the occurrence that allowed theWHEN condition(s) to be satisfied.
 condition-name-1condition-name-2
 Each condition-name specified must have only a single value, and each mustbe associated with an ASCENDING/DESCENDING KEY identifier for thistable element.
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� Floating-point data items
 � Windowed date fields
 Identifier-3 and identifier-4 can be floating-point data items.
 Identifier-3 and identifier-4 cannot be data items defined with USAGE ISPOINTER, USAGE IS PROCEDURE-POINTER, or USAGE IS OBJECTREFERENCE.
 Identifier-3 and identifier-4 cannot be windowed date fields.
 SEARCH statement
 data-name-1data-name-2
 Must specify an ASCENDING/DESCENDING KEY data item in theidentifier-1 table element and must be subscripted by the first identifier-1index-name. Each data-name can be qualified.
 Data-name-1 and data-name-2 cannot be:
 � Group items containing variable occurrence data items
 identifier-3identifier-4
 Must not be an ASCENDING/DESCENDING KEY data item for identifier-1 oran item that is subscripted by the first index-name for identifier-1.
 arithmetic-expressionCan be any of the expressions defined under “Arithmetic expressions” onpage 209, with the following restriction: Any identifier in thearithmetic-expression must not be an ASCENDING/DESCENDING KEY dataitem for identifier-1 or an item that is subscripted by the first index-name foridentifier-1.
 When an ASCENDING/DESCENDING KEY data item is specified, explicitly orimplicitly, in the WHEN phrase, all preceding ASCENDING/DESCENDING KEYdata-names for identifier-1 must also be specified.
 Search statement considerations
 Index data items cannot be used as subscripts, because of the restrictions on directreference to them.
 When the object of the VARYING option is an index-name for another tableelement, one format 1 SEARCH statement steps through two table elements atonce.
 To ensure correct execution of a SEARCH statement for a variable-length table,make sure the object of the OCCURS DEPENDING ON clause (data-name-1)contains a value that specifies the current length of the table.
 The scope of a SEARCH statement can be terminated by any of the following:� An END-SEARCH phrase at the same level of nesting� A separator period� An ELSE or END-IF phrase associated with a previous IF statement
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� Setting USAGE IS POINTER data items to a data address� Setting USAGE IS PROCEDURE-POINTER data items to an entry address� Setting USAGE OBJECT REFERENCE data items to refer to an object instance
 Thereceiving fields cannot be windowed date fields.
 The sending field cannot be a windowed date field.
 SET statement
 SET statement
 The SET statement is used to perform one of the following operations:� Placing values associated with table elements into indexes associated with
 index-names� Incrementing or decrementing an occurrence number� Setting the status of an external switch to ON or OFF� Moving data to condition names to make conditions true
 Index-names are related to a given table through the INDEXED BY phrase of theOCCURS clause; they are not further defined in the program.
 When the sending and receiving fields in a SET statement share part of theirstorage (that is, the operands overlap), the result of the execution of such a SETstatement is undefined.
 Format 1: SET for basic table handling
 When this form of the SET statement is executed, the current value of the receivingfield is replaced by the value of the sending field (with conversion).
 Format 1—SET (basic table handling) ┌ ┐────────────────────��──SET─ ───/ ┴──┬ ┬─index-name-1─ ─TO─ ──┬ ┬─index-name-2─ ───────────────────────�� └ ┘─identifier-1─ ├ ┤─identifier-2─ └ ┘─integer-1────
 index-name-1, identifier-1Receiving fields.
 Must name either index data items or elementary numeric integer items.
 index-name-2Sending field.
 The value before the SET statement is executed must correspond to theoccurrence number of its associated table.
 identifier-2Sending field.
 Must name either an index data item or an elementary numeric integer item.
 integer-1Sending field.
 Must be a positive integer.
 Table 47 shows valid combinations of sending and receiving fields in a format 1SET statement.
 362 COBOL Language Reference

Page 375
                        

If index-name-2 is for a table that has a subordinate item that contains an OCCURSDEPENDING ON clause, then undefined values can be received into identifier-1.
 For more information on complex OCCURS DEPENDING ON, see the IBMCOBOL Programming Guide for your platform.
 Identifier-3cannot be a windowed date field.
 If index-name-3 is for a table that has a subordinate item that contains an OCCURSDEPENDING ON clause, and if the ODO object is changed before executing a
 SET statement
 Receiving fields are acted upon in the left-to-right order in which they arespecified. Any subscripting or indexing associated with an identifier's receivingfield is evaluated immediately before the field is acted upon.
 The value used for the sending field is the value at the beginning of SET statementexecution.
 The value for an index-name after execution of a SEARCH or PERFORM statementcan be undefined; therefore, a format 1 SET statement should reinitialize suchindex-names before other table-handling operations are attempted.
 Table 47. Sending and receiving fields for format 1 SET statement
 Sending field
 Receiving field
 Index-nameIndex data
 itemInteger data
 item
 Index-name Valid Valid* Valid
 Index data item Valid* Valid* —
 Integer data item Valid — —
 Integer literal Valid — —
 *No conversion takes place
 Format 2: SET for adjusting indexes
 When this form of the SET statement is executed, the value of the receiving field isincreased (UP BY) or decreased (DOWN BY) by a value that corresponds to thevalue in the sending field.
 Format 2—SET (adjusting indexes) ┌ ┐────────────────��──SET─ ───/ ┴─index-name-3─ ──┬ ┬─UP BY─── ──┬ ┬─identifier-3─ ──────────────────�� └ ┘─DOWN BY─ └ ┘─integer-2────
 The receiving field can be specified by index-name-3. This index-name value bothbefore and after the SET statement execution must correspond to the occurrencenumbers in an associated table.
 The sending field can be specified as identifier-3, which must be an elementaryinteger data item, or as integer-2, which must be a nonzero integer.
 When the format 2 SET statement is executed, the contents of the receiving fieldare increased (UP BY) or decreased (DOWN BY) by a value that corresponds to thenumber of occurrences represented by the value of identifier-3 or integer-2.Receiving fields are acted upon in the left-to-right order in which they arespecified. The value of the incrementing or decrementing field at the beginning ofSET statement execution is used for all receiving fields.
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format 2 SET Statement, then index-name-3 cannot contain a value thatcorresponds to an occurrence number of its associated table.
 For more information on complex OCCURS DEPENDING ON, see the IBMCOBOL Programming Guide for your platform.
 Format 5: SET for USAGE IS POINTER data items
 When this form of the SET statement is executed, the current value of the receivingfield is replaced by the address value contained in the sending field.
 Format 5—SET (USAGE IS POINTER data items) ┌ ┐────────────────────────────────��──SET─ ───/ ┴──┬ ┬─identifier-4───────────── ──────────────────────────────────� └ ┘ ─ADDRESS OF──identifier-5─
 �─ ─TO─ ──┬ ┬─identifier-6───────────── ───────────────────────────────────────�� ├ ┤ ─ADDRESS OF──identifier-7─ ├ ┤─NULL───────────────────── └ ┘─NULLS────────────────────
 SET statement
 Format 3: SET for external switches
 When this form of the SET statement is executed, the status of each external switchassociated with the specified mnemonic-name is turned ON or OFF.
 Format 3—SET (external switches) ┌ ┐──────────────────────────────────── │ │┌ ┐───────────────────��──SET─ ───/ ┴ ───/ ┴─mnemonic-name-1─ ─TO─ ──┬ ┬─ON── ─────────────────────────────�� └ ┘─OFF─
 mnemonic-nameMust be associated with an external switch, the status of which can be altered.
 Format 4: SET for condition-names
 When this form of the SET statement is executed, the value associated with acondition-name is placed in its conditional variable according to the rules of theVALUE clause.
 Format 4—SET (condition-names) ┌ ┐────────────────────��──SET─ ───/ ┴─condition-name-1─ ─TO TRUE─────────────────────────────────────��
 condition-name-1Must be associated with a conditional variable.
 If more than one literal is specified in the VALUE clause of condition-name-1, itsassociated conditional variable is set equal to the first literal.
 If multiple condition-names are specified, the results are the same as if a separateSET statement had been written for each condition-name in the same order inwhich they are specified in the SET statement.
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identifier-4Receiving fields.
 Must be described as USAGE IS POINTER.
 ADDRESS OF identifier-5Receiving fields.
 identifier-5 must be level-01 or level-77 items defined in the Linkage Section.The addresses of these items are set to the value of the operand specified inthe TO phrase.
 Identifier-5 must not be reference-modified.
 identifier-6Sending field.
 Must be described as USAGE IS POINTER.
 Cannot contain an address within the program's own Working-Storage, File, orLocal-Storage Section.
 ADDRESS OF identifier-7Sending field. Identifier-7 must name an item of any level except 66 or 88 inthe Linkage Section, the Working-Storage Section, or the Local-Storage Section.ADDRESS OF identifier-7 contains the address of the identifier, and not thecontent of the identifier.
 NULLNULLS
 Sending field.
 Sets the receiving field to contain the value of an invalid address.
 Table 48 shows valid combinations of sending and receiving fields in a format 5SET statement.
 Table 48. Sending and receiving fields for format 5 SET statement
 Sending fieldReceiving field
 USAGE ISPOINTER ADDRESS OF NULL/NULLS
 USAGE IS POINTER Valid Valid -
 ADDRESS OF Valid Valid -
 NULL/NULLS Valid Valid -
 Format 6: SET for USAGE IS PROCEDURE-POINTER dataitems
 When this format of the SET statement is executed, the current value of thereceiving field is replaced by the address value contained in the sending field.Additionally, to enable COBOL programs to interoperate with C programs via Cfunction pointers, the sending field can be a pointer. The pointer is converted to aprocedure-pointer and is stored in the receiver.
 SET statement
 ||
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Format 6—SET (USAGE IS PROCEDURE-POINTER data items) ┌ ┐─────────────────────────────────��──SET─ ───/ ┴─procedure-pointer-data-item-1─ ─────────────────────────────────�
 �─ ─TO─ ──┬ ┬─procedure-pointer-data-item-2─ ──────────────────────────────────�� ├ ┤ ─ENTRY─ ──┬ ┬─identifier-8─ ────── │ │└ ┘─literal-1──── ├ ┤─NULL────────────────────────── ├ ┤─NULLS───────────────────────── └ ┘─pointer-data-item-3───────────
 procedure-pointer-data-item-1, procedure-pointer-data-item-2Must be described as USAGE IS PROCEDURE-POINTER.Procedure-pointer-data-item-1 is the receiving field.
 identifier-8Must be defined as an alphanumeric item such that the value can be aprogram name. For more information, see “PROGRAM-ID paragraph” onpage 70. For entry points in non-COBOL programs, identifier-8 can containthe characters @, #, and, $.
 literal-1Must be nonnumeric and must conform to the rules for formation ofprogram-names. For details on formation rules, see the discussion ofprogram-name under “PROGRAM-ID paragraph” on page 70.
 Identifier-8 or literal-1 must refer to one of the following types of entry points:
 � The primary entry point of a COBOL program as defined by thePROGRAM-ID statement. The PROGRAM-ID must reference theoutermost program of a compilation unit; it must not reference a nestedprogram.
 � An alternate entry point of a COBOL program as defined by a COBOLENTRY statement.
 � An entry point in a non-COBOL program.
 The program-name referenced by the SET...TO ENTRY statement can beaffected by the PGMNAME compiler option. For details, see the IBM COBOLProgramming Guide for your platform.
 NULLNULLS
 Sets the receiving field to contain the value of an invalid address.
 pointer-data-item-3Must be defined with USAGE POINTER. You must set pointer-data-item-3 ina non-COBOL program, to point to a valid program entry point.
 Example of COBOL/C interoperability (OS/390)
 The following example demonstrates a COBOL CALL to a C function that returnsa function-pointer to a service, followed by a COBOL CALL to the service:
 SET statement
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IDENTIFICATION DIVISION.PROGRAM-ID DEMO.DATA DIVISION.WORKING-STORAGE SECTION.?1 FP USAGE POINTER.?1 PP USAGE PROCEDURE-POINTER.PROCEDURE DIVISION.
 CALL "c-function" RETURNING FP.SET PP TO FP.
 CALL PP.
 For OS/390 and VM, COBOL PROCEDURE-POINTERs are 8-bytes in length.Thus, the SET statement is needed to convert the function pointer (FP) to theCOBOL PROCEDURE-POINTER (PP).
 Format 7: SET for USAGE OBJECT REFERENCE data items
 When this format of the SET statement is executed the value in the receiving itemis replaced by the value in the sending item.
 Format 7—SET (USAGE IS OBJECT REFERENCE data items)��──SET─ ─object-reference-id-1─ ─TO─ ──┬ ┬─object-reference-id-2─ ─────────────�� ├ ┤─NULL────────────────── └ ┘─SELF──────────────────
 Object-reference-id-1 and object-reference-id-2 must be defined as USAGE OBJECTREFERENCE, with object-reference-id-1 being the receiver and object-reference-id-2being the sender. If object-reference-id-1 is defined as an object reference of acertain class (defined as "USAGE OBJECT REFERENCE class-name"),object-reference-id-2 must be an object reference of the same class or a classderived from that class.
 If the figurative constant NULL is specified, the receiving object-reference-id-1 isset to the NULL value.
 If SELF is specified, the SET statement must appear in the procedure division of amethod. In this case, object-reference-id-1 is set to refer to the object upon whichthe currently executing method was invoked.
 SET statement
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The SORT statement is not supported under OS/390 Unix.
 File-names associated with the GIVING clause (file-name-3...) can be specified inthe SAME AREA clause.
 SORT statement
 SORT statement
 The SORT statement accepts records from one or more files, sorts them accordingto the specified key(s), and makes the sorted records available either through anOUTPUT PROCEDURE or in an output file. See also “MERGE statement” onpage 314. The SORT statement can appear anywhere in the Procedure Divisionexcept in the declarative portion.
 | Format ┌ ┐──────────────────────────────────────────────────── │ │┌ ┐───────────────��──SORT──file-name-1─ ───/ ┴ ──┬ ┬──── ──┬ ┬─ASCENDING── ──┬ ┬───── ───/ ┴─data-name-1─ ───────────────────────� └ ┘─ON─ └ ┘─DESCENDING─ └ ┘─KEY─
 �─ ──┬ ┬───────────────────────────────────────── ────────────────────────────────────────────────────� └ ┘ ──┬ ┬────── ─DUPLICATES─ ──┬ ┬──── ──┬ ┬─────── └ ┘─WITH─ └ ┘─IN─ └ ┘─ORDER─
 �─ ──┬ ┬────────────────────────────────────────────────── ───────────────────────────────────────────� └ ┘ ──┬ ┬─────────── ─SEQUENCE─ ──┬ ┬──── ─alphabet-name-1─ └ ┘─COLLATING─ └ ┘─IS─
 ┌ ┐───────────────�─ ──┬ ┬─USING─ ───/ ┴─file-name-2─ ────────────────────────────────────────────────────── ───────────────� └ ┘ ─INPUT PROCEDURE─ ──┬ ┬──── ─procedure-name-1─ ──┬ ┬─────────────────────────────── └ ┘─IS─ └ ┘ ──┬ ┬─THROUGH─ ─procedure-name-2─ └ ┘─THRU────
 ┌ ┐───────────────�─ ──┬ ┬─GIVING─ ───/ ┴─file-name-3─ ────────────────────────────────────────────────────── ─────────────�� └ ┘ ─OUTPUT PROCEDURE─ ──┬ ┬──── ─procedure-name-3─ ──┬ ┬─────────────────────────────── └ ┘─IS─ └ ┘ ──┬ ┬─THROUGH─ ─procedure-name-4─ └ ┘─THRU────
 file-name-1The name given in the SD entry that describes the records to be sorted.
 No pair of file-names in a SORT statement can be specified in the same SAMESORT AREA, or SAME SORT-MERGE AREA clause. File-names associated withthe GIVING clause (file-name-3...) cannot be specified in the SAME AREA clause.
 ASCENDING/DESCENDING KEY phrase
 This phrase specifies that records are to be processed in ascending or descendingsequence (depending on the phrase specified), based on the specified sort keys.
 data-name-1Specifies a KEY data item on which the SORT statement will be based. Eachsuch data-name must identify a data item in a record associated withfile-name-1. The data-names following the word KEY are listed from left toright in the SORT statement in order of decreasing significance without regardto how they are divided into KEY phrases. The left-most data-name is themajor key, the next data-name is the next most significant key, and so forth.The following rules apply:
 � A specific KEY data item must be physically located in the same positionand have the same data format in each input file. However, it need nothave the same data-name.
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� KEY data items can be floating-point items.� KEY data items cannot be variably-located.� Under AIX and Windows, KEY data items cannot be
 windowed date fields.
 Under OS/390 and VM, KEY data items can be windowed datefields, under these conditions:— The GIVING phrase must not specify an indexed file, because the
 (binary) ordering assumed or imposed by the file system conflicts withthe windowed date ordering provided in the sort output. Attemptingto write the windowed date merge output to such an indexed file willeither fail or re-impose binary ordering, depending on how the file isaccessed (the ACCESS MODE in the file-control entry).
 — If an alphanumeric windowed date field is specified as a KEY for aSORT statement, the collating sequence in effect for the mergeoperation must be EBCDIC. Thus the COLLATING SEQUENCEphrase of the SORT statement or, if this phrase is not specified, thenany PROGRAM COLLATING SEQUENCE clause in theOBJECT-COMPUTER paragraph, must not specify a collating sequenceother than EBCDIC or NATIVE.
 If the SORT statement meets these conditions, then the sort operation takesadvantage of SORT Year 2000 features, assuming that the executionenvironment includes a sort product that supports century windowing.
 A year-last windowed date field can be specified as a KEY for a SORTstatement, and can thereby exploit the corresponding century windowingcapability of the sort product.
 For more information on using windowed date fields as KEY data items,see the IBM COBOL Programming Guide for your platform.
 SORT Statement
 � If file-name-1 has more than one record description, then the KEY dataitems need be described in only one of the record descriptions.
 � If file-name-1 contains variable-length records, all of the KEY data-itemsmust be contained within the first n character positions of the record,where n equals the minimum records size specified for file-name-1.
 � KEY data items must not contain an OCCURS clause or be subordinate toan item that contains an OCCURS clause.
 � KEY data items can be qualified.� KEY data items cannot be group items that contain variable occurrence
 data items.
 If file-name-3 references an indexed file, the first specification of data-name-1 mustbe associated with an ASCENDING phrase and the data item referenced by thatdata-name-1 must occupy the same character positions in this record as the dataitem associated with the major record key for that file.
 The direction of the sorting operation depends on the specification of theASCENDING or DESCENDING key words as follows:� When ASCENDING is specified, the sequence is from the lowest key value to
 the highest key value.� When DESCENDING is specified, the sequence is from the highest key value
 to the lowest.
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� Under OS/390 and VM, if the KEY is a DBCS item, the sequence ofthe KEY values is based on the binary collating sequence of the hexadecimalvalues of the DBCS characters.
 � Under AIX and Windows, if the KEY is a DBCS item, then thesequence of the KEY values is based on a collation sequence according to theCOLLSEQ compiler option:— If the COLLSEQ(NATIVE) compiler option is in effect, then the collating
 sequence is determined by the locale. For information on the locale, seeAppendix F, “Locale considerations (workstation only)” on page 515.
 — Otherwise, the collating sequence is determined by the binary values of theDBCS characters.
 � If the KEY is an external floating-point item, the compiler will treat the dataitem as character data, rather than numeric data. The sequence in which therecords are sorted depends on the collating sequence used.
 � If the KEY data item is internal floating-point, the sequence of key values willbe in numeric order.
 SORT Statement
 � If the KEY data item is alphabetic, alphanumeric, alphanumeric-edited, ornumeric-edited, the sequence of key values depends on the collating sequenceused (see “COLLATING SEQUENCE phrase” on page 370).
 � The key comparisons are performed according to the rules for comparison ofoperands in a relation condition (see “Relation Condition” under “Conditionalexpressions” on page 214).
 DUPLICATES phrase
 If the DUPLICATES phrase is specified, and the contents of all the key elementsassociated with one record are equal to the corresponding key elements in one ormore other records, the order of return of these records is as follows:� The order of the associated input files as specified in the SORT statement.
 Within a given file the order is that in which the records are accessed fromthat file.
 � The order in which these records are released by an input procedure, when aninput procedure is specified.
 If the DUPLICATES phrase is not specified, the order of these records isundefined. For more information about use of the DUPLICATES phrase, see therelated discussion of alternate indexes in the IBM COBOL Programming Guide foryour platform.
 COLLATING SEQUENCE phrase
 This phrase specifies the collating sequence to be used in nonnumeric comparisonsfor the KEY data items in this sorting operation.
 alphabet-name-1Must be specified in the ALPHABET clause of the SPECIAL-NAMESparagraph. Any one of the alphabet-name clause phrases can be specified withthe following results:
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SORT Statement
 STANDARD-1 Under OS/390 and VM, the ASCII collating sequence is used for
 all nonnumeric comparisons. (The ASCII collating sequence is inAppendix B, “EBCDIC and ASCII collating sequences” on page 498.)
 Under AIX and Windows the collating sequence is based onthe character's hex value order.
 STANDARD-2 Under OS/390 and VM, the International Reference Version of
 the ISO 7-bit code defined in International Standard 646, 7-bit CodedCharacter Set for Information Processing Interchange is used for allnonnumeric comparisons.
 Under AIX and Windows, the collating sequence is based onthe character's hex value order.
 NATIVE Under OS/390 and VM, the EBCDIC collating sequence is used
 for all nonnumeric comparisons. (The EBCDIC collating sequence is inAppendix B, “EBCDIC and ASCII collating sequences” on page 498.)
 Under AIX and Windows, the collating sequence indicated bythe locale is selected.
 EBCDICThe EBCDIC collating sequence is used for all nonnumeric comparisons.(The EBCDIC collating sequence is in Appendix B, “EBCDIC and ASCIIcollating sequences” on page 498.)
 literalThe collating sequence established by the specification of literals in thealphabet-name clause is used for all nonnumeric comparisons.
 When the COLLATING SEQUENCE phrase is omitted, the PROGRAMCOLLATING SEQUENCE clause (if specified) in the OBJECT-COMPUTERparagraph specifies the collating sequence to be used. When both theCOLLATING SEQUENCE phrase and the PROGRAM COLLATINGSEQUENCE clauses are omitted, the EBCDIC collating sequence is used.
 USING phrase
 file-name-2,...The input files.
 When the USING phrase is specified, all the records in file-name-2,..., (that is,the input files) are transferred automatically to file-name-1. At the time theSORT statement is executed, these files must not be open; the compiler opens,reads, makes records available, and closes these files automatically. IfEXCEPTION/ERROR procedures are specified for these files, the compilermakes the necessary linkage to these procedures.
 All input files must be described in FD entries in the Data Division.
 If the USING phrase is specified and if file-name-1 contains variable-lengthrecords, the size of the records contained in the input files (file-name-2,...)must not be less than the smallest record nor greater than the largest recorddescribed for file-name-1. If file-name-1 contains fixed-length records, the size
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SORT Statement
 of the records contained in the input files must not be greater than the largestrecord described for file-name-1. For more information, see the IBM COBOLProgramming Guide for your platform.
 INPUT PROCEDURE phrase
 This phrase specifies the name of a procedure that is to select or modify inputrecords before the sorting operation begins.
 procedure-name-1Specifies the first (or only) section or paragraph in the INPUT PROCEDURE.
 procedure-name-2Identifies the last section or paragraph of the INPUT PROCEDURE.
 The input procedure can consist of any procedure needed to select, modify, orcopy the records that are made available one at a time by the RELEASEstatement to the file referenced by file-name-1. The range includes allstatements that are executed as the result of a transfer of control by CALL,EXIT, GO TO, and PERFORM statements in the range of the input procedure,as well as all statements in declarative procedures that are executed as a resultof the execution of statements in the range of the input procedure. The rangeof the input procedure must not cause the execution of any MERGE, RETURN,or SORT statement.
 If an input procedure is specified, control is passed to the input procedurebefore the file referenced by file-name-1 is sequenced by the SORT statement.The compiler inserts a return mechanism at the end of the last statement in theinput procedure. When control passes the last statement in the inputprocedure, the records that have been released to the file referenced byfile-name-1 are sorted.
 GIVING phrase
 file-name-3,...The output files.
 When the GIVING phrase is specified, all the sorted records in file-name-1 areautomatically transferred to the output files (file-name-3,...).
 All output files must be described in FD entries in the Data Division.
 If the output files (file-name-3,...) contain variable-length records, the size ofthe records contained in file-name-1 must not be less than the smallest recordnor greater than the largest record described for the output files. If the outputfiles contain fixed-length records, the size of the records contained infile-name-1 must not be greater than the largest record described for theoutput files. For more information, see the IBM COBOL Programming Guide foryour platform.
 At the time the SORT statement is executed, the output files (file-name-3,...)must not be open. For each of the output files, the execution of the SORTstatement causes the following actions to be taken:
 � The processing of the file is initiated. The initiation is performed as if anOPEN statement with the OUTPUT phrase had been executed.
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SORT Statement
 � The sorted logical records are returned and written onto the file. Eachrecord is written as if a WRITE statement without any optional phraseshad been executed.
 For a relative file, the relative key data item for the first record returnedcontains the value '1'; for the second record returned, the value '2', etc..After execution of the SORT statement, the content of the relative key dataitem indicates the last record returned to the file.
 � The processing of the file is terminated. The termination is performed as ifa CLOSE statement without optional phrases had been executed.
 These implicit functions are performed such that any associated USE AFTEREXCEPTION/ERROR procedures are executed; however, the execution of sucha USE procedure must not cause the execution of any statement manipulatingthe file referenced by, or accessing the record area associated with, file-name-3.On the first attempt to write beyond the externally defined boundaries of thefile, any USE AFTER STANDARD EXCEPTION/ERROR procedure specifiedfor the file is executed. If control is returned from that USE procedure or if nosuch USE procedure is specified, the processing of the file is terminated.
 OUTPUT PROCEDURE phrase
 This phrase specifies the name of a procedure that is to select or modify outputrecords from the sorting operation.
 procedure-name-3Specifies the first (or only) section or paragraph in the OUTPUT PROCEDURE.
 procedure-name-4Identifies the last section or paragraph of the OUTPUT PROCEDURE.
 The output procedure can consist of any procedure needed to select, modify,or copy the records that are made available one at a time by the RETURNstatement in sorted order from the file referenced by file-name-1. The rangeincludes all statements that are executed as the result of a transfer of controlby CALL, EXIT, GO TO, and PERFORM statements in the range of the outputprocedure. The range also includes all statements in declarative proceduresthat are executed as a result of the execution of statements in the range of theoutput procedure. The range of the output procedure must not cause theexecution of any MERGE, RELEASE, or SORT statement.
 If an output procedure is specified, control passes to it after the file referencedby file-name-1 has been sequenced by the SORT statement. The compilerinserts a return mechanism at the end of the last statement in the outputprocedure and when control passes the last statement in the output procedure,the return mechanism provides the termination of the sort and then passescontrol to the next executable statement after the SORT statement. Beforeentering the output procedure, the sort procedure reaches a point at which itcan select the next record in sorted order when requested. The RETURNstatements in the output procedure are the requests for the next record.
 Note: The INPUT and OUTPUT PROCEDURE phrases are similar to those fora basic PERFORM statement. For example, if you name a procedure in anOUTPUT PROCEDURE, that procedure is executed during the sortingoperation just as if it were named in a PERFORM statement. As with thePERFORM statement, execution of the procedure is terminated after the last
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SORT special registers
 The special registers, SORT-CORE-SIZE, SORT-MESSAGE, and SORT-MODE-SIZE,are equivalent to option control statement key words in the sort control file. Youdefine the sort control data set with the SORT-CONTROL special register.
 Note: If you use a sort control file to specify control statements, the valuesspecified in the sort control file take precedence over those in the special register.
 SORT-MESSAGE special registerSee “SORT-MESSAGE” on page 15.
 SORT-CORE-SIZE special registerSee “SORT-CORE-SIZE” on page 15.
 SORT-FILE-SIZE special registerSee “SORT-FILE-SIZE” on page 15.
 SORT-MODE-SIZE special registerSee “SORT-MODE-SIZE” on page 16.
 SORT-CONTROL special registerSee “SORT-CONTROL” on page 14.
 SORT-RETURN special registerSee “SORT-RETURN” on page 16.
 SORT Statement
 statement completes execution. The last statement in an INPUT or OUTPUTPROCEDURE can be the EXIT statement (see “EXIT statement” on page 288).
 Segmentation considerations
 If the SORT statement appears in a section that is not in an independent segment,then any input or output procedure referenced by that SORT statement mustappear:� Totally within non-independent segments, or� Wholly contained in a single independent segment.
 If a SORT statement appears in an independent segment, then any input or outputprocedure referenced by that SORT statement must be contained:� Totally within non-independent segments, or� Wholly within the same independent segment as that SORT statement.
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LESSTHAN
 <
 NOT GREATERTHAN
 NOT >LESS OR EQUAL
 THAN TO<=
 Under AIX and Windows, the following relational operators areallowed in the KEY phrase:
 If you specify the KEY to be 'less than', or 'less than or equal to' the data item, thefile position indicator is positioned to the last logical record currently existing inthe file satisfying the comparison.
 For an indexed file, if the key that satisfies the comparison has duplicate entries,the file position indicator is positioned to the last of these entries.
 LESS THAN <NOT GREATER THAN NOT >LESS THAN OR EQUAL TO <=
 START statement
 START statement
 The START statement provides a means of positioning within an indexed orrelative file for subsequent sequential record retrieval.
 When the START statement is executed, the associated indexed or relative filemust be open in either INPUT or I-O mode.
 Format ��──START──file-name-1─ ──┬ ┬─────────────────────────────────────────────────────────────────── ─────� └ ┘ ─KEY─ ──┬ ┬──── ──┬ ┬─EQUAL─ ──┬ ┬──── ────────────────────── ─data-name-1─ └ ┘─IS─ │ │└ ┘─TO─ ├ ┤─=─────────────────────────────────── ├ ┤ ─ ─ ──┬ ┬────── ───────────────────── │ │└ ┘─ ─ ├ ┤─ ─────────────────────────────────── ├ ┤ ─GREATER─ ──┬ ┬────── ────────────────── │ │└ ┘─THAN─ ├ ┤─>─────────────────────────────────── ├ ┤ ─NOT LESS─ ──┬ ┬────── ───────────────── │ │└ ┘─THAN─ ├ ┤─NOT <─────────────────────────────── ├ ┤ ─ ─ ──┬ ┬────── ────────────── │ │└ ┘─ ─ ├ ┤─ ─────────────────────────────── ├ ┤ ─ ─ ──┬ ┬────── ─ ─ ──┬ ┬──── ─── │ │└ ┘─ ─ └ ┘─ ─ ├ ┤─ ────────────────────────────────── ├ ┤ ─GREATER─ ──┬ ┬────── ─OR EQUAL─ ──┬ ┬──── │ │└ ┘─THAN─ └ ┘─TO─ └ ┘─>=──────────────────────────────────
 �─ ──┬ ┬────────────────────────────────────────── ───────────────────────────────────────────────────� └ ┘ ─INVALID─ ──┬ ┬───── ─imperative-statement-1─ └ ┘─KEY─
 �─ ──┬ ┬────────────────────────────────────────────── ──┬ ┬─────────── ───────────────────────────────�� └ ┘ ─NOT INVALID─ ──┬ ┬───── ─imperative-statement-2─ └ ┘─END-START─ └ ┘─KEY─
 file-name-1Must name a file with sequential or dynamic access. File-name-1 must bedefined in an FD entry in the Data Division, and must not name a sort file.
 KEY phrase
 When the KEY phrase is specified, the file position indicator is positioned at thelogical record in the file whose key field satisfies the comparison.
 When the KEY phrase is not specified, KEY IS EQUAL (to the prime record key) isimplied.
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Both the INVALID KEY phrase and the EXCEPTION/ERROR procedure can beomitted.
 Data-name-1 need not be an alphanumeric item. However, for purposes ofthe I/O operation, it will be treated as an alphanumeric item.
 START statement
 data-name-1Can be qualified; it cannot be subscripted.
 When the START statement is executed, a comparison is made between the currentvalue in the key data-name and the corresponding key field in the file's index.
 If the FILE STATUS clause is specified in the FILE-CONTROL entry, the associatedstatus key is updated when the START statement is executed (See “Status key” onpage 244).
 INVALID KEY phrases
 If the comparison is not satisfied by any record in the file, an invalid key conditionexists; the position of the file position indicator is undefined, and (if specified) theINVALID KEY imperative-statement is executed. (See “Invalid key condition”under “Common processing facilities” on page 244.)
 The INVALID KEY phrase must be specified if no EXCEPTION/ERROR procedureis explicitly or implicitly specified for this file.
 END-START phrase
 This explicit scope terminator serves to delimit the scope of the START statement.END-START permits a conditional START statement to be nested in anotherconditional statement. END-START can also be used with an imperative STARTstatement.
 For more information, see “Delimited scope statements” on page 237.
 Indexed files
 When the KEY phrase is specified, the key data item used for the comparison isdata-name-1.
 When the KEY phrase is not specified, the key data item used for the EQUAL TOcomparison is the prime RECORD KEY.
 When START statement execution is successful, the RECORD KEY orALTERNATE RECORD KEY with which data-name-1 is associated becomes thekey of reference for subsequent READ statements.
 data-name-1Can be any of the following:
 � The prime RECORD KEY� Any ALTERNATE RECORD KEY� An alphanumeric data item within a record description for a file whose
 leftmost character position corresponds to the leftmost character position ofthat record key; it can be qualified. The data item must be less than orequal to the length of the record key for the file.
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START statement
 The file position indicator points to the first record in the file whose key fieldsatisfies the comparison. If the operands in the comparison are of unequal lengths,the comparison proceeds as if the longer field were truncated on the right to thelength of the shorter field. All other numeric and nonnumeric comparison rulesapply, except that the PROGRAM COLLATING SEQUENCE clause, if specified,has no effect.
 When START statement execution is successful, the RECORD KEY with whichdata-name-1 is associated becomes the key of reference for subsequent READstatements.
 When START statement execution is unsuccessful, the key of reference isundefined.
 Relative files
 When the KEY phrase is specified, data-name-1 must specify the RELATIVE KEY.
 Whether or not the KEY phrase is specified, the key data item used in thecomparison is the RELATIVE KEY data item. The file position indicator points tothe logical record in the file whose key satisfies the comparison.
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Can be a signed numeric integer or non-integer literal, but cannot be afloating-point literal.
 Under AIX and Windows, do not use the STOP RUN or STOP literalstatement in programs compiled with the THREAD compiler option.
 The STOP RUN statement does not have to be the last statement in a sequence, butthe statements following the STOP RUN will not be executed.
 STOP statement
 STOP statement
 The STOP statement halts execution of the object program either permanently ortemporarily.
 Format ��──STOP─ ──┬ ┬─RUN───── ─────────────────────────────────────────────────────�� └ ┘─literal─
 literalCan be numeric or nonnumeric, and can be any figurative constant except ALLliteral. If the literal is numeric, it must be an unsigned integer.
 When STOP literal is specified, the literal is communicated to the operator, andobject program execution is suspended. Program execution is resumed only afteroperator intervention, and continues at the next executable statement in sequence.
 The STOP literal statement is useful for special situations (a special tape or diskmust be mounted, a specific daily code must be entered, and so forth) whenoperator intervention is needed during program execution. However, the ACCEPTand DISPLAY statements are preferred when operator intervention is needed.
 When STOP RUN is specified, execution of the object program is terminated, andcontrol is returned to the system. If a STOP RUN statement appears in a sequenceof imperative statements within a sentence, it must be the last or only statement inthe sequence.
 The STOP RUN statement closes all files defined in any of the programscomprising the run unit.
 For use of the STOP RUN statement in calling and called programs, see the tablebelow.
 Terminationstatement
 Main program Subprogram
 STOP RUN Return to calling program. (Canbe the system and cause theapplication to end.)
 Return directly to the program thatcalled the main program. (Can bethe system and cause theapplication to end.)
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None of the identifiers in a STRING statement can be windowed date fields.
 identifier-1 through identifier-3Can be DBCS data items. If one of these identifiers is a DBCS item, then all ofthem, and all literals, must be DBCS items. Cannot be external floating-pointitems.
 literal-1 and literal-2Can be DBCS literals. If one of these is a DBCS literal, then all of them mustbe DBCS literals, and identifier-1 through identifier-3 must be DBCS items.
 SPACE is the only figurative constant allowed for DBCS items.
 STRING statement
 STRING statement
 The STRING statement strings together the partial or complete contents of two ormore data items or literals into one single data item.
 One STRING statement can be written instead of a series of MOVE statements.
 Format ┌ ┐───────────────────────────────────────────────────────────── │ │┌ ┐────────────────────��──STRING─ ───/ ┴ ───/ ┴──┬ ┬─identifier-1─ ─DELIMITED─ ──┬ ┬──── ──┬ ┬─identifier-2─ ──� └ ┘─literal-1──── └ ┘─BY─ ├ ┤─literal-2──── └ ┘─SIZE─────────
 �──INTO──identifier-3─ ──┬ ┬───────────────────────────────── ─────────────────� └ ┘ ──┬ ┬────── ─POINTER──identifier-4─ └ ┘─WITH─
 �─ ──┬ ┬────────────────────────────────────────── ────────────────────────────� └ ┘ ──┬ ┬──── ─OVERFLOW──imperative-statement-1─ └ ┘─ON─
 �─ ──┬ ┬─────────────────────────────────────────────── ──┬ ┬──────────── ──────�� └ ┘ ─NOT─ ──┬ ┬──── ─OVERFLOW──imperative-statement-2─ └ ┘─END-STRING─ └ ┘─ON─
 All identifiers (except identifier-4, the POINTER item) must have USAGEDISPLAY, explicitly or implicitly.
 identifier-1Represents the sending field(s).
 When the sending field or any of the delimiters is an elementary numeric item,it must be described as an integer, and its PICTURE character-string must notcontain the symbol P.
 literal-1Represents the sending field(s).
 All literals must be nonnumeric literals; each can be any figurative constant exceptthe ALL literal. When a figurative constant is specified, it is considered a1-character nonnumeric literal.
 DELIMITED BY phrase
 The DELIMITED BY phrase sets the limits of the string.
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or external floating-point itemAs an IBM extension,
 identifier-3 can be reference-modified.
 When identifier-3 (the receiving field) is a DBCS data item, identifier-4indicates the relative DBCS character position (not the relative byte position) inthe receiving field.
 STRING statement
 identifier-2, literal-2Are delimiters; that is, character(s) that delimit the data to be transferred.
 If identifier-1 or identifier-2 occupies the same storage area as identifier-3 oridentifier-4, undefined results will occur, even if the identifiers are defined bythe same data description entry.
 When a figurative constant is specified, it is considered a 1-characternonnumeric literal.
 SIZETransfers the complete sending area.
 INTO phrase
 identifier-3Represents the receiving field.
 It must not represent an edited data item andmust not be described with the JUSTIFIED clause.
 If identifier-3 and identifier-4 occupy the same storage area, undefined resultswill occur, even if the identifiers are defined by the same data descriptionentry.
 POINTER phrase
 identifier-4Represents the pointer field, which points to a character position in thereceiving field.
 It must be an elementary integer data item large enough to contain a valueequal to the length of the receiving area plus 1. The pointer field must notcontain the symbol P in its PICTURE character-string.
 ON OVERFLOW phrases
 imperative-statement-1Executed when the pointer value (explicit or implicit):
 � Is less than 1� Exceeds a value equal to the length of the receiving field.
 When either of the above conditions occurs, an overflow condition exists, andno more data is transferred. Then the STRING operation is terminated, theNOT ON OVERFLOW phrase, if specified, is ignored, and control istransferred to the end of the STRING statement or, if the ON OVERFLOWphrase is specified, to imperative-statement-1.
 If control is transferred to imperative-statement-1, execution continuesaccording to the rules for each statement specified in imperative-statement-1.If a procedure branching or conditional statement that causes explicit transferof control is executed, control is transferred according to the rules for that
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STRING statement
 statement; otherwise, upon completion of the execution ofimperative-statement-1, control is transferred to the end of the STRINGstatement.
 If at the time of execution of a STRING statement, conditions that would causean overflow condition are not encountered, then after completion of thetransfer of data, the ON OVERFLOW phrase, if specified, is ignored. Controlis then transferred to the end of the STRING statement, or if the NOT ONOVERFLOW phrase is specified, to imperative-statement-2.
 If control is transferred to imperative-statement-2, execution continuesaccording to the rules for each statement specified in imperative-statement-2.If a procedure branching or conditional statement that causes explicit transferof control is executed, control is transferred according to the rules for thatstatement. Otherwise, upon completion of the execution ofimperative-statement-2, control is transferred to the end of the STRINGstatement.
 END-STRING phrase
 This explicit scope terminator serves to delimit the scope of the STRING statement.END-STRING permits a conditional STRING statement to be nested in anotherconditional statement. END-STRING can also be used with an imperative STRINGstatement.
 For more information, see “Delimited scope statements” on page 237.
 Data flow
 When the STRING statement is executed, data is transferred from the sendingfields to the receiving field. The order in which sending fields are processed is theorder in which they are specified. The following rules apply:� Characters from the sending fields are transferred to the receiving field,
 according to the rules for alphanumeric to alphanumeric elementary moves,except that no space filling is provided (see “MOVE statement” on page 320).
 � When DELIMITED BY identifier/literal is specified, the contents of eachsending item are transferred, character-by-character, beginning with theleftmost character and continuing until either:— A delimiter for this sending field is reached (the delimiter itself is not
 transferred), or— The rightmost character of this sending field has been transferred.
 � When DELIMITED BY SIZE identifier is specified, each entire sending field istransferred to the receiving field.
 � When the receiving field is filled, or when all the sending fields have beenprocessed, the operation is ended.
 � When the POINTER phrase is specified, an explicit pointer field is available tothe COBOL user to control placement of data in the receiving field. The usermust set the explicit pointer's initial value, which must not be less than 1 andnot more than the character count of the receiving field. (Note that the pointerfield must be defined as a field large enough to contain a value equal to thelength of the receiving field plus 1; this precludes arithmetic overflow whenthe system updates the pointer at the end of the transfer.)
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STRING statement
 � When the POINTER phrase is not specified, no pointer is available to the user.However, a conceptual implicit pointer with an initial value of 1 is used by thesystem.
 � Conceptually, when the STRING statement is executed, the initial pointer value(explicit or implicit) is the first character position within the receiving field intowhich data is to be transferred. Beginning at that position, data is thenpositioned, character-by-character, from left to right. After each character ispositioned, the explicit or implicit pointer is increased by 1. The value in thepointer field is changed only in this manner. At the end of processing, thepointer value always indicates a value equal to one character beyond the lastcharacter transferred into the receiving field.
 Note: Subscript, reference modification, variable-length or variable locationcalculations, and function evaluations are performed only once, at the beginning ofthe execution of the STRING statement. Therefore, if identifier-3 or identifier-4 isused as a subscript, reference-modifier, or function argument in the STRINGstatement, or affects the length or location of any of the identifiers in the STRINGstatement, these values are determined at the beginning of the STRING statement,and are not affected by any results of the STRING statement.
 After STRING statement execution is completed, only that part of the receivingfield into which data was transferred is changed. The rest of the receiving fieldcontains the data that was present before this execution of the STRING statement.
 When the following STRING statement is executed, the results obtained will belike those illustrated in Figure 18.
 STRING ID-1 ID-2 DELIMITED BY ID-3ID-4 ID-5 DELIMITED BY SIZE
 INTO ID-7 WITH POINTER ID-8END-STRING
 Figure 18. STRING statement execution results
 382 COBOL Language Reference

Page 395
                        

SUBTRACT statement
 SUBTRACT statement
 The SUBTRACT statement subtracts one numeric item, or the sum of two or morenumeric items, from one or more numeric items, and stores the result.
 Format 1 ┌ ┐──────────────────── ┌ ┐─────────────────────────────��──SUBTRACT─ ───/ ┴──┬ ┬─identifier-1─ ─FROM─ ───/ ┴ ─identifier-2─ ──┬ ┬───────── ────� └ ┘─literal-1──── └ ┘─ROUNDED─
 �─ ──┬ ┬──────────────────────────────────────────── ──────────────────────────� └ ┘ ──┬ ┬──── ─SIZE ERROR──imperative-statement-1─ └ ┘─ON─
 �─ ──┬ ┬───────────────────────────────────────────────── ──┬ ┬────────────── ──�� └ ┘ ─NOT─ ──┬ ┬──── ─SIZE ERROR──imperative-statement-2─ └ ┘─END-SUBTRACT─ └ ┘─ON─
 All identifiers or literals preceding the key word FROM are added together andthis sum is subtracted from and stored immediately in identifier-2. This process isrepeated for each successive occurrence of identifier-2, in the left-to-right order inwhich identifier-2 is specified.
 Format 2 ┌ ┐────────────────────��──SUBTRACT─ ───/ ┴──┬ ┬─identifier-1─ ─FROM─ ──┬ ┬─identifier-2─ ─────────────────� └ ┘─literal-1──── └ ┘─literal-2────
 ┌ ┐─────────────────────────────�─ ─GIVING─ ───/ ┴ ─identifier-3─ ──┬ ┬───────── ───────────────────────────────────� └ ┘─ROUNDED─
 �─ ──┬ ┬──────────────────────────────────────────── ──────────────────────────� └ ┘ ──┬ ┬──── ─SIZE ERROR──imperative-statement-1─ └ ┘─ON─
 �─ ──┬ ┬───────────────────────────────────────────────── ──┬ ┬────────────── ──�� └ ┘ ─NOT─ ──┬ ┬──── ─SIZE ERROR──imperative-statement-2─ └ ┘─END-SUBTRACT─ └ ┘─ON─
 All identifiers or literals preceding the key word FROM are added together andthis sum is subtracted from identifier-2 or literal-2. The result of the subtraction isstored as the new value of each data item referenced by identifier-3.
 Format 3��──SUBTRACT─ ──┬ ┬─CORRESPONDING─ ─identifier-1──FROM─────────────────────────� └ ┘─CORR──────────
 �─ ─identifier-2─ ──┬ ┬───────── ───────────────────────────────────────────────� └ ┘─ROUNDED─
 �─ ──┬ ┬──────────────────────────────────────────── ──────────────────────────� └ ┘ ──┬ ┬──── ─SIZE ERROR──imperative-statement-1─ └ ┘─ON─
 �─ ──┬ ┬───────────────────────────────────────────────── ──┬ ┬────────────── ──�� └ ┘ ─NOT─ ──┬ ┬──── ─SIZE ERROR──imperative-statement-2─ └ ┘─END-SUBTRACT─ └ ┘─ON─
 Elementary data items within identifier-1 are subtracted from, and the results arestored in, the corresponding elementary data items within identifier-2.
 The composite of operands must not contain more than 18 digits.
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As an IBM extension, the composite of operands can contain more than 18 digits.
 The following restrictions apply to date fields:
 � In format 1, identifier-1 can specify at most one date field. If identifier-1specifies a date field, then every instance of identifier-2 must specify a datefield that is compatible with the date field specified by identifier-1. Ifidentifier-1 does not specify a date field, then identifier-2 can specify oneor more date fields, with no restriction on their DATE FORMAT clauses.
 � In format 2, identifier-1 and identifier-2 can each specify at most one datefield. If identifier-1 specifies a date field, then the FROM identifier-2 mustbe a date field that is compatible with the date field specified byidentifier-1. Identifier-3 can specify one or more date fields. If identifier-2specifies a date field and identifier-1 does not, then every instance ofidentifier-3 must specify a date field that is compatible with the date fieldspecified by identifier-2.
 � In format 3, if an item within identifier-1 is a date field, then thecorresponding item within identifier-2 must be a compatible date field.
 � A year-last date field is allowed in a SUBTRACT statement only asidentifier-1 and when the result of the subtraction is a non-date.
 There are two steps to determining the result of a SUBTRACT statement thatinvolves one or more date fields:
 1. Subtraction: determine the result of the subtraction operation, as describedunder “Subtraction involving date fields” on page 212.
 2. Storage: determine how the result is stored in the receiving field. (Informats 1 and 3, the receiving field is identifier-2; in format 3, the receivingfield is the GIVING identifier-3.) For details, see “Storing arithmeticresults that involve date fields” on page 213.
 Floating-point data items and literals can be used anywhere numeric data itemsand literals can be specified.
 SUBTRACT statement
 || For more information on arithmetic intermediate results, see the IBM COBOL| Programming Guide for your platform.
 For all formats:
 identifierIn format 1, must name an elementary numeric item.
 In format 2, must name an elementary numeric item, unless the identifierfollows the word GIVING. Each identifier following the word GIVING mustname a numeric or numeric-edited elementary item.
 In format 3, must name a group item.
 literalMust be a numeric literal.
 ROUNDED phrase
 For information on the ROUNDED phrase, and for operand considerations, see“ROUNDED phrase” on page 239.
 384 COBOL Language Reference

Page 397
                        

SUBTRACT statement
 SIZE ERROR phrases
 For information on the SIZE ERROR phrases, and for operand considerations, see“SIZE ERROR phrases” on page 240.
 CORRESPONDING phrase (format 3)
 See “CORRESPONDING phrase” on page 238.
 END-SUBTRACT phrase
 This explicit scope terminator serves to delimit the scope of the SUBTRACTstatement. END-SUBTRACT permits a conditional SUBTRACT statement to benested in another conditional statement. END-SUBTRACT can also be used withan imperative SUBTRACT statement.
 For more information, see “Delimited scope statements” on page 237.
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None of the identifiers in an UNSTRING statement can be windowed date fields.
 As an IBM extension, identifier-1 can be reference-modified. It can be analphanumeric-edited or an alphabetic data item. It can also be a DBCS dataitem.
 UNSTRING statement
 UNSTRING statement
 The UNSTRING statement causes contiguous data in a sending field to beseparated and placed into multiple receiving fields.
 Format ��──UNSTRING──identifier-1─────────────────────────────────────────────────────────────────────────�
 �─ ──┬ ┬───────────────────────────────────────────────────────────────────────────────────── ────────� └ ┘ ─DELIMITED─ ──┬ ┬──── ──┬ ┬───── ──┬ ┬─identifier-2─ ──┬ ┬─────────────────────────────────── └ ┘─BY─ └ ┘─ALL─ └ ┘─literal-1──── │ │┌ ┐───────────────────────────────── └ ┘ ───/ ┴ ─OR─ ──┬ ┬───── ──┬ ┬─identifier-3─ └ ┘─ALL─ └ ┘─literal-2────
 ┌ ┐──────────────────────────────────────────────────────────────────────────────────────�──INTO─ ───/ ┴ ─identifier-4─ ──┬ ┬───────────────────────────────── ──┬ ┬───────────────────────────── ───� └ ┘ ─DELIMITER─ ──┬ ┬──── ─identifier-5─ └ ┘ ─COUNT─ ──┬ ┬──── ─identifier-6─ └ ┘─IN─ └ ┘─IN─
 �─ ──┬ ┬───────────────────────────────── ──┬ ┬──────────────────────────────── ────────────────────────� └ ┘ ──┬ ┬────── ─POINTER──identifier-7─ └ ┘ ─TALLYING─ ──┬ ┬──── ─identifier-8─ └ ┘─WITH─ └ ┘─IN─
 �─ ──┬ ┬────────────────────────────────────────── ───────────────────────────────────────────────────� └ ┘ ──┬ ┬──── ─OVERFLOW──imperative-statement-1─ └ ┘─ON─
 �─ ──┬ ┬─────────────────────────────────────────────── ──┬ ┬────────────── ───────────────────────────�� └ ┘ ─NOT─ ──┬ ┬──── ─OVERFLOW──imperative-statement-2─ └ ┘─END-UNSTRING─ └ ┘─ON─
 identifier-1Represents the sending field. Data is transferred from this field to the datareceiving fields (identifier-4).
 It must be an alphanumeric data item.
 One UNSTRING statement can take the place of a series of MOVE statements,except that evaluation or calculation of certain elements is performed only once, atthe beginning of the execution of the UNSTRING statement. For moreinformation, see “Values at the end of execution of the UNSTRING statement” onpage 391.
 The rules for moving an alphanumeric elementary item are the same as those forthe MOVE statement (see “MOVE statement” on page 320).
 DELIMITED BY phrase
 This phrase specifies delimiters within the data that control the data transfer.
 If the DELIMITED BY phrase is not specified, the DELIMITER IN and COUNT INphrases must not be specified.
 identifier-2identifier-3
 Each represents one delimiter.
 Each can be either of the following:
 � An alphanumeric data item
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� A DBCS data item
 If any are DBCS items, then all must be DBCS items. Figurative constantsSPACE and SPACES are allowed for DBCS items.
 � A DBCS literal
 If any are DBCS literals, all must be DBCS literals. Figurative constantsSPACE and SPACES are allowed for DBCS literals.
 or DBCS
 UNSTRING statement
 literal-1literal-2
 Each represents one delimiter.
 Each can either of the following:
 � A nonnumeric literal
 Each can be any figurative constant except the ALL literal. When a figurativeconstant is specified, it is considered to be a 1-character nonnumeric literal.
 ALLOne or more contiguous occurrences of any delimiters are treated as if theywere only one occurrence; this one occurrence is moved to the delimiterreceiving field (identifier-5), if specified. The delimiting characters in thesending field are treated as an elementary alphanumeric item and aremoved into the current delimiter receiving field, according to the rules of theMOVE statement.
 When DELIMITED BY ALL is not specified, and two or more contiguousoccurrences of any delimiter are encountered, the current data receiving field(identifier-4) is filled with spaces or zeros, according to the description of thedata receiving field.
 Delimiter with two or more characters
 A delimiter that contains two or more characters is recognized as a delimiter onlyif the delimiting characters are both of the following:� Contiguous� In the sequence specified in the sending field
 Two or more delimiters
 When two or more delimiters are specified, an OR condition exists, and eachnon-overlapping occurrence of any one of the delimiters is recognized in thesending field in the sequence specified.
 For example:
 DELIMITED BY "AB" or "BC"
 An occurrence of either AB or BC in the sending field is considered a delimiter. Anoccurrence of ABC is considered an occurrence of AB.
 INTO phrase
 This phrase specifies the fields where the data is to be moved.
 Part 6. Procedure Division 387

Page 400
                        

� DBCS
 Identifier-4 cannot be defined as a floating-point item.
 � A DBCS data item
 When identifier-1 (the sending field) is a DBCS data item, identifier-6indicates the number of DBCS characters (not the number of bytes)examined in the sending field.
 UNSTRING statement
 identifier-4Represents the data receiving fields.
 Each must have USAGE DISPLAY. These fields can be defined as any of thefollowing:
 � Alphabetic� Alphanumeric� Numeric (without the symbol P in the PICTURE string)—must not be
 defined as an alphanumeric-edited item or a numeric-edited item.
 DELIMITER INIf the DELIMITED BY phrase is not specified, the DELIMITER IN phrase mustnot be specified.
 identifier-5Represents the delimiter receiving fields. It can be:
 � Alphanumeric
 COUNT INIf the DELIMITED BY phrase is not specified, the COUNT IN phrase must notbe specified.
 identifier-6Is the data-count field for each data transfer. Each field holds the count ofexamined characters in the sending field, terminated by the delimiters orthe end of the sending field, for the move to this receiving field; thedelimiters are not included in this count.
 Identifier-6 must be an integer data item defined without the symbol P inthe PICTURE string.
 POINTER phrase
 When the POINTER phrase is specified, the value of the pointer field behaves as ifit were increased by 1 for each examined character in the sending field. Whenexecution of the UNSTRING statement is completed, the pointer field contains avalue equal to its initial value, plus the number of characters examined in thesending field.
 When this phrase is specified, the user must initialize identifier-7 before executionof the UNSTRING statement begins.
 identifier-7Is the pointer field. This field contains a value that indicates a relativeposition in the sending field.
 Identifier-7 must be an integer data item defined without the symbol P in thePICTURE string.
 It must be described as a data item of sufficient size to contain a value equal to1 plus the size of the data item referenced by identifier-1.
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When identifier-1 (the sending field) is a DBCS data item, identifier-7 indicatesthe relative DBCS character position (not the relative byte position) in thesending field.
 UNSTRING statement
 TALLYING IN phrase
 When the TALLYING phrase is specified, the field-count field contains (at the endof execution of the UNSTRING statement) a value equal to the initial value, plusthe number of data receiving areas acted upon.
 When this phrase is specified, the user must initialize identifier-8 before executionof the UNSTRING statement begins.
 identifier-8Is the field-count field. This field is increased by the number of datareceiving fields acted upon in this execution of the UNSTRING statement.
 It must be an integer data item defined without the symbol P in the PICTUREstring.
 ON OVERFLOW phrases
 An overflow condition exists when:� The pointer value (explicit or implicit) is less than 1.� The pointer value (explicit or implicit) exceeds a value equal to the length of
 the sending field.� All data receiving fields have been acted upon, and the sending field still
 contains unexamined characters.
 When an overflow condition occurs
 An overflow condition results in the following:1. No more data is transferred.2. The UNSTRING operation is terminated.3. The NOT ON OVERFLOW phrase, if specified, is ignored.4. Control is transferred to the end of the UNSTRING statement or, if the ON
 OVERFLOW phrase is specified, to imperative-statement-1.
 imperative-statement-1Statement or statements for dealing with an overflow condition.
 If control is transferred to imperative-statement-1, execution continuesaccording to the rules for each statement specified in imperative- statement-1.If a procedure branching or conditional statement that causes explicit transferof control is executed, control is transferred according to the rules for thatstatement. Otherwise, upon completion of the execution ofimperative-statement-1, control is transferred to the end of the UNSTRINGstatement.
 When an overflow condition does not occur
 When, during execution of an UNSTRING statement, conditions that would causean overflow condition are not encountered, then:1. The transfer of data is completed.2. The ON OVERFLOW phrase, if specified, is ignored.
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UNSTRING statement
 3. Control is transferred to the end of the UNSTRING statement or, if the NOTON OVERFLOW phrase is specified, to imperative-statement-2.
 imperative-statement-2Statement or statements for dealing with an overflow condition that does notoccur.
 If control is transferred to imperative-statement-2, execution continuesaccording to the rules for each statement specified in imperative- statement-2.If a procedure branching or conditional statement that causes explicit transferof control is executed, control is transferred according to the rules for thatstatement. Otherwise, upon completion of the execution ofimperative-statement-2, control is transferred to the end of the UNSTRINGstatement.
 END-UNSTRING phrase
 This explicit scope terminator serves to delimit the scope of the UNSTRINGstatement. END-UNSTRING permits a conditional UNSTRING statement to benested in another conditional statement. END-UNSTRING can also be used withan imperative UNSTRING statement.
 For more information, see “Delimited scope statements” on page 237.
 Data flow
 When the UNSTRING statement is initiated, data is transferred from the sendingfield to the current data receiving field, according to the following rules:
 Stage 1: Examine
 1. If the POINTER phrase is specified, the field is examined, beginning at therelative character position specified by the value in the pointer field.
 If the POINTER phrase is not specified, the sending field character-string isexamined, beginning with the leftmost character.
 2. If the DELIMITED BY phrase is specified, the examination proceeds from leftto right, character-by-character, until a delimiter is encountered. If the end ofthe sending field is reached before a delimiter is found, the examination endswith the last character in the sending field. If there are more receiving fields,the next one is selected; otherwise, an overflow condition occurs.
 If the DELIMITED BY phrase is not specified, the number of charactersexamined is equal to the size of the current data receiving field, whichdepends on its data category, as shown in Table 40 on page 304.
 Table 49 (Page 1 of 2). Characters examined when DELIMITED BY is not specified
 IF the receiving field is...THEN the number of characters examinedis...
 alphanumeric or alphabetic equal to the number of characters in thecurrent receiving field
 numeric equal to the number of characters in integerportion of the current receiving field
 described with the SIGN IS SEPARATEclause
 1 less than the size of the current receivingfield
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UNSTRING statement
 Stage 2: Move
 3. The examined characters (excluding any delimiter characters) are treated as analphanumeric elementary item, and are moved into the current data receivingfield, according to the rules for the MOVE statement (see “MOVE statement”on page 320).
 4. If the DELIMITER IN phrase is specified, the delimiting characters in thesending field are treated as an elementary alphanumeric item and are movedto the current delimiter receiving field, according to the rules for the MOVEstatement. If the delimiting condition is the end of the sending field, thecurrent delimiter receiving field is filled with spaces.
 5. If the COUNT IN phrase is specified, a value equal to the number of examinedcharacters (excluding any delimiters) is moved into the data count field,according to the rules for an elementary move.
 Stage 3: Successive Iterations
 6. If the DELIMITED BY phrase is specified, the sending field is furtherexamined, beginning with the first character to the right of the delimiter.
 If the DELIMITED BY phrase is not specified, the sending field is furtherexamined, beginning with the first character to the right of the last characterexamined.
 7. For each succeeding data receiving field, this process of examining and movingis repeated until either of the following occurs:� All the characters in the sending field have been transferred.� There are no more unfilled data receiving fields.
 Values at the end of execution of the UNSTRING statement
 The following operations are performed only once, at the beginning of theexecution of the UNSTRING statement:� Calculations of subscripts, reference modifications, variable-lengths, variable
 locations� Evaluations of functions
 Therefore, if identifier-4, identifier-5, identifier-6, identifier-7, or identifier-8 is usedas a subscript, reference-modifier, or function argument in the UNSTRINGstatement, or affects the length or location of any of the identifiers in theUNSTRING statement, then these values are determined at the beginning of theUNSTRING statement, and are not affected by any results of the UNSTRINGstatement.
 Table 49 (Page 2 of 2). Characters examined when DELIMITED BY is not specified
 IF the receiving field is...THEN the number of characters examinedis...
 described as a variable-length data item determined by the size of the currentreceiving field at the beginning of theUNSTRING operation
 Example of the UNSTRING statement
 Figure 19 shows the execution results for an example of the UNSTRING statement.
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UNSTRING statement
 Figure 19. Results of UNSTRING statement execution
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INVALID imperative-statement-1 NOT INVALID imperative-statement-2KEY KEY
 Format 3—line-sequential files��──WRITE──record-name-1─ ──┬ ┬──────────────────── ──────────────────────────────────────────────────� └ ┘ ─FROM──identifier-1─
 �─ ─── ─ ──┬ ┬─────────────────────────────────────────────────────────── ──┬ ┬─────────── ──────────────�� └ ┘ ─── ──AFTER─ ──┬ ┬─────────── ──┬ ┬ ──┬ ┬─identifier-2─ ──┬ ┬─────── └ ┘─END-WRITE─ └ ┘─ADVANCING─ │ │└ ┘─integer-1──── ├ ┤─LINE── │ │└ ┘─LINES─ └ ┘─PAGE────────────────────────
 If record-name-1 is defined as a DBCS data item, Identifier-1 must be a DBCSdata item.
 For relative files, as an IBM extension, the number of character positions in therecord-name can be different from the number of character positions in therecord being replaced.
 WRITE statement
 WRITE statement
 The WRITE statement releases a logical record for an output or input/output file.
 When the WRITE statement is executed:� The associated sequential file must be open in OUTPUT or EXTEND mode.� The associated indexed or relative file must be open in OUTPUT, I-O, or
 EXTEND mode.Format 1—sequential files
 ��──WRITE──record-name-1─ ──┬ ┬────────────────────── ────────────────────────────────────────────────────────────� └ ┘─FROM──identifier-1───(1)
 �─ ──┬ ┬──┬ ┬──────────────────────────────────────────────────────────── ─┤ phrase 1 ├─────────────────── ─────────� │ │└ ┘ ──┬ ┬─BEFORE─ ──┬ ┬─────────── ──┬ ┬ ──┬ ┬─identifier-2─ ──┬ ┬─────── │ │└ ┘─AFTER── └ ┘─ADVANCING─ │ │└ ┘─integer-1──── ├ ┤─LINE── │ ││ │└ ┘─LINES─ │ │├ ┤─mnemonic-name-1───────────── │ │└ ┘─PAGE──────────────────────── └ ┘ ──┬ ┬────────────────────────────────────────── ──┬ ┬────────────────────────────────────────────── └ ┘ ─ ─ ──┬ ┬───── ─ ─ └ ┘ ─ ─ ──┬ ┬───── ─ ─ └ ┘─ ─ └ ┘─ ─
 �─ ──┬ ┬─────────── ─────────────────────────────────────────────────────────────────────────────────────────────�� └ ┘─END-WRITE─
 phrase 1├─ ──┬ ┬───────────────────────────────────────────────── ────────────────────────────────────────────────────────� └ ┘ ──┬ ┬──── ──┬ ┬─END-OF-PAGE─ ─imperative-statement-3─ └ ┘─AT─ └ ┘─EOP─────────
 �─ ──┬ ┬────────────────────────────────────────────────────── ───────────────────────────────────────────────────┤ └ ┘ ─NOT─ ──┬ ┬──── ──┬ ┬─END-OF-PAGE─ ─imperative-statement-4─ └ ┘─AT─ └ ┘─EOP─────────
 Note:1 The BEFORE, AFTER, INVALID KEY, and AT END OF PAGE phrases are not valid for STL
 files, or OS/390 and VM VSAM files.
 Format 2—indexed and relative files��──WRITE──record-name-1─ ──┬ ┬──────────────────── ──┬ ┬────────────────────────────────────────── ────� └ ┘ ─FROM──identifier-1─ └ ┘ ─INVALID─ ──┬ ┬───── ─imperative-statement-1─ └ ┘─KEY─
 �─ ──┬ ┬────────────────────────────────────────────── ──┬ ┬─────────── ───────────────────────────────�� └ ┘ ─NOT INVALID─ ──┬ ┬───── ─imperative-statement-2─ └ ┘─END-WRITE─ └ ┘─KEY─
 record-name-1Must be defined in a Data Division FD entry. Record-name-1 can be qualified.It must not be associated with a sort or merge file.
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� A floating-point data item or a DBCS data item
 As an IBM extension, you can specify the ADVANCING PAGE andEND-OF-PAGE phrases in a single WRITE statement.
 Identifier-2 cannot name a windowed date field.
 WRITE statement
 FROM phraseThe result of the execution of the WRITE statement with the FROM identifier-1phrase is equivalent to the execution of the following statements in the orderspecified:
 MOVE identifier-1 TO record-name-1.WRITE record-name-1.
 The MOVE is performed according to the rules for the MOVE statementwithout the CORRESPONDING phrase.
 identifier-1Identifier-1 can be any of the following:
 � The name of an entry in the Working-Storage Section or the LINKAGESECTION
 � The name of a record description for another previously opened file� The name of an alphanumeric function identifier
 Identifier-1 and record-name-1 must not refer to the same storage area.
 After the WRITE statement is executed, the information is still available inidentifier-1. (See “INTO/FROM Identifier Phrase” under “Common processingfacilities” on page 244.)
 identifier-2Must be an integer data item.
 ADVANCING phrase
 The ADVANCING phrase controls positioning of the output record on the page.
 Under AIX and Windows, when using WRITE ADVANCING withenvironment names C01-C012 or S01-S05, one line is advanced.
 Under OS/390, the BEFORE and AFTER phrases are not supported forVSAM files. QSAM files are sequentially organized. The ADVANCING andEND-OF-PAGE phrases control the vertical positioning of each line on a printedpage.
 If the printed page is held on an intermediate device (a disk, for example), theformat can appear different than the expected output when it is edited or browsed.
 ADVANCING phrase rules
 When the ADVANCING phrase is specified, the following rules apply:1. When BEFORE ADVANCING is specified, the line is printed before the page is
 advanced.2. When AFTER ADVANCING is specified, the page is advanced before the line
 is printed.3. When identifier-2 is specified, the page is advanced the number of lines equal
 to the current value in identifier-2. Identifier-2 must name an elementaryinteger data item.
 4. When integer is specified, the page is advanced the number of lines equal tothe value of integer.
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The mnemonic-name phrase can also be specified for stacker selection with acard punch file. When using stacker selection, WRITE AFTER ADVANCINGmust be used.
 Note: If you use the ADV compiler option, the compiler adds 1 byteto the record length in order to allow for the control character. If in your recorddefinition you already reserve the first byte for the control character, you shoulduse the NOADV option. For files defined with the LINAGE clause, the NOADVoption has no effect. The compiler processes these files as if the ADV option werespecified.
 WRITE statement
 5. Integer or the value in identifier-2 can be zero.6. When PAGE is specified, the record is printed on the logical page BEFORE or
 AFTER (depending on the phrase used) the device is positioned to the nextlogical page. If PAGE has no meaning for the device used, then BEFORE orAFTER (depending on the phrase specified) ADVANCING 1 LINE is provided.
 If the FD entry contains a LINAGE clause, the repositioning is to the firstprintable line of the next page, as specified in that clause. If the LINAGEclause is omitted, the repositioning is to line 1 of the next succeeding page.
 7. When mnemonic-name is specified, a skip to channels 1 through12, or space suppression, takes place. Mnemonic-name must be equated withenvironment-name-1 in the SPECIAL-NAMES paragraph.
 The ADVANCING phrase of the WRITE statement, or the presence of a LINAGEclause on the file, causes a carriage control character to be generated in the recordthat is written. If the corresponding file connector is EXTERNAL, all fileconnectors within the run unit must be defined such that carriage controlcharacters will be generated for records that are written. That is, if all the fileshave a LINAGE clause, some of the programs can use the WRITE statement withthe ADVANCING phrase and other programs can use the WRITE statementwithout the ADVANCING phrase. However, if none of the files has a LINAGEclause, then if any of the programs use the WRITE statement with theADVANCING phrase, all of the programs in the run unit that have a WRITEstatement must use the WRITE statement with the ADVANCING phrase.
 When the ADVANCING phrase is omitted, automatic line advancing is provided,as if AFTER ADVANCING 1 LINE had been specified.
 LINAGE-COUNTER rules
 If the LINAGE clause is specified for this file, the associated LINAGE-COUNTERspecial register is modified during the execution of the WRITE statement,according to the following rules:
 1. If ADVANCING PAGE is specified, LINAGE-COUNTER is reset to 1.
 2. If ADVANCING identifier-2 or integer is specified, LINAGE-COUNTER isincreased by the value in identifier-2 or integer.
 3. If the ADVANCING phrase is omitted, LINAGE-COUNTER is increased by 1.
 4. When the device is repositioned to the first available line of a new page,LINAGE-COUNTER is reset to 1.
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As an IBM extension, you can specify both the ADVANCING PAGE andEND-OF-PAGE phrases in a single WRITE statement.
 WRITE statement
 END-OF-PAGE phrases
 Under OS/390, the AT END-OF-PAGE phrase is not supported forVSAM files.
 When END-OF-PAGE is specified, and the logical end of the printed page isreached during execution of the WRITE statement, the END-OF-PAGEimperative-statement is executed. When the END-OF-PAGE phrase is specified,the FD entry for this file must contain a LINAGE clause.
 The logical end of the printed page is specified in the associated LINAGE clause.
 An END-OF-PAGE condition is reached when execution of a WRITEEND-OF-PAGE statement causes printing or spacing within the footing area of apage body. This occurs when execution of such a WRITE statement causes thevalue in the LINAGE-COUNTER special register to equal or exceed the valuespecified in the WITH FOOTING phrase of the LINAGE clause. The WRITEstatement is executed, and then the END-OF-PAGE imperative-statement isexecuted.
 An automatic page overflow condition is reached whenever the execution of anygiven WRITE statement (with or without the END-OF-PAGE phrase) cannot becompletely executed within the current page body. This occurs when a WRITEstatement, if executed, would cause the value in the LINAGE-COUNTER to exceedthe number of lines for the page body specified in the LINAGE clause. In thiscase, the line is printed BEFORE or AFTER (depending on the option specified) thedevice is repositioned to the first printable line on the next logical page, asspecified in the LINAGE clause. If the END-OF-PAGE phrase is specified, theEND-OF-PAGE imperative-statement is then executed.
 If the WITH FOOTING phrase of the LINAGE clause is not specified, theautomatic page overflow condition exists because no end-of-page condition (asdistinct from the page overflow condition) can be detected.
 If the WITH FOOTING phrase is specified, but the execution of a given WRITEstatement would cause the LINAGE-COUNTER to exceed both the footing valueand the page body value specified in the LINAGE clause, then both theend-of-page condition and the automatic page overflow condition occursimultaneously.
 The key words END-OF-PAGE and EOP are equivalent.
 INVALID KEY phrases
 Under OS/390, the INVALID KEY phrase is not supported for VSAMsequential files.
 An invalid key condition is caused by the following:� For sequential files:
 — An attempt is made to write beyond the externally defined boundary ofthe file.
 � For indexed files:— An attempt is made to write beyond the externally defined boundary of
 the file.
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As an IBM extension, you can omit both the INVALID KEY phrase and theEXCEPTION/ERROR procedure.
 WRITE statement
 — ACCESS SEQUENTIAL is specified and the file is opened OUTPUT, andthe value of the prime record key is not greater than that of the previousrecord.
 — The file is opened OUTPUT or I-O and the value of the prime record keyequals that of an already existing record.
 � For relative files:— An attempt is made to write beyond the externally defined boundary of
 the file.— When the access mode is random or dynamic and the RELATIVE KEY
 data item specifies a record that already exists in the file— The number of significant digits in the relative record number is larger
 than the size of the relative key data item for the file.
 When an invalid key condition occurs:� If the INVALID KEY phrase is specified, imperative-statement-1 is executed.
 (See Table 35 on page 244).� Otherwise, the WRITE statement is unsuccessful and the contents of
 record-name are unaffected (except for OS/390 QSAM files). And, thefollowing occurs:— For sequential files—the status key, if specified, is updated and an
 EXCEPTION/ERROR condition exists.
 If an explicit or implicit EXCEPTION/ERROR procedure is specified forthe file, the procedure is executed. If no such procedure is specified, theresults are unpredictable.
 — For relative and indexed files—program execution proceeds according tothe rules described by “Invalid key condition” under “Status key” onpage 244.
 The INVALID KEY conditions that apply to a relative file in OPENOUTPUT mode also apply to one in OPEN EXTEND mode.
 � If the NOT INVALID KEY phrase is specified and a valid key condition existsat the end of the execution of the WRITE statement, control is passed toimperative-statement-4.
 END-WRITE phrase
 This explicit scope terminator serves to delimit the scope of the WRITE statement.END-WRITE permits a conditional WRITE statement to be nested in anotherconditional statement. END-WRITE can also be used with an imperative WRITEstatement.
 For more information, see “Delimited scope statements” on page 237.
 WRITE for sequential files
 The maximum record size for the file is established at the time the file is created,and cannot subsequently be changed.
 After the WRITE statement is executed, the logical record is no longer available inrecord-name-1, unless:
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If stacker selection for the punch function file is desired, you can specify theappropriate stacker function-names in the SPECIAL-NAMES paragraph, and thenissue WRITE ADVANCING statements using the associated mnemonic-names.
 WRITE statement
 � The associated file is named in a SAME RECORD AREA clause (in which case,the record is also available as a record of the other files named in the SAMERECORD AREA clause), or
 � The WRITE statement is unsuccessful because of a boundary violation.
 In either of these two cases, the logical record is still available in record-name-1.
 The file position indicator is not affected by execution of the WRITE statement.
 The number of character positions required to store the record in a file might ormight not be the same as the number of character positions defined by the logicaldescription of that record in the COBOL program. (See “PICTURE clause editing”on page 170 and “USAGE clause” on page 187.)
 If the FILE STATUS clause is specified in the File-Control entry, the associatedstatus key is updated when the WRITE statement is executed, whether or notexecution is successful.
 The WRITE statement can only be executed for a sequential file opened inOUTPUT or EXTEND mode for QSAM files.
 Multivolume files
 When end-of-volume is recognized for a multivolume OUTPUT file(tape or sequential direct-access file), the WRITE statement performs the followingoperations:� The standard ending volume label procedure� A volume switch� The standard beginning volume label procedure
 Punch function files with the IBM 3525
 When the punch function is used, the next I-O operation after the READstatement must be a WRITE statement for the punch function file.
 If you want to punch additional data into some of the cards and not into others, adummy WRITE statement must be issued for the null cards, first filling the outputarea with SPACES.
 Print function files
 After the punch function operations (if specified) are completed, youcan issue WRITE statement(s) for the print function file.
 If you wish to print additional data on some of the data cards and not on others,the WRITE statement for the null cards can be omitted. Any attempt to writebeyond the limits of the card results in abnormal termination of the application,thus, the END-OF-PAGE phrase cannot be specified.
 Depending on the capabilities of the specific IBM 3525 model in use, the print filecan be either a 2-line print file or a multiline print file. Up to 64 characters can beprinted on each line.
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WRITE statement
 � For a 2-line print file, the lines are printed on line 1 (top edge of card) and line3 (between rows 11 and 12). Line control cannot be specified. Automaticspacing is provided.
 � For a multiline print file, up to 25 lines of characters can be printed. Linecontrol can be specified. If line control is not specified, automatic spacing isprovided.
 Line control is specified by issuing WRITE AFTER ADVANCING statements forthe print function file. If line control is used for one such statement, it must beused for all other WRITE statements issued to the file. The maximum number ofprintable characters, including any space characters, is 64. Such WRITE statementsmust not specify space suppression.
 Identifier and integer have the same meanings they have for other WRITE AFTERADVANCING statements. However, such WRITE statements must not increasethe line position on the card beyond the card limit, or abnormal terminationresults.
 The mnemonic-name option of the WRITE AFTER ADVANCING statement canalso be specified. In the SPECIAL-NAMES paragraph, the environment-names canbe associated with the mnemonic-names, as follows:
 Advanced Function Printing
 When using the WRITE ADVANCING phrase with a mnemonic-nameassociated with environment-name AFP-5A, a Print Services Facility (PSF) controlcharacter is placed in the control character position of the output record. Thiscontrol character (X'5A') allows Advanced Function Printing (AFP) services tobe used. For more information, refer to the documentation for the Print ServicesFacility products: PSF/OS/390 (5695-040), PSF/VM (5684-141), or PSF/VSE(5686-040).
 Table 50. Meanings of environment-names in SPECIAL NAMES paragraph
 Environment-name Meaning
 C02 Line 3
 C03 Line 5
 C04 Line 7
 . .
 . .
 . .
 C12 Line 23
 WRITE for indexed files
 Before the WRITE statement is executed, you must set the prime record key (theRECORD KEY data item, as defined in the File-Control entry) to the desired value.(Note that RECORD KEY values must be unique within a file.)
 If the ALTERNATE RECORD KEY clause is also specified in the File-Control entry,each alternate record key must be unique, unless the DUPLICATES phrase isspecified. If the DUPLICATES phrase is specified, alternate record key valuesmight not be unique. In this case, the system stores the records so that later
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WRITE statement
 sequential access to the records allows retrieval in the same order in which theywere stored.
 When ACCESS IS SEQUENTIAL is specified in the File-Control entry, recordsmust be released in ascending order of RECORD KEY values.
 When ACCESS is RANDOM or ACCESS IS DYNAMIC is specified in theFile-Control entry, records can be released in any programmer-specified order.
 WRITE for relative files
 For OUTPUT files, the WRITE statement causes the following actions:� If ACCESS IS SEQUENTIAL is specified:
 The first record released has relative record number 1, the second recordreleased has relative record number 2, the third number 3, and so on.
 If the RELATIVE KEY is specified in the File-Control entry, the relative recordnumber of the record just released is placed in the RELATIVE KEY duringexecution of the WRITE statement.
 � If ACCESS IS RANDOM or ACCESS IS DYNAMIC is specified, the RELATIVEKEY must contain the desired relative record number for this record before theWRITE statement is issued. When the WRITE statement is executed, thisrecord is placed at the specified relative record number position in the file.
 For I-O files, either ACCESS IS RANDOM or ACCESS IS DYNAMIC must bespecified; the WRITE statement inserts new records into the file. The RELATIVEKEY must contain the desired relative record number for this record before theWRITE statement is issued. When the WRITE statement is executed, this record isplaced at the specified relative record number position in the file.
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DATE-TO-YYYYMMDDDATEVAL
 DAY-TO-YYYYDDD
 UNDATE
 YEAR-TO-YYYYYEARWINDOW
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Argument-1 cannot be a windowed date field, except inthe UNDATE intrinsic function.
 Intrinsic functions
 Intrinsic functions
 Data processing problems often require the use of values that are not directlyaccessible in the data storage associated with the object program, but instead mustbe derived through performing operations on other data. An intrinsic function is afunction that performs a mathematical, character, or logical operation, and therebyallows you to make reference to a data item whose value is derived automaticallyduring the execution of the object program.
 The functions can be grouped into six categories, based on the type of serviceperformed: mathematical, statistical, date/time, financial, character-handling, andgeneral.
 You can reference a function by specifying its name, along with any requiredarguments, in a Procedure Division statement.
 Functions are elementary data items, and return alphanumeric, numeric or integervalues. Functions cannot serve as receiving operands.
 Specifying a function
 The general format of a function-identifier is:
 Format ��──FUNCTION──function-name-1─ ──┬ ┬────────────────────── ────────────────────� │ │┌ ┐────────────── └ ┘ ─(─ ───/ ┴─argument-1─ ─)─
 �─ ──┬ ┬──────────────────── ─────────────────────────────────────────────────�� └ ┘─reference-modifier─
 function-name-1Function-name-1 must be one of the intrinsic function names.
 argument-1Argument-1 must be an identifier, literal (other than a figurative constant), orarithmetic expression.
 reference-modifierCan be specified only for functions of the category alphanumeric
 Below, we will show examples of an intrinsic function invocation for analphanumeric source statement and a numeric source statement.
 The alphanumeric source statement:
 MOVE FUNCTION UPPER-CASE("hello") TO DATA-NAME.
 replaces each lowercase letter in the argument with the corresponding uppercaseletter, resulting in the movement of HELLO into DATA-NAME.
 The numeric source statement,
 COMPUTE NUM-ITEM = FUNCTION SUM(A B C)
 Adds the values of A, B, and C and places the result in NUM-ITEM.
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Intrinsic functions
 Within a Procedure Division statement, each function-identifier is evaluated at thesame time as any reference modification or subscripting associated with anidentifier in that same position would be evaluated.
 Function definition and evaluation
 The class and characteristics of a function, and the number and types of argumentsit requires, are determined by its function definition. These characteristics include:� For some functions, the class and characteristics are determined by the
 arguments to the function� For alphanumeric functions, the size of the returned value� For numeric and integer functions, the sign of the returned value, and whether
 the function is integer� The actual value returned by the function
 The evaluation of any intrinsic function is not affected by the context in which itappears; in other words, function evaluation is not affected by operations oroperands outside the function. However, evaluation of a function can be affectedby the attributes of its arguments.
 Types of functions
 There are three types of functions:� Alphanumeric� Numeric� Integer
 Alphanumeric functions are of the class and category alphanumeric. The valuereturned has an implicit usage of DISPLAY and is in standard data formatcharacters. The number of character positions in the value returned is determinedby the function definition.
 Numeric functions are of the class and category numeric. The returned value isalways considered to have an operational sign and is a numeric intermediateresult. For more information, see the IBM COBOL Programming Guide for yourplatform.
 Integer functions are of the class and category numeric. The returned value isalways considered to have an operational sign and is an integer intermediateresult. The number of digit positions in the value returned is determined by thefunction definition. For more information, see the IBM COBOL ProgrammingGuide for your platform.
 Rules for usage
 Alphanumeric functionsAn alphanumeric function can be specified anywhere in the general formatsthat an identifier is permitted and where the rules associated with the generalformats do not specifically prohibit reference to functions, except as follows:
 � As a receiving operand of any statement� Where the rules associated with the general formats require the data item
 being referenced to have particular characteristics (such as class andcategory, usage, size, and permissible values) and the evaluation of the
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An argument cannot be a DBCS literal or data item. See “Function definitions” onpage 408 for function specific argument specifications.
 Intrinsic functions
 function according to its definition and the particular arguments specifiedwould not have these characteristics.
 A reference modification for an alphanumeric function is allowed. If referencemodification is specified for a function, the evaluation of the referencemodification takes place immediately after the evaluation of the function.
 An alphanumeric function can be referenced as an argument for a functionwhich allows an alphanumeric argument.
 Numeric functionsA numeric function can be used only where an arithmetic expression can bespecified.
 A numeric function can be referenced as an argument for a function whichallows a numeric argument.
 A numeric function cannot be used where an integer operand is required, evenif the particular reference will yield an integer value. The INTEGER orINTEGER-PART functions can be used to force the type of a numericargument to be an integer.
 Integer functionsAn integer function can be used only where an arithmetic expression can bespecified.
 An integer function can be referenced as an argument for a function whichallows an integer argument.
 Special usage notes:Identifier-2 of the CALL statement must not be a function-identifier.
 The COPY statement will allow function-identifiers of all types in theREPLACING phrase.
 Arguments
 The values returned by some functions are determined by the arguments specifiedin the function-identifier when the functions are evaluated. Some functions requireno arguments; others require a fixed number of arguments, and still others allow avariable number of arguments.
 An argument must be one of the following:� An identifier� An arithmetic expression� A function-identifier� A literal other than a figurative constant.� A special-register
 The argument to a function can be any function or an expression containing afunction, including another evaluation of the same function, whose result meetsthe category requirement for the argument.
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Floating-point literals are allowed wherever a numeric argument is allowed, and inarithmetic expressions used in functions that allow a numeric argument. They arenot allowed where an integer argument is required.
 External floating-point items are allowed wherever a numeric argument is allowed,and in arithmetic expressions used in functions that allow a numeric argument.
 External floating-point items are not allowed where an integer argument isrequired, or where an argument of alphanumeric class is allowed in a functionidentification, such as in the LOWER-CASE, REVERSE, UPPER-CASE, NUMVAL,and NUMVAL-C functions.
 Intrinsic functions
 The types of arguments are:� Alphabetic. An elementary data item of the class alphabetic or a nonnumeric
 literal containing only alphabetic characters. The content of the argument willbe used to determine the value of the function. The length of the argumentcan be used to determine the value of the function.
 � Alphanumeric. A data item of the class alphabetic or alphanumeric or anonnumeric literal. The content of the argument will be used to determine thevalue of the function. The length of the argument can be used to determinethe value of the function.
 � Integer. An arithmetic expression that will always result in an integer value.The value of this expression, including its sign, is used to determine the valueof the function.
 � Numeric. An arithmetic expression, whose value, including its sign, is used todetermine the value of the function.
 Some functions place constraints on their arguments, such as the range of valuesacceptable. If the values assigned as arguments for a function do not comply withspecified constraints, the returned value is undefined.
 If a nested function is used as an argument, the evaluation of its arguments willnot be affected by the arguments in the outer function.
 Only those arguments at the same function level interact with each other. Thisinteraction occurs in two areas:� The computation of an arithmetic expression that appears as a function
 argument will be affected by other arguments for that function.� The evaluation of the function takes into consideration the attributes of all of
 its arguments.
 When a function is evaluated, its arguments are evaluated individually in theorder specified in the list of arguments, from left to right. The argument beingevaluated can be a function-identifier, or it can be an expression containingfunction-identifiers.
 If an arithmetic expression is specified as an argument, and if the first operator inthe expression is a unary plus or a unary minus, it must be immediately precededby a left parenthesis.
 ALL subscripting
 When a function allows an argument to be repeated a variable number of times,you can refer to a table by specifying the data-name and any qualifiers thatidentify the table. This can be followed immediately by subscripting where one ormore of the subscripts is the word ALL.
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Intrinsic functions
 Note: The evaluation of an ALL subscript must result in at least one argument orthe value returned by the function will be undefined; however, the situation can bediagnosed at run-time by specifying the SSRANGE compiler option and theCHECK run-time option.
 Specifying ALL as a subscript is equivalent to specifying all table elements possibleusing every valid subscript in that subscript position.
 For a table argument specified as "Table-name(ALL)", the order of the implicitspecification of each table element as an argument is from left to right, where thefirst (or leftmost) argument is "Table-name(1)" and ALL has been replaced by 1.The next argument is "Table-name(2)", where the subscript has been incrementedby 1. This process continues, with the subscript being incremented by 1 to producean implicit argument, until the ALL subscript has been incremented through itsrange of values.
 For example,
 FUNCTION MAX(Table(ALL))
 is equivalent to
 FUNCTION MAX(Table(1) Table(2) Table(3)... Table(n))
 where n is the number of elements in Table.
 If there are multiple ALL subscripts, "Table-name(ALL, ALL, ALL)", the firstimplicit argument is "Table-name(1, 1, 1)", where each ALL has been replaced by 1.The next argument is "Table-name(1, 1, 2)", where the rightmost subscript has beenincremented by 1. The subscript represented by the rightmost ALL is incrementedthrough its range of values to produce an implicit argument for each value.
 Once a subscript specified as ALL has been incremented through its range ofvalues, the next subscript to the left that is specified as ALL is incremented by 1.Each subscript specified as ALL to the right of the newly incremented subscript isset to 1 to produce an implicit argument. Once again, the subscript represented bythe rightmost ALL is incremented through its range of values to produce animplicit argument for each value. This process is repeated until each subscriptspecified as ALL has been incremented through its range of values.
 For example,
 FUNCTION MAX(Table(ALL, ALL))
 is equivalent to
 FUNCTION MAX(Table(1, 1) Table(1, 2) Table(1, 3)... Table(1, n)Table(2, 1) Table(2, 2) Table(2, 3)... Table(2, n)Table(3, 1) Table(3, 2) Table(3, 3)... Table(3, n)
 . . .
 Table(m, 1) Table(m, 2) Table(m, 3)... Table(m, n))
 where n is the number of elements in the column dimension of Table, and m is thenumber of elements in the row dimension of Table.
 ALL subscripts can be combined with literal, data-name, or index-name subscriptsto reference multidimensional tables.
 For example,
 FUNCTION MAX(Table(ALL, 2))
 is equivalent to
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Intrinsic functionsFUNCTION MAX(Table(1, 2) Table(2, 2) Table(3, 2) . . . Table(m, 2))
 where m is the number of elements in the row dimension of Table.
 If an ALL subscript is specified for an argument and the argument is referencemodified, then the reference-modifier is applied to each of the implicitly specifiedelements of the table.
 If an ALL subscript is specified for an operand that is reference-modified, thereference-modifier is applied to each of the implicitly specified elements of thetable.
 If the ALL subscript is associated with an OCCURS DEPENDING ON clause, therange of values is determined by the object of the OCCURS DEPENDING ONclause.
 For example, given a payroll record definition such as:
 ?1 PAYROLL. ?2 PAYROLL-WEEK PIC 99.
 ?2 PAYROLL-HOURS PIC 999 OCCURS 1 TO 52DEPENDING ON PAYROLL-WEEK.
 The following COMPUTE statements could be used to identify total year-to-datehours, the maximum hours worked in any week, and the specific weekcorresponding to the maximum hours:
 COMPUTE YTD-HOURS = FUNCTION SUM (PAYROLL-HOURS(ALL))COMPUTE MAX-HOURS = FUNCTION MAX (PAYROLL-HOURS(ALL))COMPUTE MAX-WEEK = FUNCTION ORD-MAX (PAYROLL-HOURS(ALL))
 In these function invocations the subscript ALL is used to reference all elements ofthe PAYROLL-HOURS array (depending on the execution time value of thePAYROLL-WEEK field).
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The behavior of functions marked “DP” depends on whether the DATEPROC orNODATEPROC compiler option is in effect:� If the DATEPROC compiler option is in effect, the following intrinsic functions
 return date fields:Returned value has implicit DATE FORMAT...
 DATE-OF-INTEGER YYYYXXXXDATE-TO-YYYYMMDD YYYYXXXXDAY-OF-INTEGER YYYYXXXDAY-TO-YYYYDDD YYYYXXXYEAR-TO-YYYY YYYYDATEVAL Depends on the format specified by DATEVALYEARWINDOW YYYY
 � If the NODATEPROC compiler option is in effect:— The following intrinsic functions return the same values as when
 DATEPROC is in effect, but their returned values are non-dates: DAY-OF-INTEGER DATE-TO-YYYYMMDD DAY-TO-YYYYDDD YEAR-TO-YYYY
 — The DATEVAL and UNDATE intrinsic functions have no effect, andsimply return their (first) arguments unchanged
 — The YEARWINDOW intrinsic function returns 0 unconditionally
 Intrinsic functions
 Function definitions
 Table 51 on page 409 provides an overview of the argument type, function typeand value returned for each of the intrinsic functions. Argument types andfunction types are abbreviated as follows:
 A = alphabeticI = integerN = numericX = alphanumeric
 Each intrinsic function is described in detail on the pages following the table.
 408 COBOL Language Reference

Page 421
                        

DP
 DATE-TO-YYYYMMDD DP I1, I2 I Standard date equivalent(YYYYMMDD) of I1 (standarddate with a windowed year,YYMMDD), according to the100-year interval whose endingyear is specified by the sum ofI2 and the year at executiontime
 DATEVAL DP I1 or I Date field equivalent of I1 orX1X1
 DP
 DAY-TO-YYYYDDD DP I1, I2 I Julian date equivalent(YYYYDDD) of I1 (Julian datewith a windowed year,YYDDD), according to the100-year interval whose endingyear is specified by the sum ofI2 and the year at executiontime
 Intrinsic functions
 Table 51 (Page 1 of 3). Table of functions
 Function name Arguments Type Value returned
 ACOS N1 N Arccosine of N1
 ANNUITY N1, I2 N Ratio of annuity paid for I2periods at interest of N1 toinitial investment of one
 ASIN N1 N Arcsine of N1
 ATAN N1 N Arctangent of N1
 CHAR I1 X Character in position I1 ofprogram collating sequence
 COS N1 N Cosine of N1
 CURRENT-DATE None X Current date and time anddifference from GreenwichMean Time
 DATE-OF-INTEGER I1 I Standard date equivalent(YYYYMMDD) of integer date
 X
 DAY-OF-INTEGER I1 I Julian date equivalent(YYYYDDD) of integer date
 FACTORIAL I1 I Factorial of I1
 INTEGER N1 I The greatest integer not greaterthan N1
 INTEGER-OF-DATE I1 I Integer date equivalent ofstandard date (YYYYMMDD)
 INTEGER-OF-DAY I1 I Integer date equivalent ofJulian date (YYYYDDD)
 INTEGER-PART N1 I Integer part of N1
 LENGTH A1, N1, or X1 I Length of argument
 LOG N1 N Natural logarithm of N1
 LOG10 N1 N Logarithm to base 10 of N1
 LOWER-CASE A1 or X1 X All letters in the argument areset to lowercase
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Intrinsic functions
 Table 51 (Page 2 of 3). Table of functions
 Function name Arguments Type Value returned
 MAX A1... or X Value of maximum argument;note that the type of functiondepends on the arguments
 I1... or I
 N1... or N
 X1... X
 MEAN N1... N Arithmetic mean of arguments
 MEDIAN N1... N Median of arguments
 MIDRANGE N1... N Mean of minimum andmaximum arguments
 MIN A1... or X Value of minimum argument;note that the type of functiondepends on the arguments
 I1... or I
 N1... or N
 X1... X
 MOD I1,I2 I I1 modulo I2
 NUMVAL X1 N Numeric value of simplenumeric string
 NUMVAL-C X1 or
 X1,X2
 N Numeric value of numericstring with optional commasand currency sign
 ORD A1 or X1 I Ordinal position of theargument in collating sequence
 ORD-MAX A1..., N1..., orX1...
 I Ordinal position of maximumargument
 ORD-MIN A1..., N1..., orX1...
 I Ordinal position of minimumargument
 PRESENT-VALUE N1 or N2... N Present value of a series offuture period-end amounts,N2, at a discount rate of N1
 RANDOM I1, none N Random number
 RANGE I1... or I Value of maximum argumentminus value of minimumargument; note that the type offunction depends on thearguments.
 N1... N
 REM N1,N2 N Remainder of N1/N2
 REVERSE A1 or X1 X Reverse order of the charactersof the argument
 SIN N1 N Sine of N1
 SQRT N1 N Square root of N1
 STANDARD-DEVIATION N1... N Standard deviation ofarguments
 SUM I1... or I Sum of arguments; note thatthe type of function dependson the arguments.
 N1... N
 TAN N1 N Tangent of N1
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UNDATE DP I1 or I Non-date equivalent of datefield I1 or X1X1 X
 YEAR-TO-YYYY DP I1, I2 I Expanded year equivalent(YYYY) of I1 (windowed year,YY), according to the 100-yearinterval whose ending year isspecified by the sum of I2 andthe year at execution time
 YEARWINDOW DP None I If the DATEPROC compileroption is in effect, returns thestarting year (in the formatYYYY) of the century windowspecified by theYEARWINDOW compileroption; if NODATEPROC is ineffect, returns 0
 Intrinsic functions
 The following pages define each of the intrinsic functions summarized in theprevious table.
 Table 51 (Page 3 of 3). Table of functions
 Function name Arguments Type Value returned
 UPPER-CASE A1 or X1 X All letters in the argument areset to uppercase
 VARIANCE N1... N Variance of arguments
 WHEN-COMPILED None X Date and time when programwas compiled
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ACOS
 ACOS
 The ACOS function returns a numeric value in radians that approximates thearccosine of the argument specified.
 The function type is numeric.
 Format ��──FUNCTION ACOS─ ──(argument-1) ───────────────────────────────────────────��
 argument-1Must be class numeric. The value of argument-1 must be greater than or equalto -1 and less than or equal to +1.
 The returned value is the approximation of the arccosine of the argument and isgreater than or equal to zero and less than or equal to Pi.
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ANNUITY
 ANNUITY
 The ANNUITY function returns a numeric value that approximates the ratio of anannuity paid at the end of each period, for a given number of periods, at a giveninterest rate, to an initial value of one. The number of periods is specified byargument-2; the rate of interest is specified by argument-1. For example, ifargument-1 is zero and argument-2 is four, the value returned is theapproximation of the ratio 1 / 4.
 The function type is numeric.
 Format ��──FUNCTION ANNUITY─ ──(argument-1 argument-2) ─────────────────────────────��
 argument-1Must be class numeric. The value of argument-1 must be greater than or equalto zero.
 argument-2Must be a positive integer.
 When the value of argument-1 is zero, the value returned by the function is theapproximation of:1 / ARGUMENT-2
 When the value of argument-1 is not zero, the value of the function is theapproximation of:
 ARGUMENT-1 / (1 - (1 + ARGUMENT-1) VV (- ARGUMENT-2))
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ASIN
 ASIN
 The ASIN function returns a numeric value in radians that approximates thearcsine of the argument specified.
 The function type is numeric.
 Format ��──FUNCTION ASIN─ ──(argument-1) ───────────────────────────────────────────��
 argument-1Must be class numeric. The value of argument-1 must be greater than or equalto -1 and less than or equal to +1.
 The returned value is the approximation of the arcsine of argument-1 and isgreater than or equal to -Pi/2 and less than or equal to +Pi/2.
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ATAN
 ATAN
 The ATAN function returns a numeric value in radians that approximates thearctangent of the argument specified.
 The function type is numeric.
 Format ��──FUNCTION ATAN─ ──(argument-1) ───────────────────────────────────────────��
 argument-1Must be class numeric.
 The returned value is the approximation of the arctangent of argument-1 and isgreater than -Pi/2 and less than +Pi/2.
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For example, if COLLSEQ(EBCDIC) is specified andthe PROGRAM COLLATING SEQUENCE is not specified (or is NATIVE), theEBCDIC collating sequence is applied.
 CHAR
 CHAR
 The CHAR function returns a 1-character alphanumeric value that is a character inthe program collating sequence having the ordinal position equal to the value ofthe argument specified.
 The function type is alphanumeric.
 Format ��──FUNCTION CHAR─ ──(argument-1) ───────────────────────────────────────────��
 argument-1Must be an integer. The value must be greater than zero and less than orequal to the number of positions in the collating sequence.
 If more than one character has the same position in the program collatingsequence, the character returned as the function value is that of the first literalspecified for that character position in the ALPHABET clause.
 If the current program collating sequence was not specified by an ALPHABETclause:� Under OS/390 and VM, the EBCDIC collating sequence is used. (See
 Appendix B, “EBCDIC and ASCII collating sequences” on page 498.)� Under AIX and Windows, the COLLSEQ compiler option indicates the
 collating sequence used.
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COS
 COS
 The COS function returns a numeric value that approximates the cosine of theangle or arc specified by the argument in radians.
 The function type is numeric.
 Format ��──FUNCTION COS─ ──(argument-1) ────────────────────────────────────────────��
 argument-1Must be class numeric.
 The returned value is the approximation of the cosine of the argument and isgreater than or equal to -1 and less than or equal to +1.
 Part 7. Intrinsic functions 417

Page 430
                        

CURRENT-DATE
 CURRENT-DATE
 The CURRENT-DATE function returns a 21-character alphanumeric value thatrepresents the calendar date, time of day, and time differential from GreenwichMean Time provided by the system on which the function is evaluated.
 The function type is alphanumeric.
 Format ��──FUNCTION CURRENT-DATE──────────────────────────────────────────────────��
 Reading from left to right, the 21 character positions in the value returned can beinterpreted as follows:
 Character Positions Contents
 1-4 Four numeric digits of the year in the Gregorian calendar.
 5-6 Two numeric digits of the month of the year, in the range 01 through 12.
 7-8 Two numeric digits of the day of the month, in the range 01 through 31.
 9-10 Two numeric digits of the hours past midnight, in the range 00 through 23.
 11-12 Two numeric digits of the minutes past the hour, in the range 00 through59.
 13-14 Two numeric digits of the seconds past the minute, in the range 00through 59.
 15-16 Two numeric digits of the hundredths of a second past the second, in therange 00 through 99. The value 00 is returned if the system on which thefunction is evaluated does not have the facility to provide the fractionalpart of a second.
 17 Either the character '-' or the character '+'. The character '-' is returned ifthe local time indicated in the previous character positions is behindGreenwich Mean Time. The character '+' is returned if the local timeindicated is the same as or ahead of Greenwich Mean Time. The character'0' is returned if the system on which this function is evaluated does nothave the facility to provide the local time differential factor.
 18-19 If character position 17 is '-', two numeric digits are returned in the range00 through 12 indicating the number of hours that the reported time isbehind Greenwich Mean Time. If character position 17 is '+', two numericdigits are returned in the range 00 through 13 indicating the number ofhours that the reported time is ahead of Greenwich Mean Time. Ifcharacter position 17 is '0', the value 00 is returned.
 20-21 Two numeric digits are returned in the range 00 through 59 indicating thenumber of additional minutes that the reported time is ahead of or behindGreenwich Mean Time, depending on whether character position 17 is '+'or '-', respectively. If character position 17 is '0', the value 00 is returned.
 For more information, see the IBM COBOL Programming Guide for your platform.
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If the DATEPROC compiler option is in effect, then the returned value is anexpanded date field with implicit DATE FORMAT YYYYXXXX.
 Under OS/390 and VM, the INTDATE compiler option affects thestarting date for the integer date functions. For details, see the IBM COBOL forOS/390 & VM Programming Guide.
 DATE-OF-INTEGER
 DATE-OF-INTEGER
 The DATE-OF-INTEGER function converts a date in the Gregorian calendar frominteger date form to standard date form (YYYYMMDD).
 The function type is integer.
 The function result is an 8-digit integer.
 Format ��──FUNCTION DATE-OF-INTEGER─ ──(argument-1) ────────────────────────────────��
 argument-1A positive integer that represents a number of days succeeding December 31,1600, in the Gregorian calendar. The valid range is 1 to 3,067,671, whichcorresponds to dates ranging from January 1, 1601 thru December 31, 9999.
 The returned value represents the International Standards Organization (ISO)standard date equivalent to the integer specified as argument-1.
 The returned value is an integer of the form YYYYMMDD where YYYY representsa year in the Gregorian calendar; MM represents the month of that year; and DDrepresents the day of that month.
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DATE-TO-YYYYMMDD
 DATE-TO-YYYYMMDD
 The DATE-TO-YYYYMMDD function converts argument-1 from a date with a2-digit year (YYnnnn) to a date with a 4-digit year (YYYYnnnn). Argument-2,when added to the year at the time of execution, defines the ending year of a100-year interval, or sliding century window, into which the year of argument-1falls.
 The function type is integer.
 If the DATEPROC compiler option is in effect, then the returned value is anexpanded date field with implicit DATE FORMAT YYYYXXXX.
 Format ��──FUNCTION DATE-TO-YYYYMMDD─ ──(argument-1 ──┬ ┬──────────── ) ───────────────�� └ ┘─argument-2─
 argument-1Must be zero or a positive integer less than 1,000,000.
 argument-2Must be an integer. If argument-2 is omitted, the function is evaluatedassuming the value 50 was specified.
 The sum of the year at the time of execution and the value of argument-2 must beless than 10,000 and greater than 1,699.
 Example
 Some examples of returned values from the DATE-TO-YYYYMMDD functionfollow:
 Current year Argument-1 value Argument-2 valueDATE-TO-YYYYMMDDreturn value
 2002 851003 120 20851003
 2002 851003 -20 18851003
 2002 851003 10 19851003
 1994 981002 -10 18981002
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DATEVAL
 DATEVAL
 The DATEVAL function converts a non-date to a date field, for unambiguous usewith date fields.
 If the DATEPROC compiler option is in effect, the returned value is a date fieldcontaining the value of argument-1 unchanged. For information on using theresulting date field:� In arithmetic, see “Arithmetic with date fields” on page 211 � In conditional expressions, see “Date fields” on page 219
 If the NODATEPROC compiler option is in effect, the DATEVAL function has noeffect, and returns the value of argument-1 unchanged.
 The function type depends on the type of argument-1:
 Argument-1 type Function type
 Alphanumeric Alphanumeric
 Integer Integer
 Format ��──FUNCTION DATEVAL──(──argument-1──argument-2──)─────────────────────────��
 argument-1Must be one of the following:
 � A class alphanumeric item with the same number of characters as the dateformat specified by argument-2.
 � An integer. This can be used to specify values outside the range specifiedby argument-2, including negative values.
 The value of argument-1 represents a date of the form specified byargument-2.
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DATEVAL
 argument-2Must be a nonnumeric literal specifying a date pattern, as defined in “DATEFORMAT clause” on page 148. The date pattern consists of YY or YYYY(representing a windowed year or expanded year, respectively), optionallypreceded or followed by one or more Xs (representing other parts of a date,such as month and day), as follows. Note that the values are case-insensitive;the letters X and Y in argument-2 can be any mix of uppercase and lowercase.
 Date-pattern string... Specifies that argument-1 contains...
 YY A windowed (2-digit) year.
 YYYY An expanded (4-digit) year.
 X A single character; for example, a digitrepresenting a semester or quarter (1–4).
 XX Two characters; for example, digits representinga month (01–12).
 XXX Three characters; for example, digits representinga day of the year (001–366).
 XXXX Four characters; for example, 2 digitsrepresenting a month (01–12) and 2 digitsrepresenting a day of the month (01–31).
 Note: You can use apostrophes as the literal delimiters instead of quotes(independent of the APOST/QUOTE compiler option).
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If the DATEPROC compiler option is in effect, then the returned value is anexpanded date field with implicit DATE FORMAT YYYYXXX.
 Under OS/390 and VM, the INTDATE compiler option affects thestarting date for the integer date functions. For details, see the IBM COBOL forOS/390 & VM Programming Guide.
 DAY-OF-INTEGER
 DAY-OF-INTEGER
 The DAY-OF-INTEGER function converts a date in the Gregorian calendar frominteger date form to Julian date form (YYYYDDD).
 The function type is integer.
 The function result is a 7-digit integer.
 Format ��──FUNCTION DAY-OF-INTEGER─ ──(argument-1) ─────────────────────────────────��
 argument-1A positive integer that represents a number of days succeeding December 31,1600, in the Gregorian calendar. The valid range is 1 to 3,067,671, whichcorresponds to dates ranging from January 1, 1601 thru December 31, 9999.
 The returned value represents the Julian equivalent of the integer specified asargument-1. The returned value is an integer of the form YYYYDDD where YYYYrepresents a year in the Gregorian calendar and DDD represents the day of thatyear.
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DAY-TO-YYYYDDD
 DAY-TO-YYYYDDD
 The DAY-TO-YYYYDDD function converts argument-1 from a date with a 2-digityear (YYnnn) to a date with a 4-digit year (YYYYnnn). Argument-2, when addedto the year at the time of execution, defines the ending year of a 100-year interval,or sliding century window, into which the year of argument-1 falls.
 The function type is integer.
 If the DATEPROC compiler option is in effect, then the returned value is anexpanded date field with implicit DATE FORMAT YYYYXXX.
 Format ��──FUNCTION DAY-TO-YYYYDDD─ ──(argument-1 ──┬ ┬──────────── ) ─────────────────�� └ ┘─argument-2─
 argument-1Must be zero or a positive integer less than 100,000.
 argument-2Must be an integer. If argument-2 is omitted, the function is evaluatedassuming the value 50 was specified.
 The sum of the year at the time of execution and the value of argument-2 must beless than 10,000 and greater than 1,699.
 Example
 Some examples of returned values from the DAY-TO-YYYYDDD function follow:
 Current year Argument-1 value Argument-2 valueDAY-TO-YYYYDDDreturn value
 2002 10004 -20 1910004
 2002 10004 -120 1810004
 2002 10004 20 2010004
 2013 95005 -10 1995005
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If theARITH(EXTEND) compiler option is in effect, then argument-1 must be aninteger greater than or equal to zero and less than or equal to 29.
 FACTORIAL
 FACTORIAL
 The FACTORIAL function returns an integer that is the factorial of the argumentspecified.
 The function type is integer.
 Format ��──FUNCTION FACTORIAL─ ──(argument-1) ──────────────────────────────────────��
 argument-1
 | If the ARITH(COMPAT) compiler option is in effect, then argument-1 must be| an integer greater than or equal to zero and less than or equal to 28.||
 If the value of argument-1 is zero, the value 1 is returned; otherwise, its factorial isreturned.
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INTEGER
 INTEGER
 The INTEGER function returns the greatest integer value that is less than or equalto the argument specified.
 The function type is integer.
 Format ��──FUNCTION INTEGER─ ──(argument-1) ────────────────────────────────────────��
 argument-1Must be class numeric.
 The returned value is the greatest integer less than or equal to the value ofargument-1. For example,
 FUNCTION INTEGER (2.5)
 will return a value of 2; and
 FUNCTION INTEGER (-2.5)
 will return a value of -3.
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Under OS/390 and VM, the INTDATE compiler option affects thestarting date for the integer date functions. For details, see the IBM COBOL forOS/390 & VM Programming Guide.
 INTEGER-OF-DATE
 INTEGER-OF-DATE
 The INTEGER-OF-DATE function converts a date in the Gregorian calendar fromstandard date form (YYYYMMDD) to integer date form.
 The function type is integer.
 The function result is a 7-digit integer with a range from 1 to 3,067,671.
 Format ��──FUNCTION INTEGER-OF-DATE─ ──(argument-1) ────────────────────────────────��
 argument-1Must be an integer of the form YYYYMMDD, whose value is obtained fromthe calculation (YYYY * 10,000) + (MM * 100) + DD.
 � YYYY represents the year in the Gregorian calendar. It must be an integergreater than 1600, but not greater than 9999.
 � MM represents a month and must be a positive integer less than 13.� DD represents a day and must be a positive integer less than 32, provided
 that it is valid for the specified month and year combination.
 The returned value is an integer that is the number of days the date representedby argument-1, succeeds December 31, 1600 in the Gregorian calendar.
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Under OS/390 and VM, the INTDATE compiler option affects thestarting date for the integer date functions. For details, see the IBM COBOL forOS/390 & VM Programming Guide.
 INTEGER-OF-DAY
 INTEGER-OF-DAY
 The INTEGER-OF-DAY function converts a date in the Gregorian calendar fromJulian date form (YYYYDDD) to integer date form.
 The function type is integer.
 The function result is a 7-digit integer.
 Format ��──FUNCTION INTEGER-OF-DAY─ ──(argument-1) ─────────────────────────────────��
 argument-1Must be an integer of the form YYYYDDD whose value is obtained from thecalculation (YYYY * 1000) + DDD.
 � YYYY represents the year in the Gregorian calendar. It must be an integergreater than 1600, but not greater than 9999.
 � DDD represents the day of the year. It must be a positive integer less than367, provided that it is valid for the year specified.
 The returned value is an integer that is the number of days the date representedby argument-1, succeeds December 31, 1600 in the Gregorian calendar.
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INTEGER-PART
 INTEGER-PART
 The INTEGER-PART function returns an integer that is the integer portion of theargument specified.
 The function type is integer.
 Format ��──FUNCTION INTEGER-PART─ ──(argument-1) ───────────────────────────────────��
 argument-1Must be class numeric.
 If the value of argument-1 is zero, the returned value is zero. If the value ofargument-1 is positive, the returned value is the greatest integer less than or equalto the value of argument-1. If the value of argument-1 is negative, the returnedvalue is the least integer greater than or equal to the value of argument-1.
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(exceptDBCS).
 A data item described with USAGE IS POINTER or USAGE ISPROCEDURE-POINTER can be used as argument-1 to the LENGTH function.
 The ADDRESS OF special register can be used as argument-1 to the LENGTHfunction.
 If the ADDRESS OF special register or LENGTH OF special register is used asargument-1 to the LENGTH function, the result will always be 4, independent ofthe ADDRESS OF or LENGTH OF object.
 LENGTH
 LENGTH
 The LENGTH function returns an integer equal to the length of the argument inbytes. The function type is integer.
 The function result is a 9-digit integer.
 Format ��──FUNCTION LENGTH─ ──(argument-1) ─────────────────────────────────────────��
 argument-1Can be a nonnumeric literal or a data item of any class or category
 If argument-1, or any data item subordinate to argument-1, is described withthe DEPENDING phrase of the OCCURS clause, the contents of the data itemreferenced by the data-name specified in the DEPENDING phrase are used atthe time the LENGTH function is evaluated.
 If argument-1 is a nonnumeric literal, an elementary data item, or a group dataitem that does not contain a variable occurrence data item, the value returned is aninteger equal to the length of argument-1 in character positions.
 If argument-1 is a group data item containing a variable occurrence data item, thereturned value is an integer determined by evaluation of the data item specified inthe DEPENDING phrase of the OCCURS clause for that variable occurrence dataitem. This evaluation is accomplished according to the rules in the OCCURSclause regarding the data item as a sending data item. For more information, seethe discussions of the OCCURS clause and USAGE clause.
 If argument-1 is a null-terminated nonnumeric literal, then the returned value isthe number of characters in the literal excluding the null character that is added atthe end of the literal.
 The returned value includes implicit FILLER characters, if any.
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LOG
 LOG
 The LOG function returns a numeric value that approximates the logarithm to thebase e (natural log) of the argument specified.
 The function type is numeric.
 Format ��──FUNCTION LOG─ ──(argument-1) ────────────────────────────────────────────��
 argument-1Must be class numeric. The value of argument-1 must be greater than zero.
 The returned value is the approximation of the logarithm to the base e ofargument-1.
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LOG10
 LOG10
 The LOG10 function returns a numeric value that approximates the logarithm tothe base 10 of the argument specified.
 The function type is numeric.
 Format ��──FUNCTION LOG1?─ ──(argument-1) ──────────────────────────────────────────��
 argument-1Must be class numeric. The value of argument-1 must be greater than zero.
 The returned value is the approximation of the logarithm to the base 10 ofargument-1.
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LOWER-CASE
 LOWER-CASE
 The LOWER-CASE function returns a character string that is the same length asthe argument specified with each uppercase letter replaced by the correspondinglowercase letter.
 The function type is alphanumeric.
 Format ��──FUNCTION LOWER-CASE─ ──(argument-1) ─────────────────────────────────────��
 argument-1Must be class alphabetic or alphanumeric and must be at least one character inlength.
 The same character string as argument-1 is returned, except that each uppercaseletter is replaced by the corresponding lowercase letter.
 The character string returned has the same length as argument-1.
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If more than one argument-1 is specified, the combination of alphabetic andalphanumeric arguments is allowed.
 MAX
 MAX
 The MAX function returns the content of the argument that contains the maximumvalue.
 The function type depends on the argument types, as follows:
 Format ┌ ┐──────────────��──FUNCTION MAX──(─ ───/ ┴─argument-1─ ─)─────────────────────────────────────��
 argument-1Must be class numeric, alphanumeric, or alphabetic.
 The returned value is the content of argument-1 having the greatest value. Thecomparisons used to determine the greatest value are made according to the rulesfor simple conditions. For more information, see “Conditional expressions” onpage 214.
 If more than one argument has the same greatest value, the leftmost argumenthaving that value is returned.
 If the type of the function is alphanumeric, the size of the returned value is thesame as the size of the selected argument.
 Argument type Function typeAlphabetic AlphanumericAlphanumeric AlphanumericAll arguments integer IntegerNumeric (some arguments can be integer) Numeric
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MEAN
 MEAN
 The MEAN function returns a numeric value that approximates the arithmeticaverage of its arguments.
 The function type is numeric.
 Format ┌ ┐──────────────��──FUNCTION MEAN──(─ ───/ ┴─argument-1─ ─)────────────────────────────────────��
 argument-1Must be class numeric.
 The returned value is the arithmetic mean of the argument-1 series. The returnedvalue is defined as the sum of the argument-1 series divided by the number ofoccurrences referenced by argument-1.
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MEDIAN
 MEDIAN
 The MEDIAN function returns the content of the argument whose value is themiddle value in the list formed by arranging the arguments in sorted order.
 The function type is numeric.
 Format ┌ ┐──────────────��──FUNCTION MEDIAN──(─ ───/ ┴─argument-1─ ─)──────────────────────────────────��
 argument-1Must be class numeric.
 The returned value is the content of argument-1 having the middle value in the listformed by arranging all argument-1 values in sorted order.
 If the number of occurrences referenced by argument-1 is odd, the returned valueis such that at least half of the occurrences referenced by argument-1 are greaterthan or equal to the returned value and at least half are less than or equal. If thenumber of occurrences referenced by argument-1 is even, the returned value is thearithmetic mean of the values referenced by the two middle occurrences.
 The comparisons used to arrange the argument values in sorted order are madeaccording to the rules for simple conditions. For more information, see“Conditional expressions” on page 214.
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MIDRANGE
 MIDRANGE
 The MIDRANGE function returns a numeric value that approximates thearithmetic average of the values of the minimum argument and the maximumargument.
 The function type is numeric.
 Format ┌ ┐──────────────��──FUNCTION MIDRANGE──(─ ───/ ┴─argument-1─ ─)────────────────────────────────��
 argument-1Must be class numeric.
 The returned value is the arithmetic mean of the value of the greatest argument-1and the value of the least argument-1. The comparisons used to determine thegreatest and least values are made according to the rules for simple conditions.For more information, see “Conditional expressions” on page 214.
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If more than one argument-1 is specified, the combination of alphabetic andalphanumeric arguments is allowed.
 MIN
 MIN
 The MIN function returns the content of the argument that contains the minimumvalue.
 The function type depends on the argument types, as follows:
 Format ┌ ┐──────────────��──FUNCTION MIN──(─ ───/ ┴─argument-1─ ─)─────────────────────────────────────��
 argument-1Must be class numeric, alphanumeric, or alphabetic.
 The returned value is the content of argument-1 having the least value. Thecomparisons used to determine the least value are made according to the rules forsimple conditions. For more information, see “Conditional expressions” onpage 214.
 If more than one argument-1 has the same least value, the leftmost argument-1having that value is returned.
 If the type of the function is alphanumeric, the size of the returned value is thesame as the size of the selected argument-1.
 Argument type Function typeAlphabetic AlphanumericAlphanumeric AlphanumericAll arguments integer IntegerNumeric (some arguments can be integer) Numeric
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MOD
 MOD
 The MOD function returns an integer value that is argument-1 moduloargument-2.
 The function type is integer.
 The function result is an integer with as many digits as the shorter of argument-1and argument-2.
 Format ��──FUNCTION MOD─ ──(argument-1 argument-2) ─────────────────────────────────��
 argument-1Must be an integer.
 argument-2Must be an integer. Must not be zero.
 The returned value is argument-1 modulo argument-2. The returned value isdefined as:
 argument-1 - (argument-2 * FUNCTION INTEGER (argument-1 / argument-2))
 The following table illustrates the expected results for some values of argument-1and argument-2.
 Argument-1 Argument-2 Return
 11 5 1-11 5 4 11 -5 -4-11 -5 -1
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If the ARITH(EXTEND) compiler option is in effect,then the total number of digits must not exceed 31.
 NUMVAL
 NUMVAL
 The NUMVAL function returns the numeric value represented by thealphanumeric character string specified in an argument. The function strips awayany leading or trailing blanks in the string, producing a numeric value that can beused in an arithmetic expression.
 The function type is numeric.
 Format ��──FUNCTION NUMVAL─ ──(argument-1) ─────────────────────────────────────────��
 argument-1must be a nonnumeric literal or an alphanumeric data item whose content haseither of the following formats:
 ��─ ──┬ ┬─────── ──┬ ┬─── ──┬ ┬─────── ──┬ ┬ ─digit─ ──┬ ┬────────────── ──┬ ┬─────── ───��└ ┘─space─ ├ ┤─+─ └ ┘─space─ │ │└ ┘─.─ ──┬ ┬─────── └ ┘─space─
 └ ┘─-─ │ │└ ┘─digit─ └ ┘─.──digit────────────────
 ��─ ──┬ ┬─────── ──┬ ┬ ─digit─ ──┬ ┬────────────── ──┬ ┬─────── ──┬ ┬──── ──┬ ┬─────── ──�� └ ┘─space─ │ │└ ┘─.─ ──┬ ┬─────── └ ┘─space─ ├ ┤─+── └ ┘─space─ │ │└ ┘─digit─ ├ ┤─-── └ ┘─.──digit──────────────── ├ ┤─CR─ └ ┘─DB─
 spaceA string of one or more spaces.
 digitA string of one or more digits.
 | If the ARITH(COMPAT) compiler option is in effect, then the total number of| digits must not exceed 18.|
 If the DECIMAL-POINT IS COMMA clause is specified in the SPECIAL-NAMESparagraph, a comma must be used in argument-1 rather than a decimal point.
 The returned value is an approximation of the numeric value represented byargument-1.
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The NUMVAL-C function cannot be used if any of the following are true:� The program contains more than one CURRENCY SIGN clause in the
 SPECIAL-NAMES paragraph of the Environment Division.� Literal-6 in the CURRENCY SIGN clause is a lowercase letter.� The PICTURE SYMBOL paragraph is specified in the CURRENCY SIGN
 clause.
 NUMVAL-C
 NUMVAL-C
 The NUMVAL-C function returns the numeric value represented by thealphanumeric character string specified as argument-1. Any optional currency signspecified by argument-2 and any optional commas preceding the decimal point arestripped away, producing a numeric value that can be used in an arithmeticexpression.
 The function type is numeric.
 Format ��──FUNCTION NUMVAL-C─ ──(argument-1 ──┬ ┬──────────── ) ───────────────────────�� └ ┘─argument-2─
 argument-1Must be a nonnumeric literal or an alphanumeric data item whose content haseither of the following formats:
 ��─ ──┬ ┬─────── ──┬ ┬─── ──┬ ┬─────── ──┬ ┬──── ──┬ ┬─────── ─────────────────────────�└ ┘─space─ ├ ┤─+─ └ ┘─space─ └ ┘─cs─ └ ┘─space─
 └ ┘─-─
 �─ ──┬ ┬ ─digit─ ──┬ ┬────────────── ──┬ ┬────────────── ──┬ ┬─────── ───────────────�� │ ││ │┌ ┐──────────── └ ┘─.─ ──┬ ┬─────── └ ┘─space─ │ │└ ┘ ───/ ┴─,──digit─ └ ┘─digit─ └ ┘─.──digit──────────────────────────────────
 ��─ ──┬ ┬─────── ──┬ ┬──── ──┬ ┬─────── ───────────────────────────────────────────� └ ┘─space─ └ ┘─cs─ └ ┘─space─
 �─ ──┬ ┬ ─digit─ ──┬ ┬────────────── ──┬ ┬────────────── ──┬ ┬─────── ──┬ ┬──── ────────� │ ││ │┌ ┐──────────── └ ┘─.─ ──┬ ┬─────── └ ┘─space─ ├ ┤─+── │ │└ ┘ ───/ ┴─,──digit─ └ ┘─digit─ ├ ┤─-── └ ┘─.──digit────────────────────────────────── ├ ┤─CR─ └ ┘─DB─
 �─ ──┬ ┬─────── ──────────────────────────────────────────────────────────────�� └ ┘─space─
 spaceA string of one or more spaces.
 cs The string of one or more characters specified by argument-2. At most, onecopy of the characters specified by cs can occur in argument-1.
 digitA string of one or more digits.
 | If the ARITH(COMPAT) compiler option is in effect, then the total number of
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If the ARITH(EXTEND) compiler option is in effect,then the total number of digits must not exceed 31.
 NUMVAL-C
 | digits must not exceed 18.|
 If the DECIMAL-POINT IS COMMA clause is specified in the SPECIAL-NAMESparagraph, the functions of the comma and decimal point in argument-1 arereversed.
 argument-2If specified, must be a nonnumeric literal or alphanumeric data item, subject tothe following rules:
 � argument-2 must not contain any of the digits 0 through 9, any leading ortrailing spaces, or any of the special characters + - . ,
 � argument-2 can be of any length valid for an elementary or group dataitem, including zero
 � Matching of argument-2 is case-sensitive. For example, if you specifyargument-2 as 'Dm', it will not match 'DM', 'dm' or 'dM'.
 If argument-2 is not specified, the character used for cs is the currency symbolspecified for the program.
 The returned value is an approximation of the numeric value represented byargument-1.
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ORD
 ORD
 The ORD function returns an integer value that is the ordinal position of itsargument in the collating sequence for the program. The lowest ordinal position is1.
 The function type is integer.
 The function result is a 3-digit integer.
 Format ��──FUNCTION ORD─ ──(argument-1) ────────────────────────────────────────────��
 argument-1Must be one character in length and must be class alphabetic or alphanumeric.
 The returned value is the ordinal position of argument-1 in the collating sequencefor the program; it ranges from 1 to 256 depending on the collating sequence.
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If more than one argument-1 is specified, the combination of alphabetic andalphanumeric arguments is allowed.
 ORD-MAX
 ORD-MAX
 The ORD-MAX function returns a value that is the ordinal number position, in theargument list, of the argument that contains the maximum value.
 The function type is integer.
 Format ┌ ┐──────────────��──FUNCTION ORD-MAX──(─ ───/ ┴─argument-1─ ─)─────────────────────────────────��
 argument-1Must be class numeric, alphanumeric, or alphabetic.
 The returned value is the ordinal number that corresponds to the position ofargument-1 having the greatest value in the argument-1 series.
 The comparisons used to determine the greatest valued argument-1 are madeaccording to the rules for simple conditions. For more information, see“Conditional expressions” on page 214.
 If more than one argument-1 has the same greatest value, the number returnedcorresponds to the position of the leftmost argument-1 having that value.
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If more than one argument-1 is specified, the combination of alphabetic andalphanumeric arguments is allowed.
 ORD-MIN
 ORD-MIN
 The ORD-MIN function returns a value that is the ordinal number of the argumentthat contains the minimum value.
 The function type is integer.
 Format ┌ ┐──────────────��──FUNCTION ORD-MIN──(─ ───/ ┴─argument-1─ ─)─────────────────────────────────��
 argument-1Must be class numeric, alphanumeric, or alphabetic.
 The returned value is the ordinal number that corresponds to the position of theargument-1 having the least value in the argument-1 series.
 The comparisons used to determine the least valued argument-1 are madeaccording to the rules for simple conditions. For more information, see“Conditional expressions” on page 214.
 If more than one argument-1 has the same least value, the number returnedcorresponds to the position of the leftmost argument-1 having that value.
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PRESENT-VALUE
 PRESENT-VALUE
 The PRESENT-VALUE function returns a value that approximates the presentvalue of a series of future period-end amounts specified by argument-2 at adiscount rate specified by argument-1.
 The function type is numeric.
 Format ┌ ┐──────────────��──FUNCTION PRESENT-VALUE─ ──(argument-1 ───/ ┴─argument-2─ ─)─────────────────��
 argument-1Must be class numeric. Must be greater than -1.
 argument-2Must be class numeric.
 The returned value is an approximation of the summation of a series ofcalculations with each term in the following form:
 argument-2 / (1 + argument-1) ** n
 There is one term for each occurrence of argument-2. The exponent, n, isincremented from one by one for each term in the series.
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RANDOM
 RANDOM
 The RANDOM function returns a numeric value that is a pseudorandom numberfrom a rectangular distribution.
 The function type is numeric.
 Format ��──FUNCTION RANDOM─ ──┬ ┬────────────── ─────────────────────────────────────��
 └ ┘──(argument-1)
 argument-1If argument-1 is specified, it must be zero or a positive integer, up to andincluding (10**18)-1 which is the maximum value that can be specified in aPIC9(18) fixed item; however, only those in the range from zero up to andincluding 2,147,483,645 will yield a distinct sequence of pseudorandomnumbers.
 If a subsequent reference specifies argument-1, a new sequence of pseudorandomnumbers is started.
 If the first reference to this function in the run unit does not specify argument-1,the seed value used will be zero.
 In each case, subsequent references without specifying argument-1 return the nextnumber in the current sequence.
 The returned value is exclusively between zero and one.
 For a given seed value, the sequence of pseudorandom numbers will always be thesame.
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RANGE
 RANGE
 The RANGE function returns a value that is equal to the value of the maximumargument minus the value of the minimum argument.
 The function type depends on the argument types, as follows:
 Format ┌ ┐──────────────��──FUNCTION RANGE──(─ ───/ ┴─argument-1─ ─)───────────────────────────────────��
 argument-1Must be class numeric.
 The returned value is equal to argument-1 with the greatest value minus theargument-1 with the least value. The comparisons used to determine the greatestand least values are made according to the rules for simple conditions. For moreinformation, see “Conditional expressions” on page 214.
 Argument type Function typeAll arguments integer IntegerNumeric (some arguments can be integer) Numeric
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REM
 REM
 The REM function returns a numeric value that is the remainder of argument-1divided by argument-2.
 The function type is numeric.
 Format ��──FUNCTION REM─ ──(argument-1 argument-2) ─────────────────────────────────��
 argument-1Must be class numeric
 argument-2Must be class numeric. Must not be zero.
 The returned value is the remainder of argument-1 divided by argument-2. It isdefined as the expression:
 argument-1 - (argument-2 * FUNCTION INTEGER-PART (argument-1/argument-2))
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REVERSE
 REVERSE
 The REVERSE function returns a character string of exactly the same length of theargument, whose characters are exactly the same as those specified in theargument, except that they are in reverse order.
 The function type is alphanumeric.
 Format ��──FUNCTION REVERSE─ ──(argument-1) ────────────────────────────────────────��
 argument-1Must be class alphabetic or alphanumeric and must be at least one character inlength.
 If argument-1 is a character string of length n, the returned value is a characterstring of length n such that, for 1 <= j <= n, the character in position j of thereturned value is the character from position n-j+1 of argument-1.
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SIN
 SIN
 The SIN function returns a numeric value that approximates the sine of the angleor arc specified by the argument in radians.
 The function type is numeric.
 Format ��──FUNCTION SIN─ ──(argument-1) ────────────────────────────────────────────��
 argument-1Must be class numeric.
 The returned value is the approximation of the sine of argument-1 and is greaterthan or equal to -1 and less than or equal to +1.
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SQRT
 SQRT
 The SQRT function returns a numeric value that approximates the square root ofthe argument specified.
 The function type is numeric.
 Format ��──FUNCTION SQRT─ ──(argument-1) ───────────────────────────────────────────��
 argument-1Must be class numeric. The value of argument-1 must be zero or positive.
 The returned value is the absolute value of the approximation of the square root ofargument-1.
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STANDARD-DEVIATION
 STANDARD-DEVIATION
 The STANDARD-DEVIATION function returns a numeric value that approximatesthe standard deviation of its arguments.
 The function type is numeric.
 Format ┌ ┐──────────────��──FUNCTION STANDARD-DEVIATION──(─ ───/ ┴─argument-1─ ─)──────────────────────��
 argument-1Must be class numeric.
 The returned value is the approximation of the standard deviation of theargument-1 series. The returned value is calculated as follows:1. The difference between each argument-1 and the arithmetic mean of the
 argument-1 series is calculated and squared.2. The values obtained are then added together. This quantity is divided by the
 number of values in the argument-1 series.3. The square root of the quotient obtained is then calculated. The returned
 value is the absolute value of this square root.
 If the argument-1 series consists of only one value, or if the argument-1 seriesconsists of all variable occurrence data items and the total number of occurrencesfor all of them is one, the returned value is zero.
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SUM
 SUM
 The SUM function returns a value that is the sum of the arguments.
 The function type depends on the argument types, as follows:
 Format ┌ ┐──────────────��──FUNCTION SUM──(─ ───/ ┴─argument-1─ ─)─────────────────────────────────────��
 argument-1Must be class numeric.
 The returned value is the sum of the arguments. If the argument-1 series are allintegers, the value returned is an integer. If the argument-1 series are not allintegers, a numeric value is returned.
 Argument type Function typeAll arguments integer IntegerNumeric (some arguments can be integer) Numeric
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TAN
 TAN
 The TAN function returns a numeric value that approximates the tangent of theangle or arc that is specified by the argument in radians.
 The function type is numeric.
 Format ��──FUNCTION TAN─ ──(argument-1) ────────────────────────────────────────────��
 argument-1Must be class numeric.
 The returned value is the approximation of the tangent of argument-1.
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UNDATE
 UNDATE
 The UNDATE function converts a date field to a non-date for unambiguous usewith non-dates.
 If the NODATEPROC compiler option is in effect, the UNDATE function has noeffect.
 The function type depends on the type of argument-1:
 Argument-1 type Function type
 Alphanumeric Alphanumeric
 Integer Integer
 Format ��──FUNCTION UNDATE─ ──(argument-1) ─────────────────────────────────────────��
 argument-1A date field.
 The returned value is a non-date that contains the value of argument-1 unchanged.
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UPPER-CASE
 UPPER-CASE
 The UPPER-CASE function returns a character string that is the same length as theargument specified, with each lowercase letter replaced by the correspondinguppercase letter.
 The function type is alphanumeric.
 Format ��──FUNCTION UPPER-CASE─ ──(argument-1) ─────────────────────────────────────��
 argument-1Must be class alphabetic or alphanumeric and must be at least one character inlength.
 The same character string as argument-1 is returned, except that each lowercaseletter is replaced by the corresponding uppercase letter.
 The character string returned has the same length as argument-1.
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VARIANCE
 VARIANCE
 The VARIANCE function returns a numeric value that approximates the varianceof its arguments.
 The function type is numeric.
 Format ┌ ┐──────────────��──FUNCTION VARIANCE──(─ ───/ ┴─argument-1─ ─)────────────────────────────────��
 argument-1Must be class numeric.
 The returned value is the approximation of the variance of the argument-1 series.
 The returned value is defined as the square of the standard deviation of theargument-1 series. This value is calculated as follows:1. The difference between each argument-1 value and the arithmetic mean of the
 argument-1 series is calculated and squared.2. The values obtained are then added together. This quantity is divided by the
 number of values in the argument series.
 If the argument-1 series consists of only one value, or if the argument-1 seriesconsists of all variable occurrence data items and the total number of occurrencesfor all of them is one, the returned value is zero.
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WHEN-COMPILED
 WHEN-COMPILED
 The WHEN-COMPILED function returns the date and time the program wascompiled as provided by the system on which the program was compiled.
 The function type is alphanumeric.
 Format ��──FUNCTION WHEN-COMPILED─────────────────────────────────────────────────��
 Reading from left to right, the 21 character positions in the value returned can beinterpreted as follows:
 Character Positions Contents
 1-4 Four numeric digits of the year in the Gregorian calendar.
 5-6 Two numeric digits of the month of the year, in the range 01 through 12.
 7-8 Two numeric digits of the day of the month, in the range 01 through 31.
 9-10 Two numeric digits of the hours past midnight, in the range 00 through 23.
 11-12 Two numeric digits of the minutes past the hour, in the range 00 through59.
 13-14 Two numeric digits of the seconds past the minute, in the range 00through 59.
 15-16 Two numeric digits of the hundredths of a second past the second, in therange 00 through 99. The value 00 is returned if the system on which thefunction is evaluated does not have the facility to provide the fractionalpart of a second.
 17 Either the character '-' or the character '+'. The character '-' is returned ifthe local time indicated in the previous character positions is behindGreenwich Mean Time. The character '+' is returned if the local timeindicated is the same as or ahead of Greenwich Mean Time. The character'0' is returned if the system on which this function is evaluated does nothave the facility to provide the local time differential factor.
 18-19 If character position 17 is '-', two numeric digits are returned in the range00 through 12 indicating the number of hours that the reported time isbehind Greenwich Mean Time. If character position 17 is '+', two numericdigits are returned in the range 00 through 13 indicating the number ofhours that the reported time is ahead of Greenwich Mean Time. Ifcharacter position 17 is '0', the value 00 is returned.
 20-21 Two numeric digits are returned in the range 00 through 59 indicating thenumber of additional minutes that the reported time is ahead of or behindGreenwich Mean Time, depending on whether character position 17 is '+'or '-', respectively. If character position 17 is '0', the value 00 is returned.
 The returned value is the date and time of compilation of the source program thatcontains this function. If the program is a contained program, the returned valueis the compilation date and time associated with the containing program.
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YEAR-TO-YYYY
 YEAR-TO-YYYY
 The YEAR-TO-YYYY function converts argument-1, a 2-digit year, to a 4-digit year.Argument-2, when added to the year at the time of execution, defines the endingyear of a 100-year interval, or sliding century window, into which the year ofargument-1 falls.
 The function type is integer.
 If the DATEPROC compiler option is in effect, then the returned value is anexpanded date field with implicit DATE FORMAT YYYY.
 Format ��──FUNCTION YEAR-TO-YYYY─ ──(argument-1 ──┬ ┬──────────── ) ───────────────────�� └ ┘─argument-2─
 argument-1Must be a non-negative integer that is less than 100.
 argument-2Must be an integer. If argument-2 is omitted, the function is evaluatedassuming the value 50 was specified.
 The sum of the year at the time of execution and the value of argument-2 must beless than 10,000 and greater than 1,699.
 Example
 Two examples of return values from the YEAR-TO-YYYY function follow:
 Current year Argument-1 value Argument-2 valueYEAR-TO-YYYYreturn value
 1995 4 23 2004
 1995 4 -15 1904
 2008 98 23 1998
 2008 98 -15 1898
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YEARWINDOW
 YEARWINDOW
 If the DATEPROC compiler option is in effect, the YEARWINDOW functionreturns the starting year of the century window specified by the YEARWINDOWcompiler option. The returned value is an expanded date field with implicit DATEFORMAT YYYY.
 If the NODATEPROC compiler option is in effect, the YEARWINDOW functionreturns 0.
 The function type is integer.
 Format ��──FUNCTION YEARWINDOW────────────────────────────────────────────────────��
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BASIS statementCBL (PROCESS) statement*CONTROL (*CBL) statement
 DELETE statementEJECT statement
 INSERT statementREADY or RESET TRACE statement
 SERVICE LABEL statementSERVICE RELOAD statementSKIP1/2/3 statementsTITLE statement
 Compiler directivesCALLINTERFACE
 Part 8. Compiler-directing statements
 Compiler-directing statements . . . . . . 464 . . . . . . . . . . . . . . . . . . 464
 . . . . . . . . . . . . . 465. . . . . . . . . . . 466
 COPY statement . . . . . . . . . . . . . . . . . . 468 . . . . . . . . . . . . . . . . . 474
 . . . . . . . . . . . . . . . . . . 475ENTER statement . . . . . . . . . . . . . . . . . . 475
 . . . . . . . . . . . . . . . . . 476. . . . . . . 476
 REPLACE statement . . . . . . . . . . . . . . . . 477. . . . . . . . . . . . 480
 . . . . . . . . . . . 481 . . . . . . . . . . . . . . . 481
 . . . . . . . . . . . . . . . . . . 482USE statement . . . . . . . . . . . . . . . . . . . 482
 . . . . . . . . . . . . . 489 . . . . . . . . . . . . . . . . . 489
 Copyright IBM Corp. 1991, 2000 463

Page 476
                        

BASIS statement
 BASIS statement
 The BASIS statement is an extended source program library statement. It providesa complete COBOL program as the source for a compilation.
 A complete program can be stored as an entry in a user's library and can be usedas the source for a compilation. Compiler input is a BASIS statement, optionallyfollowed by any number of INSERT and/or DELETE statements.
 Format ��─ ──┬ ┬───────────────── ─BASIS─ ──┬ ┬─basis-name─ ────────────────────────────�� └ ┘─sequence-number─ └ ┘─literal-1──
 sequence-numberCan optionally appear in columns 1 through 6, followed by a space. Thecontent of this field is ignored.
 BASISCan appear anywhere in columns 1 through 72, followed by basis-name.There must be no other text in the statement.
 basis-name, literal-1It is the name by which the library entry is known to the system environment.
 For rules of formation and processing rules, see the description under literal-1and text-name-1 of the “COPY statement” on page 468.
 The source file remains unchanged after execution of the BASIS statement.
 Note: If INSERT or DELETE statements are used to modify the COBOL sourceprogram provided by a BASIS statement, the sequence field of the COBOL sourceprogram must contain numeric sequence numbers in ascending order.
 Compiler-directing statements
 A compiler-directing statement is a statement, beginning with a compiler directingverb, that causes the compiler to take a specific action during compilation.
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CBL (PROCESS) statement
 CBL (PROCESS) statement
 With the CBL (PROCESS) statement, you can specify compiler options to be usedin the compilation of the program. The CBL (PROCESS) statement is placed beforethe Identification Division header of an outermost program.
 Format ��─ ──┬ ┬─CBL───── ──┬ ┬────────────── ─────────────────────────────────────────�� └ ┘─PROCESS─ └ ┘─options-list─
 options-listA series of one or more compiler options, each one separated by a comma or aspace.
 For more information on compiler options, see the IBM COBOL ProgrammingGuide for your platform.
 The CBL (PROCESS) statement can be preceded by a sequence number in columns1 through 6. The first character of the sequence number must be numeric, andCBL or PROCESS can begin in column 8 or after; if a sequence number is notspecified, CBL or PROCESS can begin in column 1 or after.
 The CBL (PROCESS) statement must end before or at column 72, and optionscannot be continued across multiple CBL (PROCESS) statements. However, youcan use more than one CBL (PROCESS) statement. If you use multiple CBL(PROCESS) statements, they must follow one another with no interveningstatements of any other type.
 The CBL (PROCESS) statement must be placed before any comment lines or othercompiler-directing statements.
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*CONTROL (*CBL) statement
 *CONTROL (*CBL) statement
 With the *CONTROL (or *CBL) statement, you can selectively display or suppressthe listing of source code, object code, and storage maps throughout the sourceprogram.
 Format ┌ ┐────────────────��─ ──┬ ┬─VCONTROL─ ───/ ┴──┬ ┬─SOURCE─── ──┬ ┬─── ─────────────────────────────────�� └ ┘─VCBL───── ├ ┤─NOSOURCE─ └ ┘─.─ ├ ┤─LIST───── ├ ┤─NOLIST─── ├ ┤─MAP────── └ ┘─NOMAP────
 For a complete discussion of the output produced by these options, see the IBMCOBOL Programming Guide for your platform.
 The *CONTROL and *CBL statements are synonymous. Whenever *CONTROL isused, *CBL is accepted as well.
 The characters *CONTROL or *CBL can start in any column beginning withcolumn 7, followed by at least one space or comma and one or more option keywords. The option key words must be separated by one or more spaces orcommas. This statement must be the only statement on the line, and continuationis not allowed. The statement can be terminated with a period.
 The *CONTROL and *CBL statements must be embedded in a program source.For example, in the case of batch applications, the *CONTROL and *CBLstatements must be placed between the PROCESS (CBL) statement and the end ofthe program (or END PROGRAM header, if specified).
 The source line containing the *CONTROL (*CBL) statement will not appear in thesource listing.
 If an option is defined at installation as a fixed option, this fixed option takesprecedence over all of the following:� PARM (if available)� CBL statement� *CONTROL (*CBL) statement
 The requested options are handled in the following manner:1. If an option or its negation appears more than once in a *CONTROL
 statement, the last occurrence of the option word is used.2. If the CORRESPONDING option has been requested as a parameter to the
 compiler, then a *CONTROL statement with the negation of the option wordmust precede the portions of the source program for which listing output is tobe inhibited. Listing output then resumes when a *CONTROL statement withthe affirmative option word is encountered.
 3. If the negation of the CORRESPONDING option has been requested as aparameter to the compiler, then that listing is always inhibited.
 4. The *CONTROL statement is in effect only within the source program inwhich it is written, including any contained programs. It does not remain ineffect across batch compiles of two or more COBOL source programs.
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*CONTROL (*CBL) statement
 Source code listing
 Listing of the input source program lines is controlled by any of the followingstatements:
 VCONTROL SOURCE [VCBL SOURCE]VCONTROL NOSOURCE [VCBL NOSOURCE]
 If a *CONTROL NOSOURCE statement is encountered and SOURCE has beenrequested as a compilation option, printing of the source listing is suppressed fromthis point on. An informational (I-level) message is issued stating that PRINTINGOF THE SOURCE HAS BEEN SUPPRESSED.
 Object code listing
 Listing of generated object code is controlled by any of the following statementsoccurring in the Procedure Division:
 VCONTROL LIST [VCBL LIST]VCONTROL NOLIST [VCBL NOLIST]
 If a *CONTROL NOLIST statement is encountered, and LIST has been requested asa compilation option, listing of generated object code is suppressed from this pointon.
 Storage map listing
 Listing of storage map entries is controlled by any of the following statementsoccurring in the Data Division:
 VCONTROL MAP [VCBL MAP]VCONTROL NOMAP [VCBL NOMAP]
 If a *CONTROL NOMAP statement is encountered, and MAP has been requestedas a compilation option, listing of storage map entries is suppressed from thispoint on.
 For example, either of the following sets of statements produces a storage maplisting in which A and B will not appear:
 VCONTROL NOMAP VCBL NOMAP ?1 A ?1 A ?2 B ?2 BVCONTROL MAP VCBL MAP
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literal-1 SUPPRESSliteral-2
 literal-1, literal-2Literal-1 identifies the name of the copy text. Literal-2 identifies where thecopy text exists.
 Under OS/390 and VM, when compiling from JCL, TSO orVM/CMS:
 � Can be from 1-30 characters in length.� Can contain characters: A-Z, a-z, 0-9, hyphen.� The first character must be alphabetic.� The last character must not be a hyphen.� Only the first eight characters are used as the identifying name.
 When compiling with the cob2 command and processing COPY text residingin the HFS, the literal can be from 1-160 characters in length.
 COPY statement
 COPY statement
 The COPY statement is a library statement that places prewritten text in a COBOLprogram.
 Prewritten source program entries can be included in a source program at compiletime. Thus, an installation can use standard file descriptions, record descriptions,or procedures without recoding them. These entries and procedures can then besaved in user-created libraries; they can then be included in the source program bymeans of the COPY statement.
 Compilation of the source program containing COPY statements is logicallyequivalent to processing all COPY statements before processing the resultingsource program.
 The effect of processing a COPY statement is that the library text associated withtext-name is copied into the source program, logically replacing the entire COPYstatement, beginning with the word COPY and ending with the period, inclusive.When the REPLACING phrase is not specified, the library text is copiedunchanged.
 Format ��──COPY─ ──┬ ┬─text-name─ ──┬ ┬────────────────────────── ──┬ ┬────────── ────────� └ ┘ ─ ─ └ ┘ ──┬ ┬─OF─ ──┬ ┬─library-name─ └ ┘ ─ ─ └ ┘─IN─ └ ┘─ ────
 �─ ──┬ ┬───────────────────────────────────────── ─.──────────────────────────�� │ │┌ ┐──────────────────────────── └ ┘ ─REPLACING─ ───/ ┴─operand-1──BY──operand-2─
 text-name, library-nameText-name identifies the name of the copy text. Library-name identifies wherethe copy text exists.
 | � Can be from 1-30 characters in length.| � Can contain characters: A-Z, a-z, 0-9, hyphen.| � The first character must be alphabetic.| � The last character must not be a hyphen.
 | For OS/390 and VM, and compiling from JCL, TSO or VM/CMS,| only the first eight characters are used as the identifying name. When| compiling with the cob2 command and processing COPY text residing in the| Hierarchical File System (HFS), all characters are significant.
 ||
 |||||
 ||
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Under AIX and Windows:
 � The literal can be from 1-160 characters in length.
 As an IBM extension, a user-defined word can be the same as a text-name or alibrary-name.
 As an IBM extension, if more than one COBOL library is available duringcompilation, text-name need not be qualified. If text-name is not qualified, alibrary-name of SYSLIB is assumed.
 As an IBM extension, COPY statements can be nested.However, nested COPY statements cannot contain the REPLACING phrase, and aCOPY statement with the REPLACING phrase cannot contain nested COPYstatements.
 A COPY statement cannot cause recursion. That is, a COPY member can benamed only once in a set of nested COPY statements until the end-of-file for thatCOPY member is reached. For example, assume that the source program containsthe statement: COPY X. and library-text X contains the statement: COPY Y..
 In this case, the library-text Y must not have a COPY X or a COPY Y statement.
 COPY statement
 The uniqueness of text-name and library-name is determined after the formationand conversion rules for a system-dependent name have been applied.
 For information on processing rules, see the IBM COBOL Programming Guide foryour platform.
 operand-1, operand-2Can be either pseudo-text, an identifier, a function-identifier, a literal, or aCOBOL word (except COPY).
 Each COPY statement must be preceded by a space and ended with a separatorperiod.
 A COPY statement can appear in the source program anywhere a character stringor a separator can appear.
 Debugging lines are permitted within library text and pseudo-text. Text wordswithin a debugging line participate in the matching rules as if the D did notappear in the indicator area. A debugging line is specified within pseudo-text ifthe debugging line begins in the source program after the opening pseudo-textdelimiter but before the matching closing pseudo-text delimiter.
 If additional lines are introduced into the source program as a result of a COPYstatement, each text word introduced appears on a debugging line if the COPYstatement begins on a debugging line or if the text word being introduced appearson a debugging line in Library text. When a text word specified in the BY phraseis introduced, it appears on a debugging line if the first library text word beingreplaced is specified on a debugging line.
 When a COPY statement is specified on a debugging line, the copied text is treatedas though it appeared on a debugging line, except that comment lines in the textappear as comment lines in the resulting source program.
 If the word COPY appears in a comment-entry, or in the place where acomment-entry can appear, it is considered part of the comment-entry.
 After all COPY and REPLACE statements have been processed, a debugging linewill be considered to have all the characteristics of a comment line, if the WITHDEBUGGING MODE clause is not specified in the SOURCE-COMPUTERparagraph.
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Lines containing *CONTROL (*CBL), EJECT, SKIP1/2/3, or TITLE statements canoccur in library text. Such lines are treated as comment lines during COPYstatement processing.
 DBCS words, DBCS literals, and EUC words are allowed in library text andpseudo-text.
 SUPPRESS phrase
 The SUPPRESS phrase specifies that the library text is not to be printed on thesource program listing.
 COPY Statement
 Comment lines or blank lines can occur in library text. Comment lines or blanklines appearing in library text are copied into the resultant source programunchanged with the following exception: a comment line or blank line in librarytext is not copied if that comment line or blank line appears within the sequence oftext words that match operand-1 (see “Replacement and comparison rules” onpage 471).
 The syntactic correctness of the entire COBOL source program cannot bedetermined until all COPY and REPLACE statements have been completelyprocessed, because the syntactic correctness of the library text cannot beindependently determined.
 Library text copied from the library is placed into the same area of the resultantprogram as it is in the library. Library text must conform to the rules for standardCOBOL format.
 Note: Characters outside the standard COBOL character set must not appear inlibrary text or pseudo-text, other than as part of nonnumeric literals, commentlines, or comment-entries.
 REPLACING phrase
 In the discussion that follows, each operand can consist of one of the following:� Pseudo-text� An identifier� A literal� A COBOL word (except COPY)� Function identifier
 When the REPLACING phrase is specified, the library text is copied, and eachproperly matched occurrence of operand-1 within the library text is replaced bythe associated operand-2.
 pseudo-textA sequence of character-strings and/or separators bounded by, but notincluding, pseudo-text-1 delimiters (==). Both characters of each pseudo-text-1delimiter must appear on one line; however, character-strings withinpseudo-text-1 can be continued.
 Any individual character-string within pseudo-text-1 can be up to 322characters long. Keep in mind that a character-string must be delimited byseparators. For more information, see “Characters” on page 2.
 Pseudo-text-1 refers to pseudo-text when used for operand-1, andpseudo-text-2 refers to pseudo-text when used for operand-2.
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Pseudo-text-1 can consist solely of the separator comma or separatorsemicolon.
 Pseudo-text can contain DBCS or EUC user-defined words, but the characterscannot be continued across lines.
 Can be a DBCS literal.
 You can include the non-separator COBOL characters (for example, +, *, /, $,<, >, and =) as part of a COBOL word when used as REPLACING operands.In addition, the hyphen character can be at the beginning or end of the word.
 Either operand, or both, can be a DBCS or EUC name or DBCS literal.
 COPY Statement
 Pseudo-text-1 cannot be null, nor can it consist solely of the space character,separator comma, separator semicolon, and/or of comment lines. Beginningand ending blanks are not included in the text comparison process. Embeddedblanks are used in the text comparison process to indicate multiple text words.
 Pseudo-text must not contain the word COPY.
 Pseudo-text-2 can be null; it can consist solely of space characters and/orcomment lines. Each text word in pseudo-text-2 that is to be copied into theprogram is placed in the same area of the resultant program as the area inwhich it appears in pseudo-text-2.
 identifierCan be defined in any Data Division section.
 literalCan be numeric or nonnumeric.
 wordCan be any single COBOL word (except COPY).
 For purposes of matching, each identifier-1, literal-1, or word-1 is treated,respectively, as pseudo-text containing only identifier-1, literal-1, or word-1.
 Replacement and comparison rules
 1. Arithmetic and logical operators are considered text words and can bereplaced only through the pseudo-text option.
 2. When a figurative constant is operand-1, it will match only if it appears exactlyas it is specified. For example, if ALL “AB” is specified in the library text,then “ABAB” is not considered a match; only ALL “AB” is considered amatch.
 3. When replacing a PICTURE character-string, the pseudo-text option should beused; to avoid ambiguities, pseudo-text-1 should specify the entire PICTUREclause, including the key word PICTURE or PIC.
 4. Any separator comma, semicolon, and/or space preceding the leftmost wordin the library text is copied into the source program. Beginning with theleftmost library text word and the first operand-1 specified in the REPLACINGoption, the entire REPLACING operand that precedes the key word BY iscompared to an equivalent number of contiguous library text words.
 5. Operand-1 matches the library text if, and only if, the ordered sequence of textwords in operand-1 is equal, character for character, to the ordered sequence oflibrary words. For matching purposes, each occurrence of a comma orsemicolon separator and each sequence of one or more space separators is
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However, when operand-1 consists solely of aseparator comma or semicolon, it participates in the match as a text-word (inthis case, the space following the comma or semicolon separator can beomitted).
 When the library text contains a closing quotation mark that is notimmediately followed by a separator space, comma, semicolon, or period, theclosing quotation mark will be considered a separator quotation mark.
 13. COPY REPLACING does not affect the EJECT, SKIP1/2/3, or TITLEcompiler-directing statements. When text words are placed in the sourceprogram, additional spaces are introduced only between text words wherethere already exists a space (including the assumed space between sourcelines).
 COPY Statement
 considered to be a single space.
 6. If no match occurs, the comparison is repeated with each successive operand-1,if specified, until either a match is found or there are no further REPLACINGoperands.
 7. Whenever a match occurs between operand-1 and the library text, theassociated operand-2 is copied into the source program.
 8. The COPY statement with REPLACING phrase can be used to replace parts ofwords. By inserting a dummy operand delimited by colons into the programtext, the compiler will replace the dummy operand with the desired text.Example 3 shows how this is used with the dummy operand :TAG:.
 Note: The colons serve as separators and make TAG a stand-alone operand.9. When all operands have been compared and no match is found, the leftmost
 library text word is copied into the source program.10. The next successive uncopied library text word is then considered to be the
 leftmost text word, and the comparison process is repeated, beginning with thefirst operand-1. The process continues until the rightmost library text wordhas been compared.
 11. Comment lines or blank lines occurring in the library text and in pseudo-text-1are ignored for purposes of matching; and the sequence of text words in thelibrary text and in pseudo-text-1 is determined by the rules for referenceformat. Comment lines or blank lines appearing in pseudo-text-2 are copiedinto the resultant program unchanged whenever pseudo-text-2 is placed intothe source program as a result of text replacement. Comment lines or blanklines appearing in library text are copied into the resultant source programunchanged with the following exception: a comment line or blank line inlibrary text is not copied if that comment line or blank line appears within thesequence of text words that match pseudo-text-1.
 12. Text words, after replacement, are placed in the source program according tostandard COBOL format rules.
 Sequences of code (such as file and data descriptions, error and exception routines,etc.) that are common to a number of programs can be saved in a library, and thenused in conjunction with the COPY statement. If naming conventions areestablished for such common code, then the REPLACING phrase need not bespecified. If the names will change from one program to another, then theREPLACING phrase can be used to supply meaningful names for this program.
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COPY Statement
 Example 1
 In this example, the library text PAYLIB consists of the following Data Divisionentries:
 ?1 A. ?2 B PIC S99. ?2 C PIC S9(5)V99. ?2 D PIC S9999 OCCURS 1 TO 52 TIMES
 DEPENDING ON B OF A.
 The programmer can use the COPY statement in the Data Division of a program asfollows:
 COPY PAYLIB.
 In this program, the library text is copied; the resulting text is treated as if it hadbeen written as follows:
 ?1 A. ?2 B PIC S99. ?2 C PIC S9(5)V99. ?2 D PIC S9999 OCCURS 1 TO 52 TIMES
 DEPENDING ON B OF A.
 Example 2
 To change some (or all) of the names within the library text, the programmer canuse the REPLACING phrase:
 COPY PAYLIB REPLACING A BY PAYROLLB BY PAY-CODEC BY GROSS-PAYD BY HOURS.
 In this program, the library text is copied; the resulting text is treated as if it hadbeen written as follows:
 ?1 PAYROLL. ?2 PAY-CODE PIC S99. ?2 GROSS-PAY PIC S9(5)V99. ?2 HOURS PIC S9999 OCCURS 1 TO 52 TIMES
 DEPENDING ON PAY-CODE OF PAYROLL.
 The changes shown are made only for this program. The text, as it appears in thelibrary, remains unchanged.
 Example 3
 If the following conventions are followed in library text, then parts of names (forexample the prefix portion of data-names) can be changed with the REPLACINGphrase.
 In this example, the library text PAYLIB consists of the following Data Divisionentries:
 ?1 :TAG:. ?2 :TAG:-WEEK PIC S99. ?2 :TAG:-GROSS-PAY PIC S9(5)V99. ?2 :TAG:-HOURS PIC S999 OCCURS 1 TO 52 TIMES
 DEPENDING ON :TAG:-WEEK OF :TAG:.
 The programmer can use the COPY statement in the Data Division of a program asfollows:
 COPY PAYLIB REPLACING ==:TAG:== BY ==Payroll==.
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DELETE statement
 DELETE statement
 The DELETE statement is an extended source library statement. It removesCOBOL statements from the source program included by a BASIS statement.
 Format ��─ ──┬ ┬───────────────── ─DELETE──sequence-number-field─────────────────────�� └ ┘─sequence-number─
 sequence-numberCan optionally appear in columns 1 through 6, followed by a space. Thecontent of this field is ignored.
 DELETECan appear anywhere within columns 1 through 72. It must be followed by aspace and the sequence-number-field. There must be no other text in thestatement.
 sequence-number-fieldEach number must be equal to a sequence-number in the BASIS sourceprogram. This sequence-number is the 6-digit number the programmer assignsin columns 1 through 6 of the COBOL coding form. The numbers referencedin the sequence-number-fields of any INSERT or DELETE statements mustalways be specified in ascending numeric order.
 The sequence-number-field must be any one of the following:
 � A single number� A series of single numbers� A range of numbers (indicated by separating the two bounding numbers
 of the range by a hyphen)� A series of ranges of numbers� Any combination of one or more single numbers and one or more ranges
 of numbers
 Note: It is important to notice in this example the required use of colons orparentheses as delimiters in the library text. Colons are recommended for claritybecause parentheses can be used for a subscript, for instance in a table.
 In this program, the library text is copied; the resulting text is treated as if it hadbeen written as follows:
 ?1 PAYROLL. ?2 PAYROLL-WEEK PIC S99. ?2 PAYROLL-GROSS-PAY PIC S9(5)V99. ?2 PAYROLL-HOURS PIC S999 OCCURS 1 TO 52 TIMES
 DEPENDING ON PAYROLL-WEEK OF PAYROLL.
 The changes shown are made only for this program. The text, as it appears in thelibrary, remains unchanged.
 Example 4
 This example shows how to selectively replace level numbers without replacingthe numbers in the PICTURE clause:
 COPY xxx REPLACING ==(?1)== BY ==(?1)==== ?1 == BY == ?5 ==.
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Each entry in the sequence-number-field must be separated from the precedingentry by a comma followed by a space. For example:
 ???25? DELETE ????1?-????5?, ???4??, ???45?
 Source program statements can follow a DELETE statement. These sourceprogram statements are then inserted into the BASIS source program before thestatement following the last statement deleted (that is, in the example above,before the next statement following deleted statement 000450).
 If a DELETE statement is specified, beginning in column 12 or higher, and a validsequence-number-field does not follow the key word DELETE, the compilerassumes that this DELETE statement is the COBOL DELETE statement.
 New source program statements following the DELETE statement can includeDBCS or EUC data items.
 Note: If INSERT or DELETE statements are used to modify the COBOL sourceprogram provided by a BASIS statement, the sequence field of the COBOL sourceprogram must contain numeric sequence-numbers in ascending order. The sourcefile remains unchanged. Any INSERT or DELETE statements referring to thesesequence-numbers must occur in ascending order.
 EJECT statement
 The EJECT statement specifies that the next source statement is to be printed at thetop of the next page.
 Format ��──EJECT─ ──┬ ┬─── ──────────────────────────────────────────────────────────�� └ ┘─.─
 The EJECT statement must be the only statement on the line. It can be written ineither Area A or Area B, and can be terminated with a separator period.
 The EJECT statement must be embedded in a program source. For example, in thecase of batch applications, the EJECT statement must be placed between the CBL(PROCESS) statement and the end of the program (or the END PROGRAM header,if specified).
 The EJECT statement has no effect on the compilation of the source program itself.
 ENTER statement
 ENTER statement
 The ENTER statement allows the use of more than one source language in thesame source program.
 With COBOL for OS/390 & VM, COBOL Set for AIX, and VisualAge COBOL, onlyCOBOL is allowed in the source program.
 Note: The ENTER statement is syntax checked during compilation but has noeffect on the execution of the program.
 Part 8. Compiler-directing statements 475

Page 488
                        

READY or RESET TRACE statement
 INSERT statement
 The INSERT statement is a library statement that adds COBOL statements to thesource program included by a BASIS statement.
 Format ��─ ──┬ ┬───────────────── ─INSERT──sequence-number-field─────────────────────�� └ ┘─sequence-number─
 sequence-numberCan optionally appear in columns 1 through 6, followed by a space. Thecontent of this field is ignored.
 INSERTCan appear anywhere within columns 1 through 72, followed by a space andthe sequence-number-field. There must be no other text in the statement.
 sequence-number-fieldA number which must be equal to a sequence-number in the BASIS sourceprogram. This sequence-number is the 6-digit number the programmer assignsin columns 1 through 6 of the COBOL coding form.
 The numbers referenced in the sequence-number-fields of any INSERT orDELETE statements must always be specified in ascending numeric order.
 The sequence-number-field must be a single number (for example, 000130). Atleast one new source program statement must follow the INSERT statement forinsertion after the statement number specified by the sequence-number-field.
 New source program statements following the INSERT statement can includeDBCS or EUC data items.
 Note: If INSERT or DELETE statements are used to modify the COBOL sourceprogram provided by a BASIS statement, the sequence field of the COBOL sourceprogram must contain numeric sequence-numbers in ascending order. The sourcefile remains unchanged. Any INSERT or DELETE statements referring to thesesequence-numbers must occur in ascending order.
 READY or RESET TRACE statement
 The READY or RESET TRACE statement can only appear in the ProcedureDivision, but has no effect on your program.
 Format ��──ENTER──language-name-1─ ──┬ ┬──────────────── ─.──────────────────────────�� └ ┘─routine-name-1─
 language-name-1A system name that has no defined meaning. It must be either a correctlyformed user-defined word or the word "COBOL". At least one character mustbe alphabetic.
 routine-name-1Must follow the rules for formation of a user-defined word. At least onecharacter must be alphabetic.
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Format ��─ ──┬ ┬─READY─ ─TRACE──.────────────────────────────────────────────────────�� └ ┘─RESET─
 You can reproduce the function of READY TRACE by using the USE FORDEBUGGING declarative, DISPLAY statement, and DEBUG-ITEM special register.For example:
 . . ENVIRONMENT DIVISION. CONFIGURATION SECTION.
 SOURCE-COMPUTER. IBM-39? WITH DEBUGGING MODE. . DATA DIVISION. . WORKING-STORAGE SECTION.
 ?1 TRACE-SWITCH PIC 9 VALUE ?. 88 READY-TRACE VALUE 1. 88 RESET-TRACE VALUE ?. . PROCEDURE DIVISION. DECLARATIVES. COBOL-II-DEBUG SECTION.
 USE FOR DEBUGGING ON ALL PROCEDURES. COBOL-II-DEBUG-PARA.
 IF READY-TRACE THEN DISPLAY DEBUG-NAME END-IF. END DECLARATIVES. MAIN-PROCESSING SECTION. . PARAGRAPH-3. .
 SET READY-TRACE TO TRUE. PARAGRAPH-4. . PARAGRAPH-6. .
 SET RESET-TRACE TO TRUE. PARAGRAPH-7.
 where DEBUG-NAME is a field of the DEBUG-ITEM special register that displaysthe procedure-name causing execution of the debugging procedure. (In thisexample, the object program displays the names of procedures PARAGRAPH-4through PARAGRAPH-6 as control reaches each procedure within the range.)
 At run time, you must specify the DEBUG run-time option to activate thisdebugging procedure. In this way, you have no need to recompile the program toactivate or deactivate the debugging declarative.
 REPLACE statement
 REPLACE statement
 The REPLACE statement is used to replace source program text.
 A REPLACE statement can occur anywhere in the source program where acharacter-string can occur. It must be preceded by a separator period except whenit is the first statement in a separately compiled program. It must be terminatedby a separator period.
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As an IBM extension, pseudo-text-1 can consist entirely of a separator commaor a separator semicolon.
 The REPLACE statement can be used with DBCS literals and DBCS or EUC names.
 Pseudo-text can contain DBCS or EUC character-strings, but the characters cannotbe continued across lines.
 REPLACE statement
 The REPLACE statement provides a means of applying a change to an entireCOBOL source program, or part of a source program, without manually having tofind and modify all places that need to be changed. It is an easy method of doingsimple string substitutions. It is similar in action to the REPLACING phrase of theCOPY statement, except that it acts on the entire source program, not just on thetext in COPY libraries.
 If the word REPLACE appears in a comment-entry or in the place where acomment-entry can appear, it is considered part of the comment-entry.
 Format 1 ┌ ┐────────────────────────────────────────────��──REPLACE─ ───/ ┴──==pseudo-text-1== ─BY─ ──==pseudo-text-2== ─.───────────────��
 Each matched occurrence of pseudo-text-1 in the source program is replaced by thecorresponding pseudo-text-2.
 Format 2��──REPLACE OFF.───────────────────────────────────────────────────────────��
 Any text replacement currently in effect is discontinued with the format 2 form ofREPLACE. If format 2 is not specified, a given occurrence of the REPLACEstatement is in effect from the point at which it is specified until the nextoccurrence of the statement or the end of the separately compiled program,respectively.
 pseudo-text-1Must contain one or more text words. Character-strings can be continued.
 pseudo-text-2Can contain zero, one, or more text words. Character strings can be continued.
 Any individual character-string within pseudo-text can be up to 322 characterslong.
 Note: Characters outside the standard COBOL character set should not appear inpseudo-text, other than as part of nonnumeric literals, comment lines, orcomment-entries.
 The compiler processes REPLACE statements in a source program after theprocessing of any COPY statements. COPY must be processed first, to assemble acomplete source program. Then REPLACE can be used to modify that program,performing simple string substitution. REPLACE statements can themselvescontain COPY statements.
 The text produced as a result of the processing of a REPLACE statement must notcontain a REPLACE statement.
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However, when pseudo-text-1 consists solely of a separator comma or semicolon, itparticipates in the match as a text word (in this case, the space following thecomma or semicolon separator can be omitted).
 REPLACE statement
 Continuation rules for pseudo-text
 The character-strings and separators comprising pseudo-text can start in either areaA or area B. If, however, there is a hyphen in the indicator area of a line whichfollows the opening pseudo-text delimiter, area A of the line must be blank; andthe normal rules for continuation of lines apply to the formation of text words.(See “Continuation lines” on page 31.)
 Comparison operation
 The comparison operation to determine text replacement starts with the leftmostsource program text word following the REPLACE statement, and with the firstpseudo-text-1. Pseudo-text-1 is compared to an equivalent number of contiguoussource program text words. Pseudo-text-1 matches the source program text if, andonly if, the ordered sequence of text words that forms pseudo-text-1 is equal,character for character, to the ordered sequence of source program text words.
 For purposes of matching, each occurrence of a separator comma, semicolon, andspace, and each sequence of one or more space separators is considered to be asingle space.
 If no match occurs, the comparison is repeated with each successive occurrence ofpseudo-text-1, until either a match is found or there is no next successiveoccurrence of pseudo-text-1.
 When all occurrences of pseudo-text-1 have been compared and no match hasoccurred, the next successive source program text word is then considered as theleftmost source program text word, and the comparison cycle starts again with thefirst occurrence of pseudo-text-1.
 Whenever a match occurs between pseudo-text-1 and the source program text, thecorresponding pseudo-text-2 replaces the matched text in the source program. Thesource program text word immediately following the rightmost text word thatparticipated in the match is then considered as the leftmost source program textword. The comparison cycle starts again with the first occurrence of pseudo-text-1.
 The comparison operation continues until the rightmost text word in the sourceprogram text which is within the scope of the REPLACE statement has eitherparticipated in a match or been considered as a leftmost source program text wordand participated in a complete comparison cycle.
 REPLACE statement notes
 Comment lines or blank lines occurring in the source program text and inpseudo-text-1 are ignored for purposes of matching. The sequence of text wordsin the source program text and in pseudo-text-1 is determined by the rules forreference format (see “Reference format” on page 28). Comment lines or blanklines in pseudo-text-2 are placed into the resultant program unchanged wheneverpseudo-text-2 is placed into the source program as a result of text replacement.Comment lines or blank lines appearing in source program text are retainedunchanged with the following exception: a comment line or blank line in sourceprogram text is not retained if that comment line or blank line appears within thesequence of text words that match pseudo-text-1.
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SERVICE LABEL statement
 Lines containing *CONTROL (*CBL), EJECT, SKIP1/2/3, or TITLE statements canoccur in source program text. Such lines are treated as comment lines duringREPLACE statement processing.
 SERVICE LABEL statement
 Under AIX and Windows, the SERVICE LABEL statement is treatedas a comment.
 Under OS/390 and VM, this statement is generated by the CICSpreprocessor to indicate control flow. It is also used after calls to CEE3SRP whenusing Language Environment condition handling. For more information aboutCEE3SRP, see the Language Environment Programming Guide.
 Format ��──SERVICE LABEL──────────────────────────────────────────────────────────��
 The SERVICE LABEL statement can appear only in the Procedure Division, not inthe Declaratives Section.
 Debugging lines are permitted in pseudo-text. Text words within a debugging lineparticipate in the matching rules as if the D did not appear in the indicator area.
 When a REPLACE statement is specified on a debugging line, the statement istreated as if the D did not appear in the indicator area.
 After all COPY and REPLACE statements have been processed, a debugging linewill be considered to have all the characteristics of a comment line, if the WITHDEBUGGING MODE clause is not specified in the SOURCE-COMPUTERparagraph.
 Except for COPY and REPLACE statements, the syntactic correctness of the sourceprogram text cannot be determined until after all COPY and REPLACE statementshave been completely processed.
 Text words inserted into the source program as a result of processing a REPLACEstatement are placed in the source program according to the rules for referenceformat. When inserting text words of pseudo-text-2 into the source program,additional spaces are introduced only between text words where there alreadyexists a space (including the assumed space between source lines).
 If additional lines are introduced into the source program as a result of theprocessing of REPLACE statements, the indicator area of the introduced linescontains the same character as the line on which the text being replaced begins,unless that line contains a hyphen, in which case the introduced line contains aspace.
 If any literal within pseudo-text-2 is of a length too great to be accommodated on asingle line without continuation to another line in the resultant program and theliteral is not being placed on a debugging line, additional continuation lines areintroduced that contain the remainder of the literal. If replacement requires thecontinued literal to be continued on a debugging line, the program is in error.
 Note: Each word in pseudo-text-2 that is to be placed into the resultant programbegins in the same area of the resultant program as it appears in pseudo-text-2.
 |||
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SKIP1/2/3 statements
 At the statement following the SERVICE LABEL statement, all registers that mightno longer be valid are reloaded.
 See IBM COBOL for OS/390 & VM Programming Guide for more information.
 SERVICE RELOAD statement
 The SERVICE RELOAD statement is treated as a comment.
 Format ��──SERVICE RELOAD──identifier-1───────────────────────────────────────────��
 SKIP1/2/3 statements
 The SKIP1/2/3 statements specify blank lines that the compiler should add whenprinting the source listing. SKIP statements have no effect on the compilation ofthe source program itself.
 Format ��─ ──┬ ┬─SKIP1─ ──┬ ┬─── ──────────────────────────────────────────────────────��
 ├ ┤─SKIP2─ └ ┘─.─ └ ┘─SKIP3─
 SKIP1Specifies a single blank line to be inserted in the source listing.
 SKIP2Specifies two blank lines to be inserted in the source listing.
 SKIP3Specifies three blank lines to be inserted in the source listing.
 SKIP1, SKIP2, or SKIP3 can be written anywhere in either Area A or Area B, andcan be terminated with a separator period. It must be the only statement on theline.
 The SKIP1/2/3 statement must be embedded in a program source. For example,in the case of batch applications, the SKIP1/2/3 statement must be placed betweenthe CBL (PROCESS) statement and the end of the program (or the ENDPROGRAM header, if specified).
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TITLE statement
 The TITLE statement specifies a title to be printed at the top of each page of thesource listing produced during compilation. If no TITLE statement is found, a titlecontaining the identification of the compiler and the current release level isgenerated. The title is left-justified on the title line.
 Format ��──TITLE──literal─ ──┬ ┬─── ─────────────────────────────────────────────────�� └ ┘─.─
 literalMust be nonnumeric and can be followed by a separator period.
 Can be a DBCS or EUC literal.
 Must not be a figurative constant.
 In addition to the default or chosen title, the right side of the title line contains:� Name of the program from the PROGRAM-ID paragraph for the outermost
 program (This space is blank on pages preceding the PROGRAM-ID paragraphfor the outermost program.)
 � Current page number� Date and time of compilation
 The TITLE statement:� Forces a new page immediately, if the SOURCE compiler option is in effect� Is not printed on the source listing� Has no other effect on compilation� Has no effect on program execution� Cannot be continued on another line� Can appear anywhere in any of the divisions
 A title line is produced for each page in the listing produced by the LIST option.This title line uses the last TITLE statement found in the source statements or thedefault.
 The word TITLE can begin in either Area A or Area B.
 The TITLE statement must be embedded in a program source. For example, in thecase of batch applications, the TITLE statement must be placed between the CBL(PROCESS) statement and the end of the program (or the END PROGRAM header,if specified).
 No other statement can appear on the same line as the TITLE statement.
 LABEL declarative (OS/390 and VM Only)
 USE statement
 USE statement
 The formats for the USE statement are: EXCEPTION/ERROR declarative
 DEBUGGING declarative
 For general information on declaratives, see “Declaratives” on page 207.
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USE statement
 EXCEPTION/ERROR declarative
 The EXCEPTION/ERROR declarative specifies procedures for input/outputexception or error handling that are to be executed in addition to the standardsystem procedures.
 The words EXCEPTION and ERROR are synonymous and can be usedinterchangeably.
 Format 1—USE (EXCEPTION ERROR declarative)��──USE─ ──┬ ┬──────── ─AFTER─ ──┬ ┬────────── ──┬ ┬─EXCEPTION─ ─PROCEDURE──────────�
 └ ┘─GLOBAL─ └ ┘─STANDARD─ └ ┘─ERROR─────
 ┌ ┐───────────────�─ ──┬ ┬──── ──┬ ┬───/ ┴─file-name-1─ ────────────────────────────────────────────�� └ ┘─ON─ ├ ┤─INPUT─────────── ├ ┤─OUTPUT────────── ├ ┤─I-O───────────── └ ┘─EXTEND──────────
 file-name-1Valid for all files. When this option is specified, the procedure is executedonly for the file(s) named. No file-name can refer to a sort or merge file. Forany given file, only one EXCEPTION/ERROR procedure can be specified; thus,file-name specification must not cause simultaneous requests for execution ofmore than one EXCEPTION/ERROR procedure.
 A USE AFTER EXCEPTION/ERROR declarative statement specifying the nameof a file takes precedence over a declarative statement specifying the openmode of the file.
 INPUTValid for all files. When this option is specified, the procedure is executed forall files opened in INPUT mode or in the process of being opened in INPUTmode that get an error.
 OUTPUTValid for all files. When this option is specified, the procedure is executed forall files opened in OUTPUT mode or in the process of being opened inOUTPUT mode that get an error.
 I-OValid for all direct-access files. When this option is specified, the procedure isexecuted for all files opened in I-O mode or in the process of being opened inI-O mode that get an error.
 EXTENDValid for all files. When this option is specified, the procedure is executed forall files opened in EXTEND mode or in the process of being opened inEXTEND mode that get an error.
 The EXCEPTION/ERROR procedure is executed:� Either after completing the system-defined input/output error routine, or� Upon recognition of an INVALID KEY or AT END condition when an
 INVALID KEY or AT END phrase has not been specified in the input/outputstatement, or
 � Upon recognition of an IBM-defined condition that causes status key 1 to beset to 9. (See “Status key” on page 244.)
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As IBM extensions to the COBOL 85 Standard, the following apply to declarativeprocedures:
 For AIX, Windows, OS/390, and VM:� A declarative procedure can be performed from a nondeclarative
 procedure.Additionally for OS/390 and VM:� A nondeclarative procedure can be performed from a declarative
 procedure.� A declarative procedure can be referenced in a GO TO statement in a
 declarative procedure.� A nondeclarative procedure can be referenced in a GO TO statement in a
 declarative procedure.
 You can include a statement that executes a previously called USE procedure thatis still in control. However, to avoid an infinite loop, you must be sure that thereis an eventual exit at the bottom.
 USE statement
 After execution of the EXCEPTION/ERROR procedure, control is returned to theinvoking routine in the input/output control system. If the input/output statusvalue does not indicate a critical input/output error, the input/output controlsystem returns control to the next executable statement following the input/outputstatement whose execution caused the exception.
 The EXCEPTION/ERROR procedures are activated when an input/output erroroccurs during execution of a READ, WRITE, REWRITE, START, OPEN, CLOSE, orDELETE statement. To determine what conditions are errors see “Commonprocessing facilities” on page 244.
 Within a declarative procedure, there must be no reference to any non-declarativeprocedures. In the non-declarative portion of the program, there must be noreference to procedure-names that appear in an EXCEPTION/ERROR declarativeprocedure, except that PERFORM statements can refer to an EXCEPTION/ERRORprocedure or to procedures associated with it.
 Within an EXCEPTION/ERROR declarative procedure, no statement should beincluded that would cause execution of a USE procedure that had been previouslycalled and had not yet returned control to the calling routine.
 EXCEPTION/ERROR procedures can be used to check the status key valueswhenever an input/output error occurs.
 Precedence rules for nested programs
 Special precedence rules are followed when programs are contained within otherprograms. In applying these rules, only the first qualifying declarative that isselected for execution must satisfy the rules for execution of that declarative. Theorder of precedence for selecting a declarative is:1. A file-specific declarative (that is, a declarative of the form USE AFTER
 ERROR ON file-name-1) within the program that contains the statement thatcaused the qualifying condition.
 2. A mode-specific declarative (that is, a declarative of the form USE AFTERERROR ON INPUT) within the program that contains the statement thatcaused the qualifying condition.
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LABEL declarative
 The LABEL declarative provides user label-handling procedures.
 Under AIX and Windows, USE...AFTER...LABEL PROCEDURE is notsupported. If encountered, they are ignored and a warning message is issued.
 Format 2—USE (LABEL declarative)��──USE─ ──┬ ┬──────── ─AFTER─ ──┬ ┬────────── ──┬ ┬─────────── ──┬ ┬────── ──────────�
 └ ┘─GLOBAL─ └ ┘─STANDARD─ ├ ┤─BEGINNING─ ├ ┤─FILE─ └ ┘─ENDING──── ├ ┤─REEL─ └ ┘─UNIT─
 ┌ ┐───────────────�──LABEL PROCEDURE─ ──┬ ┬──── ──┬ ┬───/ ┴─file-name-1─ ───────────────────────────�� └ ┘─ON─ ├ ┤─INPUT─────────── ├ ┤─OUTPUT────────── ├ ┤─I-O───────────── └ ┘─EXTEND──────────
 AFTERUser labels follow standard file labels, and are to be processed.
 The labels must be listed as data-names in the LABEL RECORDS clause in thefile description entry for the file, and must be described as level-01 data itemssubordinate to the file entry.
 If neither BEGINNING nor ENDING is specified, the designated proceduresare executed for both beginning and ending labels.
 If FILE, REEL, or UNIT is not included, the designated procedures areexecuted both for REEL or UNIT, whichever is appropriate, and for FILElabels.
 FILEThe designated procedures are executed at beginning-of-file (on the firstvolume) and/or at end-of-file (on the last volume) only.
 REELThe designated procedures are executed at beginning-of-volume (on eachvolume except the first) and/or at end-of-volume (on each volume except thelast).
 The REEL option is not applicable to direct-access files.
 UNITThe designated procedures are executed at beginning-of-volume (on eachvolume except the first) and/or at end-of-volume (on each volume except thelast).
 USE statement
 3. A file-specific declarative that specifies the GLOBAL phrase and is within theprogram directly containing the program that was last examined for aqualifying declarative.
 4. A mode-specific declarative that specifies the GLOBAL phrase and is withinthe program directly containing the program that was last examined for aqualifying condition.
 Steps 3. and 4. are repeated until the last examined program is the outermostprogram, or until a qualifying declarative has been found.
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The UNIT phrase is not applicable to files in the random access mode, becauseonly FILE labels are processed in this mode.
 file-name-1Can appear in different specific arrangements of the format. However,appearance of a file-name in a USE statement must not cause the simultaneousrequest for execution of more than one USE declarative.
 file-name-1 must not represent a sort file.
 If the file-name-1 option is used, the file description entry for file-name mustnot specify a LABEL RECORDS ARE OMITTED clause.
 When the INPUT, OUTPUT, or I-O options are specified, user label procedures areexecuted as follows:� When INPUT is specified, only for files opened as input� When OUTPUT is specified, only for files opened as output� When I-O is specified, only for files opened as I-O� When EXTEND is specified, only for files opened EXTEND
 If the INPUT, OUTPUT, or I-O phrase is specified, and an input, output, or I-Ofile, respectively, is described with a LABEL RECORDS ARE OMITTED clause, theUSE procedures do not apply. The standard system procedures are performed:� Before the beginning or ending input label check procedure is executed� Before the beginning or ending output label is created� After the beginning or ending output label is created, but before it is written
 on tape� Before the beginning or ending input-output label check procedure is executed
 Within the procedures of a USE declarative in which the USE sentence specifies anoption other than file-name, references to common label items need not bequalified by a file-name. A common label item is an elementary data item thatappears in every label record of the program, but does not appear in any datarecords of this program. Such items must have identical descriptions and positionswithin each label record.
 Within a Declarative Section there must be no reference to any non-declarativeprocedure. Conversely, in the non-declarative portion there must be no referenceto procedure-names that appear in the Declarative Section, except that thePERFORM statement can refer to a USE procedure, or to procedures associatedwith it.
 The exit from a Declarative Section is inserted by the compiler following the laststatement in the section. All logical program paths within the section must lead tothe exit point.
 There is one exception: A special exit can be specified by the statement GO TOMORE-LABELS. When an exit is made from a Declarative Section by means ofthis statement, the system will do one of the following:1. Write the current beginning or ending label and then reenter the USE section
 at its beginning for further creating of labels. After creating the last label, theuser must exit by executing the last statement of the section.
 2. Read an additional beginning or ending label, and then reenter the USE sectionat its beginning for further checking of labels. When processing user labels,the section will be reentered only if there is another user label to check.Hence, there need not be a program path that flows through the last statementin the section.
 USE statement
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If a GO TO MORE-LABELS statement is not executed for a user label, thedeclarative section is not reentered to check or create any immediately succeedinguser labels.
 Debugging sections are not permitted in:� A program or method defined with the RECURSIVE attribute� A program compiled with the THREAD compiler option (Workstation only)
 USE statement
 DEBUGGING declarative
 Debugging sections are permitted only in the outermost program; they are notvalid in nested programs. Debugging sections are never triggered by procedurescontained in nested programs.
 The WITH DEBUGGING MODE clause of the SOURCE compiler statementactivates all debugging sections and lines that have been compiled into the objectprogram. See Appendix C, “Source language debugging” on page 504, foradditional details.
 When the debugging mode is suppressed by not specifying that option of theSOURCE compiler, any USE FOR DEBUGGING declarative procedures and alldebugging lines are inhibited.
 Automatic execution of a debugging section is not caused by a statementappearing in a debugging section.
 Format 3—USE (DEBUGGING declarative) ┌ ┐────────────────────��──USE─ ──┬ ┬───── ─DEBUGGING─ ──┬ ┬──── ──┬ ┬───/ ┴─procedure-name-1─ ─────────────�� └ ┘─FOR─ └ ┘─ON─ └ ┘─ALL PROCEDURES───────
 USE FOR DEBUGGINGAll debugging statements must be written together in a section immediatelyafter the DECLARATIVES header.
 Except for the USE FOR DEBUGGING sentence itself, within the debuggingprocedure there must be no reference to any non-declarative procedures.
 procedure-name-1Must not be defined in a debugging session.
 Table 52 on page 488 shows, for each valid option, the points during programexecution when the USE FOR DEBUGGING procedures are executed.
 Any given procedure-name can appear in only one USE FOR DEBUGGINGsentence, and only once in that sentence. All procedures must appear in theoutermost program.
 ALL PROCEDURESProcedure-name-1 must not be specified in any USE FOR DEBUGGINGsentences. The ALL PROCEDURES phrase can be specified only once in aprogram. Only the procedures contained in the outermost program willtrigger execution of the debugging section.
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USE statement
 Table 52. Execution of debugging declaratives
 USE FOR DEBUGGINGoperand
 Upon execution of the following, the USE FORDEBUGGING procedures are executed immediately
 procedure-name-1 Before each execution of the named procedure
 After the execution of an ALTER statement referring to thenamed procedure
 ALL PROCEDURES Before each execution of every nondebugging procedure inthe outermost program
 After the execution of every ALTER statement in theoutermost program (except ALTER statements in declarativeprocedures)
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CALLINTERFACE
 Compiler directives
 A compiler directive is a statement that causes the compiler to take a specificaction during compilation.
 Currently, CALLINTERFACE is the only compiler directive supported.
 CALLINTERFACE
 The CALLINTERFACE directive specifies the interface convention forCALL...USING statements. The convention specified stays in effect until anotherCALLINTERFACE specification is made in the source program.
 Under OS/390 and VM, the CALLINTERFACE directive is notsupported.
 Format ��─ ──┬ ┬─>>CALLINTERFACE─ ──┬ ┬────────── ──┬ ┬────────────── ───────────────────�� └ ┘─>>CALLINT─────── ├ ┤─SYSTEM─── ├ ┤─DESC───────── ├ ┤─OPTLINK── ├ ┤─DESCRIPTOR─── ├ ┤─FAR16──── ├ ┤─NODESC─────── ├ ┤─PASCAL16─ └ ┘─NODESCRIPTOR─ └ ┘─CDECL────
 Note: If you specify a suboption that is not applicable to the platform, the entireCALLINTERFACE directive is ignored for that platform. For example, ifyou specify >>CALLINT CDECL for an AIX program, it is ignored.
 For more information on which suboptions are in effect for multipledirective and compiler option specifications, see “Precedence ofsub-options” on page 490.
 SYSTEMSpecifies that the system linkage convention of the platform is used as the callinterface convention.
 OPTLINKSpecifies that the _Optlink calling convention as defined by C Set++ is used asthe call interface convention.
 CDECLSpecifies that the CDECL calling convention as defined by Microsoft VisualC is used as the call interface convention.
 Table 53. CALLINTERFACE options supported by platform
 AIX Windows
 SYSTEM SYSTEMOPTLINKCDECL
 DESCNODESC
 DESCNODESC
 ++
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CALLINTERFACE
 DESC, DESCRIPTORIndicates that an argument descriptor is passed for each argument on a CALLstatement.
 NODESC, NODESCRIPTORIndicates that no argument descriptors are passed for any arguments on aCALL statement. NODESC/NODESCRIPTOR is the default.
 Specify CALLINTERFACE only in the Procedure Division.
 The positions of CALL statements relative to the >>CALLINTERFACE directive arerecognized following any processing of COPY and REPLACE statements. Forexample, CALL statements and >>CALLINTERFACE statements in COPY text areprocessed by the rules specified for the directive.
 Syntax and general rules
 � You must specify a >>CALLINTERFACE on a line by itself, in Area B.� You cannot specify >>CALLINTERFACE:
 — Within a source text manipulation sentence (for example, COPY orREPLACING)
 — Between the lines of a continued character string— On a debugging line— In the middle of a COBOL statement
 � The >>CALLINTERFACE specification is limited to the current program.� The REPLACE statement and REPLACE phrase of the COPY statement do not
 affect the CALLINTERFACE specification.
 Difference between the directive and compiler option
 You can indicate which calling convention you want by using either theCALLINTERFACE directive or the CALLINT compiler option. Use the directivewhen you want to use more than one call convention for the CALL statements in acompilation unit. Use the compiler option when you want to use the same callconvention for the entire compilation unit.
 Precedence of sub-options
 If you specify both the CALLINTERFACE directive (with suboptions) and theCALLINT compiler option, the directive overrides the compiler option specificationfor the statements following the directive within a source program.
 If you specify the CALLINTERFACE directive without any suboptions, theCALLINT compiler option specification is in effect.
 If you specify only the DESC/NODESC suboption, the calling convention in effectis the convention specified in the CALLINT compiler option. (DESC/NODESC areoptions only for the CALLINTERFACE directive. They are not available in theCALLINT compiler option.) For example, if the CALLINT compiler option is setto CALLINT SYSTEM, given the following directives:
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CALLINTERFACE(Section A)...>>CALLINTERFACE OPT(Section B)...>>CALLINTERFACE DESC(Section C)
 the following specifications are in effect:� Section A—SYSTEM� Section B—OPT� Section C—SYSTEM DESC
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Compiler limits
 Appendix A. Compiler limits
 The following table lists the compiler limits for IBM COBOL programs runningunder OS/390, VM, AIX, and Windows.
 Table 54 (Page 1 of 4). Compiler limits
 Language element Compiler limit
 Size of program 999,999 lines
 Size of file record size (AIX and Windows) 64K
 Number of literals 4,194,3031
 Total length of literals 4,194,303 bytes1
 Reserved word table entries 1536
 COPY REPLACING ... BY ... (items per COPYstatement)
 No limit
 Number of COPY libraries No limit
 Block size of COPY library 32,767 bytes
 Identification Division
 Environment Division
 Configuration Section
 SPECIAL-NAMES paragraph
 function-name IS 18
 UPSI-n ... (switches) 0-7
 alphabet-name IS ... No limit
 literal THRU/ALSO ... 256
 Input-Output Section
 FILE-CONTROL paragraph
 SELECT file-name ...| A maximum of 65,535 file names| can be assigned external names
 ASSIGN system-name ...| No limit
 ALTERNATE RECORD KEY data-name ... 253
 RECORD KEY length No limit3
 RESERVE integer (buffers) 2554
 I-O-CONTROL paragraph
 RERUN ON system-name ... 32,767
 integer RECORDS 16,777,215
 SAME RECORD AREA 255
 FOR file-name ... 255
 SAME SORT/MERGE AREA No limit2
 MULTIPLE FILE ... file-name No limit2
 Data Division
 File Section
 FD file-name ... 65,535
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Compiler limits
 Table 54 (Page 2 of 4). Compiler limits
 Language element Compiler limit
 LABEL data-name ... (if no optional clauses) 255
 Label record length 80 bytes
 DATA RECORD dnm ... No limit2
 BLOCK CONTAINS integer| 2,147,483,647 (OS/390)8
 | 1,048,575 (other platforms)5
 RECORD CONTAINS integer 1,048,5755
 Item length 1,048,575 bytes5
 LINAGE clause values| 99,999,999
 SD file-name ... 65,535
 DATA RECORD dnm ... No limit2
 Sort record length 32,751 bytes
 Working-Storage Section
 Items without the EXTERNAL attribute 134,217,727 bytes
 Items with the EXTERNAL attribute 134,217,727 bytes
 77 data-names 16,777,215 bytes
 01-49 data-names 16,777,215 bytes
 88 condition-name ... No limit
 VALUE literal ... No limit
 66 RENAMES ... No limit
 PICTURE character-string| 50
 Numeric item digit positions| If the ARITH(COMPAT) compiler| option is in effect: 18
 | If the ARITH(EXTEND) compiler| option is in effect: 31
 Numeric-edited character positions 249
 PICTURE replication ( ) 16,777,215
 PIC repl (editing) 32,767
 DBCS Picture replication ( ) 8,388,607
 Group item size: File Section 1,048,575 bytes
 Elementary item size 16,777,215 bytes
 VALUE initialization (Total length of all valueliterals)
 16,777,215 bytes
 OCCURS integer 16,777,215
 Total number of ODOs 4,194,3031
 Table size 16,777,215 bytes
 Table element size 8,388,607 bytes
 ASC/DES KEY ... (per OCCURS clause) 12 KEYS
 Total length 256 bytes
 INDEXED BY ... (index names) (per OCCURSclause)
 12
 Total num of indexes (index names) 65,535
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 Table 54 (Page 3 of 4). Compiler limits
 Language element Compiler limit
 Size of relative index 32,765
 Linkage Section 134,217,727 bytes
 Total 01 + 77 (data items) No limit
 Procedure Division
 Procedure + constant area 4,194,303 bytes1
 USING identifier ... 32,767
 Procedure-names 1,048,5751
 Subscripted data-names per verb 32,767
 Verbs per line (TEST) 7
 ADD identifier ... No limit
 ALTER pn1 TO pn2 ... 4,194,3031
 CALL ... BY CONTENT id 2,147,483,647 bytes
 CALL id/lit USING id/lit... 16380 (OS/390 and VM) 500 (AIXand Windows)
 CALL literal ... 4,194,3031
 Active programs in run unit 32,767
 Number of names called (DYN) No limit
 CANCEL id/lit ... No limit
 CLOSE file-name ... No limit
 COMPUTE identifier ... No limit
 DISPLAY id/lit ... No limit
 DIVIDE identifier ... No limit
 ENTRY USING id/lit ... No limit
 EVALUATE ... subjects 64
 EVALUATE ... WHEN clauses 256
 GO pn ... DEPENDING 255
 INSPECT TALLY/REPL clauses No limit
 MERGE file-name ASC/DES KEY ... No limit
 Total key length 4,092 bytes6
 USING file-name ... 167
 MOVE id/lit TO id ... No limit
 MULTIPLY identifier ... No limit
 OPEN file-name No limit
 PERFORM 4,194,303
 SEARCH ... WHEN ... No limit
 SET index/id ... TO No limit
 SET index ... UP/DOWN No limit
 SORT file-name ASC/DES KEY No limit
 Total key length 4,092 bytes6
 USING file-name ... 167
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 Table notes (OS/390 and VM only): 1 Items included in 4,194,303 byte limit for procedure plus constant area.2 Syntax checked, but has no effect on the execution of the program; there is no
 limit.3 No compiler limit, but VSAM limits it to 255 bytes.4 QSAM5 Compiler limit shown, but QSAM limits it to 32,767 bytes.6 For QSAM and VSAM, the limit is 4088 bytes if EQUALS is coded on the
 OPTION control statement.7 SORT limit for QSAM and VSAM.
 | 8 Requires large block interface (LBI) support provided by OS/390 DFSMS| Version 2 Release 10.0 or later. On OS/390 systems with earlier releases of| DFSMS, the limit is 32,767 bytes. For more information on using large block| sizes, see the IBM COBOL for OS/390 & VM Programming Guide.
 Table 54 (Page 4 of 4). Compiler limits
 Language element Compiler limit
 STRING identifier ... No limit
 DELIMITED id/lit ... No limit
 UNSTRING DELIMITED id/lit OR id/lit ... 255
 UNSTRING INTO id/lit ... No limit
 USE ... ON file-name ... No limit
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 Appendix B. EBCDIC and ASCII collating sequences
 The ascending collating sequences for both the EBCDIC (Extended Binary CodedDecimal Interchange Code) and ASCII (American National Standard Code forInformation Interchange) character sets are shown in this appendix. In addition tothe symbol and meaning for each character, the ordinal number (beginning with1), decimal representation, and hexadecimal representation are given.
 EBCDIC collating sequence
 Table 55 (Page 1 of 3). EBCDIC collating sequence
 OrdinalNumber Symbol Meaning
 DecimalRepresentation
 HexRepresentation
 65 ␣ Space 64 40...
 75 ¢ Cent sign 74 4A
 76 . Period, decimal point 75 4B
 77 < Less than sign 76 4C
 78 ( Left parenthesis 77 4D
 79 + Plus sign 78 4E
 80 | Vertical bar, Logical OR 79 4F
 81 & Ampersand 80 50...
 91 ! Exclamation point 90 5A
 92 $ Dollar sign 91 5B
 93 * Asterisk 92 5C
 94 ) Right parenthesis 93 5D
 95 ; Semicolon 94 5E
 96 ¬ Logical NOT 95 5F
 97 - Minus, hyphen 96 60
 98 / Slash 97 61...
 108 , Comma 107 6B
 109 % Percent sign 108 6C
 110 _ Underscore 109 6D
 111 > Greater than sign 110 6E
 112 ? Question mark 111 6F...
 123 : Colon 122 7A
 124 # Number sign, pound sign 123 7B
 125 @ At sign 124 7C
 126 ' Apostrophe, prime sign 125 7D
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 Table 55 (Page 2 of 3). EBCDIC collating sequence
 OrdinalNumber Symbol Meaning
 DecimalRepresentation
 HexRepresentation
 127 = Equal sign 126 7E
 128 " Quotation marks 127 7F...
 130 a 129 81
 131 b 130 82
 132 c 131 83
 133 d 132 84
 134 e 133 85
 135 f 134 86
 136 g 135 87
 137 h 136 88
 138 i 137 89...
 146 j 145 91
 147 k 146 92
 148 l 147 93
 149 m 148 94
 150 n 149 95
 151 o 150 96
 152 p 151 97
 153 q 152 98
 154 r 153 99...
 163 s 162 A2
 164 t 163 A3
 165 u 164 A4
 166 v 165 A5
 167 w 166 A6
 168 x 167 A7
 169 y 168 A8
 170 z 169 A9...
 194 A 193 C1
 195 B 194 C2
 196 C 195 C3
 197 D 196 C4
 198 E 197 C5
 199 F 198 C6
 200 G 199 C7
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 Table 55 (Page 3 of 3). EBCDIC collating sequence
 OrdinalNumber Symbol Meaning
 DecimalRepresentation
 HexRepresentation
 201 H 200 C8
 202 I 201 C9...
 210 J 209 D1
 211 K 210 D2
 212 L 211 D3
 213 M 212 D4
 214 N 213 D5
 215 O 214 D6
 216 P 215 D7
 217 Q 216 D8
 218 R 217 D9...
 227 S 226 E2
 228 T 227 E3
 229 U 228 E4
 230 V 229 E5
 231 W 230 E6
 232 X 231 E7
 233 Y 232 E8
 234 Z 233 E9...
 241 0 240 F0
 242 1 241 F1
 243 2 242 F2
 244 3 243 F3
 245 4 244 F4
 246 5 245 F5
 247 6 246 F6
 248 7 247 F7
 249 8 248 F8
 250 9 249 F9
 US English ASCII code page (ISO 646)
 Table 56 (Page 1 of 4). ASCII collating sequence
 OrdinalNumber Symbol Meaning
 DecimalRepresentation
 HexRepresentation
 1 Null 0 0
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 Table 56 (Page 2 of 4). ASCII collating sequence
 OrdinalNumber Symbol Meaning
 DecimalRepresentation
 HexRepresentation
 ...
 33 ␣ Space 32 20
 34 ! Exclamation point 33 21
 35 " Quotation mark 34 22
 36 # Number sign 35 23
 37 $ Dollar sign 36 24
 38 % Percent sign 37 25
 39 & Ampersand 38 26
 40 ' Apostrophe, prime sign 39 27
 41 ( Opening parenthesis 40 28
 42 ) Closing parenthesis 41 29
 43 * Asterisk 42 2A
 44 + Plus sign 43 2B
 45 , Comma 44 2C
 46 - Hyphen, minus 45 2D
 47 . Period, decimal point 46 2E
 48 / Slant 47 2F
 49 0 48 30
 50 1 49 31
 51 2 50 32
 52 3 51 33
 53 4 52 34
 54 5 53 35
 55 6 54 36
 56 7 55 37
 57 8 56 38
 58 9 57 39
 59 : Colon 58 3A
 60 ; Semicolon 59 3B
 61 < Less than sign 60 3C
 62 = Equal sign 61 3D
 63 > Greater than sign 62 3E
 64 ? Question mark 63 3F
 65 @ Commercial At sign 64 40
 66 A 65 41
 67 B 66 42
 68 C 67 43
 69 D 68 44
 70 E 69 45
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 Table 56 (Page 3 of 4). ASCII collating sequence
 OrdinalNumber Symbol Meaning
 DecimalRepresentation
 HexRepresentation
 71 F 70 46
 72 G 71 47
 73 H 72 48
 74 I 73 49
 75 J 74 4A
 76 K 75 4B
 77 L 76 4C
 78 M 77 4D
 79 N 78 4E
 80 O 79 4F
 81 P 80 50
 82 Q 81 51
 83 R 82 52
 84 S 83 53
 85 T 84 54
 86 U 85 55
 87 V 86 56
 88 W 87 57
 89 X 88 58
 90 Y 89 59
 91 Z 90 5A
 92 [ Opening bracket 91 5B
 93 \ Reverse slant 92 5C
 94 ] Closing bracket 93 5D
 95 ^ Caret 94 5E
 96 _ Underscore 95 5F
 97 ` Grave accent 96 60
 98 a 97 61
 99 b 98 62
 00 c 99 63
 101 d 100 64
 102 e 101 65
 103 f 102 66
 104 g 103 67
 105 h 104 68
 106 i 105 69
 107 j 106 6A
 108 k 107 6B
 109 l 108 6C
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 Table 56 (Page 4 of 4). ASCII collating sequence
 OrdinalNumber Symbol Meaning
 DecimalRepresentation
 HexRepresentation
 110 m 109 6D
 111 n 110 6E
 112 o 111 6F
 113 p 112 70
 114 q 113 71
 115 r 114 72
 116 s 115 73
 117 t 116 74
 118 u 117 75
 119 v 118 76
 120 w 119 77
 121 x 120 78
 122 y 121 79
 123 z 122 7A
 124 { Opening brace 123 7B
 125 ¦ Split vertical bar 124 7C
 126 } Closing brace 125 7D
 127 ˜ Tilde 126 7E
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 Appendix C. Source language debugging
 COBOL language elements that implement the debugging feature are:� Debugging lines� Debugging sections� DEBUG-ITEM special register� Compile-time switch (WITH DEBUGGING MODE clause)� Object-time switch
 Coding debugging lines
 A debugging line is a statement that is compiled only when the compile-timeswitch is activated. Debugging lines allow you, for example, to check the value ofa data-name at certain points in a procedure.
 To specify a debugging line in your program, code a “D” in column 7 (theindicator area). You can include successive debugging lines, but each must have a“D” in column 7 and you cannot break character strings across two lines.
 All your debugging lines must be written so that the program is syntacticallycorrect, whether the debugging lines are compiled or treated as comments.
 You can code debugging lines anywhere in your program after theOBJECT-COMPUTER paragraph.
 If a debugging line contains only spaces in Area A and in Area B, it is treated as ablank line.
 Coding debugging sections
 Debugging sections are only permitted in the outermost program; they are notvalid in nested programs. Debugging sections are never triggered by procedurescontained in nested programs.
 Debugging sections are declarative procedures. Declarative procedures aredescribed under “USE statement” on page 482. A debugging section can be called,for example, by a PERFORM statement that causes repeated execution of aprocedure. Any associated procedure-name debugging declarative section isexecuted once for each repetition.
 A debugging section executes only if both the compile-time switch and theobject-time switch are activated.
 The debug feature recognizes each separate occurrence of an imperative statementwithin an imperative statement as the beginning of a separate statement.
 You cannot refer to a procedure defined within a debugging section in a statementoutside of the debugging section.
 References to the DEBUG-ITEM special register can be made only from within adebugging declarative procedure.
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 DEBUG-ITEM special register
 For information on the DEBUG-ITEM special register, see “DEBUG-ITEM specialregister.”
 Activate compile-time switch
 The compile-time switch activates the debugging lines and sections. To place thecompile-time switch in effect, specify WITH DEBUGGING MODE in the SOURCECOMPUTER paragraph of the Configuration Section.
 Format ��──SOURCE-COMPUTER.─ ──┬ ┬──────────────────────────────────────────────── ─────────────────────────�� └ ┘ ─computer-name─ ──┬ ┬────────────────────────── ─.─ └ ┘ ──┬ ┬────── ─DEBUGGING MODE─ └ ┘─WITH─
 WITH DEBUGGING MODEWhen WITH DEBUGGING MODE is specified, all debugging sections anddebugging lines are compiled.
 When WITH DEBUGGING MODE is omitted, all debugging sections anddebugging lines are treated as comments.
 Note: If you include a COPY statement as a debugging line, the “D” must appearon the first line of the COPY statement. IBM COBOL treats the copied text as thedebugging line or lines. The COPY statement is executed, regardless of whetherWITH DEBUGGING MODE is specified or not.
 Activate object-time switch
 The object-time switch is set when the run-time option DEBUG or NODEBUG isspecified. (DEBUG is the default supplied by IBM.)
 For details on the format, see:� Language Environment Programming Guide for OS/390 and VM� COBOL Set for AIX Programming Guide for AIX� VisualAge COBOL Programming Guide for Windows
 The USE FOR DEBUGGING declarative procedures are activated when DEBUG isin effect and inhibited when NODEBUG is in effect.
 The debugging lines (D in column 7) are not affected by the DEBUG/NODEBUGoption; they are always active if they have been compiled.
 When WITH DEBUGGING MODE is not specified in the SOURCE-COMPUTERparagraph, the object-time switch has no effect on execution of the object program.
 You do not have to recompile the source program to activate or deactivate theobject-time switch.
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 Appendix D. Reserved words
 This list identifies all reserved words in the COBOL for OS/390 & VM, COBOL Set for AIX, andVisualAge COBOL products. It also identifies words that are reserved in the COBOL 85 Standard (whichare not reserved in the IBM COBOL products), and words reserved for future development.� Words marked under IBM COBOL are reserved words in the COBOL for OS/390 & VM, COBOL Set
 for AIX, and VisualAge COBOL products. These reserved words include both reserved words forIBM extensions and a subset of the COBOL 85 Standard reserved words.
 Reserved words marked 1 are applicable only to AIX and Windows.� Words marked under Standard Only are COBOL 85 Standard reserved words for function not
 implemented in IBM COBOL products. If used as user-defined names, these words are flagged withan S-LEVEL message.
 � Words marked under RFD are reserved for future development and are flagged with an I-LEVELmessage.
 Words marked X2 under RFD are reserved for future development under OS/390 and VM only.
 |Note: Under OS/390 and VM, you can change which reserved word table is used by using|the WORD compiler option. For details on how to specify an alternate reserved word table, see the IBM|COBOL for OS/390 & VM Programming Guide.
 Table 57 (Page 1 of 6). Reserved words Table 57 (Page 1 of 6). Reserved words
 Reserved wordIBM
 COBOLStandard
 only RFD Reserved wordIBM
 COBOLStandard
 only RFD
 ACCEPT X AUTHOR X
 ACCESS X AUTOMATIC 1 X
 ADD X B-AND X
 ADDRESS X B-EXOR X
 ADVANCING X B-LESS X
 AFTER X B-NOT X
 ALL X B-OR X
 ALLOWING X BASIS X
 ALPHABET X BEFORE X
 ALPHABETIC X BEGINNING X
 ALPHABETIC-LOWER X BINARY X
 ALPHABETIC-UPPER X BIT X
 ALPHANUMERIC X BITS X
 ALPHANUMERIC-EDITED X BLANK X
 ALSO X BLOCK X
 ALTER X BOOLEAN X
 ALTERNATE X BOTTOM X
 AND X BY X
 ANY X CALL X
 APPLY X CANCEL X
 ARE X CBL X
 AREA X CD X
 AREAS X CF X
 ARITHMETIC X CH X
 ASCENDING X CHARACTER X
 ASSIGN X CHARACTERS X
 AT X CLASS X
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 Table 57 (Page 2 of 6). Reserved words Table 57 (Page 2 of 6). Reserved words
 Reserved wordIBM
 COBOLStandard
 only RFD Reserved wordIBM
 COBOLStandard
 only RFD
 CLASS-ID X DATE X
 CLOCK-UNITS X DATE-COMPILED X
 CLOSE X DATE-WRITTEN X
 COBOL X DAY X
 CODE X DAY-OF-WEEK X
 CODE-SET X DB X
 COLLATING X DB-ACCESS-CONTROL-KEY X
 COLUMN X DB-DATA-NAME X
 COM-REG X DB-EXCEPTION X
 COMMA X DB-RECORD-NAME X
 COMMIT X DB-SET-NAME X
 COMMON X DB-STATUS X
 COMMUNICATION X DBCS X
 COMP X DE X
 COMP-1 X DEBUG-CONTENTS X
 COMP-2 X DEBUG-ITEM X
 COMP-3 X DEBUG-LINE X
 COMP-4 X DEBUG-NAME X
 | COMP-5 X DEBUG-SUB-1 X
 COMP-6 X DEBUG-SUB-2 X
 COMP-7 X DEBUG-SUB-3 X
 COMP-8 X DEBUGGING X
 COMP-9 X DECIMAL-POINT X
 COMPUTATIONAL X DECLARATIVES X
 COMPUTATIONAL-1 X DEFAULT X
 COMPUTATIONAL-2 X DELETE X
 COMPUTATIONAL-3 X DELIMITED X
 COMPUTATIONAL-4 X DELIMITER X
 | COMPUTATIONAL-5 X DEPENDING X
 COMPUTATIONAL-6 X DESCENDING X
 COMPUTATIONAL-7 X DESTINATION X
 COMPUTATIONAL-8 X DETAIL X
 COMPUTATIONAL-9 X DISABLE X
 COMPUTE X DISCONNECT X
 CONFIGURATION X DISPLAY X
 CONNECT X DISPLAY-1 X
 CONTAINED X DISPLAY-2 X
 CONTAINS X DISPLAY-3 X
 CONTENT X DISPLAY-4 X
 CONTINUE X DISPLAY-5 X
 CONTROL X DISPLAY-6 X
 CONTROLS X DISPLAY-7 X
 CONVERTING X DISPLAY-8 X
 COPY X DISPLAY-9 X
 CORR X DIVIDE X
 CORRESPONDING X DIVISION X
 COUNT X DOWN X
 CURRENCY X DUPLICATE X
 CURRENT X DUPLICATES X
 CYCLE X DYNAMIC X
 DATA X EGCS X
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 Table 57 (Page 3 of 6). Reserved words Table 57 (Page 3 of 6). Reserved words
 Reserved wordIBM
 COBOLStandard
 only RFD Reserved wordIBM
 COBOLStandard
 only RFD
 EGI X EXTEND X
 EJECT X EXTERNAL X
 ELSE X | FACTORY| X
 EMI X FALSE X
 EMPTY X FD X
 ENABLE X FETCH X
 END X FILE X
 END-ADD X FILE-CONTROL X
 END-CALL X FILLER X
 END-COMPUTE X FINAL X
 END-DELETE X FIND X
 END-DISABLE X FINISH X
 END-DIVIDE X FIRST X
 END-ENABLE X FOOTING X
 END-EVALUATE X FOR X
 | END-EXEC| X FORM X
 END-IF X FORMAT X
 END-INVOKE X FREE X
 END-MULTIPLY X FROM X
 END-OF-PAGE X FUNCTION X
 END-PERFORM X GENERATE X
 END-READ X GET X
 END-RECEIVE X GIVING X
 END-RETURN X GLOBAL X
 END-REWRITE X GO X
 END-SEARCH X GOBACK X
 END-SEND X GREATER X
 END-START X GROUP X
 END-STRING X HEADING X
 END-SUBTRACT X HIGH-VALUE X
 END-TRANSCEIVE X HIGH-VALUES X
 END-UNSTRING X I-O X
 END-WRITE X I-O-CONTROL X
 ENDING X ID X
 ENTER X IDENTIFICATION X
 ENTRY X IF X
 ENVIRONMENT X IN X
 EOP X INDEX X
 EQUAL X INDEX-1 X
 EQUALS X INDEX-2 X
 ERASE X INDEX-3 X
 ERROR X INDEX-4 X
 ESI X INDEX-5 X
 EVALUATE X INDEX-6 X
 EVERY X INDEX-7 X
 EXACT X INDEX-8 X
 EXCEEDS X INDEX-9 X
 EXCEPTION X INDEXED X
 EXCLUSIVE X INDICATE X
 | EXEC| X INHERITS X
 EXIT X INITIAL X
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 Table 57 (Page 4 of 6). Reserved words Table 57 (Page 4 of 6). Reserved words
 Reserved wordIBM
 COBOLStandard
 only RFD Reserved wordIBM
 COBOLStandard
 only RFD
 INITIALIZE X NEGATIVE X
 INITIATE X NEXT X
 INPUT X NO X
 INPUT-OUTPUT X NORMAL X
 INSERT X NOT X
 INSPECT X NULL X
 INSTALLATION X NULLS X
 INTO X NUMBER X
 INVALID X NUMERIC X
 INVOKE X NUMERIC-EDITED X
 IS X OBJECT X
 JUST X OBJECT-COMPUTER X
 JUSTIFIED X OCCURS X
 KANJI X OF X
 KEEP X OFF X
 KEY X OMITTED X
 LABEL X ON X
 LAST X ONLY X
 LD X OPEN X
 LEADING X OPTIONAL X
 LEFT X OR X
 LENGTH X ORDER X
 LESS X ORGANIZATION X
 LIMIT X OTHER X
 LIMITS X OUTPUT X
 LINAGE X OVERFLOW X
 LINAGE-COUNTER X OVERRIDE X
 LINE X OWNER X
 LINE-COUNTER X PACKED-DECIMAL X
 LINES X PADDING X
 LINKAGE X PAGE X
 LOCALLY X PAGE-COUNTER X
 LOCAL-STORAGE X PARAGRAPH X
 LOCK X PASSWORD X
 LOW-VALUE X PERFORM X
 LOW-VALUES X PF X
 MEMBER X PH X
 MEMORY X PIC X
 MERGE X PICTURE X
 MESSAGE X PLUS X
 METACLASS X POINTER X
 METHOD X POSITION X
 METHOD-ID X POSITIVE X
 MODE X PRESENT X
 MODIFY X PREVIOUS 1 X X2
 MODULES X PRINTING X
 MORE-LABELS X PRIOR X
 MOVE X PROCEDURE X
 MULTIPLE X PROCEDURE-POINTER X
 MULTIPLY X PROCEDURES X
 NATIVE X PROCEED X
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 Table 57 (Page 5 of 6). Reserved words Table 57 (Page 5 of 6). Reserved words
 Reserved wordIBM
 COBOLStandard
 only RFD Reserved wordIBM
 COBOLStandard
 only RFD
 PROCESSING X RIGHT X
 PROGRAM X ROLLBACK X
 PROGRAM-ID X ROUNDED X
 PROTECTED X RUN X
 PURGE X SAME X
 QUEUE X SD X
 QUOTE X SEARCH X
 QUOTES X SECTION X
 RANDOM X SECURITY X
 RD X SEGMENT X
 READ X SEGMENT-LIMIT X
 READY X SELECT X
 REALM X SELF X
 RECEIVE X SEND X
 RECONNECT X SENTENCE X
 RECORD X SEPARATE X
 RECORD-NAME X SEQUENCE X
 RECORDING X SEQUENTIAL X
 RECORDS X SERVICE X
 RECURSIVE X SESSION-ID X
 REDEFINES X SET X
 REEL X SHARED X
 REFERENCE X SHIFT-IN X
 REFERENCES X SHIFT-OUT X
 RELATION X SIGN X
 RELATIVE X SIZE X
 RELEASE X SKIP1 X
 RELOAD X SKIP2 X
 REMAINDER X SKIP3 X
 REMOVAL X SORT X
 RENAMES X SORT-CONTROL X
 REPEATED X SORT-CORE-SIZE X
 REPLACE X SORT-FILE-SIZE X
 REPLACING X SORT-MERGE X
 REPORT X SORT-MESSAGE X
 REPORTING X SORT-MODE-SIZE X
 REPORTS X SORT-RETURN X
 REPOSITORY X SOURCE X
 RERUN X SOURCE-COMPUTER X
 RESERVE X SPACE X
 RESET X SPACES X
 RETAINING X SPECIAL-NAMES X
 RETRIEVAL X | SQL| X
 RETURN X STANDARD X
 RETURN-CODE X STANDARD-1 X
 RETURNING X STANDARD-2 X
 REVERSED X STANDARD-3 X
 REWIND X STANDARD-4 X
 REWRITE X START X
 RF X STATUS X
 RH X STOP X
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 Table 57 (Page 6 of 6). Reserved words Table 57 (Page 6 of 6). Reserved words
 Reserved wordIBM
 COBOLStandard
 only RFD Reserved wordIBM
 COBOLStandard
 only RFD
 STORE X VALUES X
 STRING X VARYING X
 SUB-QUEUE-1 X WAIT X
 SUB-QUEUE-2 X WHEN X
 SUB-QUEUE-3 X WHEN-COMPILED X
 SUB-SCHEMA X WITH X
 SUBTRACT X WITHIN X
 SUM X WORDS X
 SUPER X WORKING-STORAGE X
 SUPPRESS X WRITE X
 SYMBOLIC X WRITE-ONLY X
 SYNC X ZERO X
 SYNCHRONIZED X ZEROES X
 TABLE X ZEROS X
 TALLY X < X
 TALLYING X <= X
 TAPE X + X
 TENANT X * X
 TERMINAL X ** X
 TERMINATE X - X
 TEST X / X
 TEXT X > X
 THAN X >= X
 THEN X = X
 THROUGH X Note:
 1 These words are reserved under AIX and Windows only.
 2 These words are reserved for future development (RFD) underOS/390 and VM only.
 THRU X
 TIME X
 TIMEOUT X
 TIMES X
 TITLE X
 TO X
 TOP X
 TRACE X
 TRAILING X
 TRANSCEIVE X
 TRUE X
 TYPE X
 UNEQUAL X
 UNIT X
 UNSTRING X
 UNTIL X
 UP X
 UPDATE X
 UPON X
 USAGE X
 USAGE-MODE X
 USE X
 USING X
 VALID X
 VALIDATE X
 VALUE X
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 Appendix E. ASCII considerations for OS/390 and VM
 The compiler supports the American National Standard Code for InformationInterchange (ASCII). Thus, the programmer can create and process tape filesrecorded in accordance with the following standards:� American National Standard Code for Information Interchange, X3.4-1977� American National Standard Magnetic Tape Labels for Information
 Interchange, X3.27-1978� American National Standard Recorded Magnetic Tape for Information
 Interchange (800 CPI, NRZI), X3.22-1967
 ASCII-encoded tape files, when read into the system, are automatically translatedin the buffers into EBCDIC. Internal manipulation of data is performed exactly asif the ASCII files were EBCDIC-encoded files. For an output file, the systemtranslates the EBCDIC characters into ASCII in the buffers before writing the fileon tape. Therefore, there are special considerations concerning ASCII-encoded fileswhen they are processed in COBOL.
 This appendix also applies (with appropriate modifications) to the InternationalReference Version of the ISO 7-bit code (ISCII) defined in International Standard646, 7-Bit Coded Character Set for Information Processing Interchange. The ISCIIcode set differs from ASCII only in the graphic representation of two code points:� Ordinal number 37, which is a dollar sign in ASCII, but a lozenge in ISCII� Ordinal number 127, which is a tilde (˜) in ASCII, but an overline (or
 optionally a tilde) in ISCII.
 Note: In the following discussion, the information given for STANDARD-1 alsoapplies to STANDARD-2 except where otherwise specified.
 The following paragraphs discuss the special considerations concerning ASCII- (orISCII-) encoded files.
 Environment Division
 In the Environment Division, the OBJECT-COMPUTER, SPECIAL-NAMES, andFILE-CONTROL paragraphs are affected.
 OBJECT-COMPUTER and SPECIAL-NAMES paragraphs
 When at least one file in the program is an ASCII-encoded file, the alphabet-nameclause of the SPECIAL-NAMES paragraph must be specified; the alphabet-namemust be associated with STANDARD-1 or STANDARD-2 (for ASCII or ISCIIcollating sequence or CODE SET, respectively).
 When nonnumeric comparisons within the object program are to use the ASCIIcollating sequence, the PROGRAM COLLATING SEQUENCE clause of theOBJECT-COMPUTER paragraph must be specified; the alphabet-name used mustalso be specified as an alphabet-name in the SPECIAL-NAMES paragraph, andassociated with STANDARD-1. For example:
 Object-computer. IBM-39? Program collating sequence is ASCII-sequence.Special-names. Alphabet ASCII-sequence is standard-1.
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 When both clauses are specified, the ASCII collating sequence is used in thisprogram to determine the truth value of the following nonnumeric comparisons:� Those explicitly specified in relation conditions� Those explicitly specified in condition-name conditions� Any nonnumeric sort or merge keys (unless the COLLATING SEQUENCE
 phrase is specified in the MERGE or SORT statement).
 When the PROGRAM COLLATING SEQUENCE clause is omitted, the EBCDICcollating sequence is used for such comparisons.
 The PROGRAM COLLATING SEQUENCE clause, in conjunction with thealphabet-name clause, can be used to specify EBCDIC nonnumeric comparisons foran ASCII-encoded tape file or ASCII nonnumeric comparisons for anEBCDIC-encoded tape file.
 The literal option of the alphabet-name clause can be used to process internal datain a collating sequence other than NATIVE or STANDARD-1.
 FILE-CONTROL paragraph
 For ASCII files, the ASSIGN clause assignment-name has the following formats: Format—QSAM file
 ��─ ──┬ ┬───────── ──┬ ┬───── ─name────────────────────────────────────────────────────────────────────��└ ┘──label- └ ┘─S- ─
 The file must be a QSAM file assigned to a magnetic tape device.
 label-Documents the device and device class to which a file is assigned. If specified,it must end with a hyphen.
 S- The organization field. Optional for QSAM files, which always have sequentialorganization.
 nameA required 1- to 8-character field that specifies the external name for this file.
 I-O-CONTROL paragraph
 The assignment-name in a RERUN clause must not specify an ASCII-encoded file.
 ASCII-encoded files containing checkpoint records cannot be processed.
 Data Division
 In the Data Division, there are special considerations for the FD entry and for datadescription entries.
 For each logical file defined in the Environment Division, there must be acorresponding FD entry and level-01 record description entry in the File Section ofthe Data Division.
 FD Entry—CODE-SET clause
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 The FD Entry for an ASCII-encoded file must contain a CODE-SET clause; thealphabet-name must be associated with STANDARD-1 (for the ASCII code set) inthe SPECIAL-NAMES paragraph. For example:
 Special-names. Alphabet ASCII-sequence is standard-1. . . .FD ASCII-file label records standard Recording mode is f Code-set is ASCII-sequence.
 Data description entries
 For ASCII files, the following data description considerations apply:� PICTURE clause specifications for all five categories of data are valid.� For signed numeric items, the SIGN clause with the SEPARATE CHARACTER
 phrase must be specified.� For the USAGE clause, only the DISPLAY phrase is valid.
 Procedure Division
 An ASCII collated sort/merge operation can be specified in two ways:� Through the PROGRAM COLLATING SEQUENCE clause in the
 OBJECT-COMPUTER paragraph.
 In this case, the ASCII collating sequence is used for nonnumeric comparisonsexplicitly specified in relation conditions and condition-name conditions.
 � Through the COLLATING SEQUENCE phrase of the SORT or MERGEstatement.
 In this case, only this sort/merge operation uses the ASCII collating sequence.
 In either case, alphabet-name must be associated with STANDARD-1 (for ASCIIcollating sequence) in the SPECIAL-NAMES paragraph.
 For this sort/merge operation, the COLLATING SEQUENCE option takesprecedence over the PROGRAM COLLATING SEQUENCE clause.
 If both the PROGRAM COLLATING SEQUENCE clause and the COLLATINGSEQUENCE phrase are omitted (or if the one in effect specifies an EBCDICcollating sequence), the sort/merge is performed using the EBCDIC collatingsequence.
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 Appendix F. Locale considerations (workstation only)
 A locale is defined by language-specific and cultural-specific conventions forprocessing information. All such information should be accessible to a program atrun time so that the same program can display or process data differently fordifferent countries.
 Locale information consists of data from six categories. Each locale is described bya locale definition file. The following standard categories can be defined in alocale definition source file:
 LC_CTYPEDefines character classification, case conversion, and other characterattributes. Use this category to define the code page in effect.
 LC_COLLATEDefines string-collation order information. For IBM COBOL workstationproducts running on AIX and Windows, this defines the collating sequencein effect. This only impacts any > or < comparisons, such as relationalconditions and the SORT or MERGE verb.
 LC_MESSAGESDefines the format for affirmative and negative responses and impactswhether messages (error messages and listing headers for example) are inUS English or Japanese. For any locale other than Japanese, US English isused.
 LC_MONETARYDefines rules an symbols for formatting monetary numeric information.
 For IBM COBOL workstation products running under AIX and Windows,this attribute has no affect. Monetary value representation is controlledthrough the COBOL language syntax.
 LC_NUMERICDefines rules and symbols for formatting nonmonetary numericinformation.
 For IBM COBOL workstation products running under AIX and Windows,this attribute has no affect. Nonmonetary numeric value representation iscontrolled through the COBOL language syntax.
 LC_TIMELists rules and symbols for formatting time and date information.
 For IBM COBOL workstation products running under AIX and Windows,this attribute only affects the date and time shown on the compiler listings.All other date and time values are controlled through the COBOLlanguage syntax.
 Locale definition files are named by the language, territory, and code setinformation they describe.
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Appendix G. Summary of language difference: host COBOLand workstation COBOL
 Table 58 lists the language elements that are different between COBOL for OS/390& VM and the IBM Workstation COBOL compilers (COBOL Set for AIX andVisualAge COBOL). Many COBOL for OS/390 & VM clauses and phrases are
 | syntax checked, but have no effect on the execution of the program under AIX andWindows. However, this will have minimal effect on existing applications thatyou download to the workstation. The Workstation compilers recognize andprocess most COBOL for OS/390 & VM language syntax, even if the languageelement has no functional effect.
 Table 58 (Page 1 of 2). Language difference between mainframe and workstation IBM COBOL
 Language element Implementation
 ACCEPT statement Under AIX and Windows, environment-name determines file identification.
 APPLY WRITE-ONLY clause Syntax checked, but has no effect on the execution of the program underAIX and Windows.
 ASSIGN clause Different syntax for the ASSIGNment name. ASSIGN...USING data-name isnot supported under OS/390 and VM.
 CALL statement A file-name as a CALL argument is not supported under AIX andWindows.
 CLOSE statement The following phrases are syntax checked, but have no effect on theexecution of the program under AIX and Windows: FOR REMOVAL, WITHNO REWIND, and UNIT/REEL.
 CODE-SET clause Syntax checked, but has no effect on the execution of the program underAIX and Windows.
 DISPLAY statement Under AIX and Windows, environment-name determines file identification.
 File status data-name-1 Some values and meanings for file status 9x are different under OS/390 andVM than under AIX and Windows.
 File status data-name-8 The format and values are different depending on the platform and the filesystem.
 LABEL RECORD clause LABEL RECORD IS data-name, USE...AFTER...LABEL PROCEDURE, andGO TO MORE-LABELS are syntax checked, but have no effect on theexecution of the program under AIX and Windows. These languageelements are processed by the compiler; however, the user label declarativesare not called at run time.
 MULTIPLE FILE TAPE Syntax checked, but has no effect on the execution of the program underAIX and Windows. On the workstation, all files are treated as singlevolume files.
 OPEN statement The following phrases are syntax checked, but have no effect on theexecution of the program under AIX and Windows: REVERSED and WITHNO REWIND.
 PASSWORD clause Syntax checked, but has no effect on the execution of the program underAIX and Windows.
 POINTER andPROCEDURE-POINTER data items
 Under COBOL for OS/390 & VM, a POINTER data item is defined as 4bytes; a PROCEDURE-POINTER data item is defined as 8 bytes. UnderAIX and Windows, the size of these data items are consistent with thenative pointer definition of the platform (4 bytes for 32-bit machines and 8bytes for 64-bit machines).
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Table 58 (Page 2 of 2). Language difference between mainframe and workstation IBM COBOL
 Language element Implementation
 READ...PREVIOUS Under AIX and Windows only, allows you to read the previous record forrelative or index files with DYNAMIC access mode.
 RECORD CONTAINS clause The RECORD CONTAINS n CHARACTERS clause is accepted with oneexception: RECORD CONTAINS 0 CHARACTERS is syntax checked, buthave no effect on the execution of the program under AIX and Windows.
 RECORDING MODE clause Syntax checked, but has no effect on the execution of the program underAIX and Windows for relative, indexed, and line-sequential files.
 RERUN clause Syntax checked, but has no effect on the execution of the program underAIX and Windows.
 RESERVE clause Syntax checked, but has no effect on the execution of the program underAIX and Windows.
 SAME AREA clause Syntax checked, but has no effect on the execution of the program underAIX and Windows.
 SAME SORT clause Syntax checked, but has no effect on the execution of the program underAIX and Windows.
 SORT-CONTROL special register The contents of this special register differ between host and workstationCOBOL.
 SORT-CORE-SIZE special register The contents of this special register differ between host and workstationCOBOL.
 SORT-FILE-SIZE special register Syntax checked, but has no effect on the execution of the program underAIX and Windows. Values in this special register are not used.
 SORT-MESSAGE special register Syntax checked, but has no effect on the execution of the program underAIX and Windows.
 SORT-MODE-SIZE special register Syntax checked, but has no effect on the execution of the program underAIX and Windows. Values in this special register are not used.
 SORT MERGE AREA clause Syntax checked, but has no effect on the execution of the program underAIX and Windows.
 START...< Under AIX and Windows, the following relational operators are allowed:IS LESS THAN, IS <, IS NOT GREATER THAN, IS NOT >, IS LESS THANOR EQUAL TO, IS <=
 WRITE statement Under AIX and Windows, if you specify the WRITE...ADVANCING withenvironment names: C01 - C12 or S01 - S05, one line is advanced.
 Names known to the platformenvironment
 The following names are identified differently: program-name, text-name,library-name, assignment-name, SORT-CONTROL special register,basis-name, DISPLAY/ACCEPT target identification, and system-dependentnames.
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Industry specifications
 Appendix H. Industry specifications
 | COBOL for OS/390 & VM, COBOL Set for AIX, and VisualAge COBOL support| the following industry standards in their respective OS/390, VM/ESA, AIX, and| Windows environments:| 1. ISO 1989:1985, Programming languages - COBOL.
 | ISO 1989/Amendment 1, Programming languages - COBOL - Amendment 1:| Intrinsic function module.
 | ISO 1989:1985 is identical to X3.23-1985, American National Standard for| Information Systems - Programming Language - COBOL.
 | ISO 1989/Amendment 1 is identical to X3.23a-1989, American National| Standard for Information Systems - Programming Language - Intrinsic| Function Module for COBOL.
 | All required modules are supported at the highest level defined by the| standard.
 | The following optional modules of the standard are supported:| � Intrinsic Functions (1 ITR 0,1)| � Debug (1 DEB 0,2)| � Segmentation (2 SEG 0,2)
 | Under OS/390 and VM, the Report Writer optional module of the| standard is supported with the optional IBM COBOL Report Writer| Precompiler and Libraries (5798-DYR).
 | Under Windows, the Report Writer optional module of the| standard is supported with the optional VisualAge for COBOL Report Writer.
 | The Report Writer optional module is not supported under AIX.
 | The following optional modules of the standard are not supported:| � Communications| � Debug (2 DEB 0,2)| 2. X3.23-1985, American National Standard for Information Systems -| Programming Language - COBOL.
 | X3.23a-1989, American National Standard for Information Systems -| Programming Language - Intrinsic Function Module for COBOL.
 | All required modules are supported at the highest level defined by the| standard.
 | The following optional modules of the standard are supported:| � Intrinsic Functions (1 ITR 0,1)| � Debug (1 DEB 0,2)| � Segmentation (2 SEG 0,2)
 | The following optional modules of the standard are not supported:| � Communications| � Debug (2 DEB 0,2)
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 | 3. FIPS Publication 21-4, Federal Information Processing Standard| 21-4, COBOL high subset.| 4. International Reference Version of the ISO 7-bit code defined in International| Standard 646, 7-Bit Coded Character Set for Information Processing Interchange.| 5. The 7-bit coded character sets defined in American National Standard X3.4-1977,| Code for Information Interchange.| 6. SPIRIT (Service Provider's Requirements for Information| Technology), Part 6—COBOL Language Profile, published by Network| Management Forum.| 7. MIA (Multivendor Integration Architecture), technical| requirements, specified by Nippon Telegraph and Telephone Corp (NTT).|
 | COBOL for OS/390 & VM has the following restrictions related to| industry standards:| � OPEN EXTEND is not supported for ASCII encoded tapes (CODESET| STANDARD-1 or STANDARD-2).| � On VM/ESA, the RERUN phrase is not supported because there is no| Checkpoint/Restart feature.
 | The following compiler options are required to support the above standards:| ADV, DYNAM, INTDATE(ANSI), LIB, NOCMPR2, NOCURRENCY, NODBCS,| NODLL, NOFASTSRT, NONUMBER, NOSEQUENCE, NUMPROC(NOPFD) (or| NUMPROC(MIG)), TRUNC(STD), NOWORD, and ZWB.
 | The following Language Environment run-time options are required to support the| above standards: AIXBLD, CBLQDA(ON), and TRAP(ON).
 | The following Language Environment run-time options are used in support of the| above standards: UPSI, DEBUG, and NODEBUG.
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Notices
 Notices
 This information was developed for products and services offered in the U.S.A. IBM maynot offer the products, services, or features discussed in this document in other countries.Consult your local IBM representative for information on the products and servicescurrently available in your area. Any reference to an IBM product, program, or service isnot intended to state or imply that only that IBM product, program, or service may be used.Any functionally equivalent product, program, or service that does not infringe any IBMintellectual property right may be used instead. However, it is the user's responsibility toevaluate and verify the operation of any non-IBM product, program, or service.
 IBM may have patents or pending patent applications covering subject matter described inthis document. The furnishing of this document does not give you any license to thesepatents. You can send license inquiries, in writing, to:
 IBM CorporationJ74/G4555 Bailey AvenueP.O. Box 49023San Jose, CA 95161-9023U.S.A.
 For license inquiries regarding double-byte (DBCS) information, contact the IBM IntellectualProperty Department in your country or send inquiries, in writing, to:
 IBM World Trade Asia CorporationLicensing2-31 Roppongi 3-chome, Minato-kuTokyo 106, Japan
 The following paragraph does not apply to the United Kingdom or any other countrywhere such provisions are inconsistent with local law:INTERNATIONAL BUSINESSMACHINES CORPORATION PROVIDES THIS PUBLICATION “AS IS” WITHOUTWARRANTY OF ANY KIND, EITHER EXPRESS OR IMPLIED, INCLUDING, BUT NOTLIMITED TO, THE IMPLIED WARRANTIES OF NON-INFRINGEMENT,MERCHANTABILITY OR FITNESS FOR A PARTICULAR PURPOSE. Some states do notallow disclaimer of express or implied warranties in certain transactions, therefore, thisstatement may not apply to you.
 This information could include technical inaccuracies or typographical errors. Changes areperiodically made to the information herein; these changes will be incorporated in neweditions of the publication. IBM may make improvements and/or changes in the product(s)and/or the program(s) described in this publication at any time without notice.
 Any references in this publication to non-IBM Web sites are provided for convenience onlyand do not in any manner serve as an endorsement of those Web sites. The materials atthose Web sites are not part of the materials for this IBM product and use of those Websites is at your own risk.
 Programming interface information
 This Language Reference documents intended Programming Interfaces that allow thecustomer to write programs to obtain the services of COBOL for OS/390 & VM, COBOL Setfor AIX, and VisualAge COBOL.
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 Trademarks
 The following terms are trademarks of International Business Machines Corporation in theUnited States, or other countries, or both:
 Microsoft, Windows, Windows NT, and the Windows logo are trademarks of MicrosoftCorporation in the United States and/or other countries.
 UNIX is a registered trademark in the United States and/or other countries licensedexclusively through X/Open Company Limited.
 Other company, product, and service names may be trademarks or service marks of others.
 Advanced Function PrintingAFPAIXAIX/6000BookManagerCICSCICS/ESADATABASE 2DB2DFSORTIBM
 IMS/ESAMVSOS/390Print Services FacilitySOMSOMobjectsVisualAgeVM/ESA
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GlossaryThe terms in this glossary are defined in accordancewith their meaning in COBOL. These terms may ormay not have the same meaning in other languages.
 IBM is grateful to the American National StandardsInstitute (ANSI) for permission to reprint its definitionsfrom the following publications:
 � American National Standard Programming LanguageCOBOL, ANSI X3.23-1985 (Copyright 1985American National Standards Institute, Inc.), whichwas prepared by Technical Committee X3J4, whichhad the task of revising American NationalStandard COBOL, X3.23-1974.
 � American National Dictionary for InformationProcessing Systems (Copyright 1982 by theComputer and Business Equipment ManufacturersAssociation).
 American National Standard definitions are precededby an asterisk (*).
 A* abbreviated combined relation condition. Thecombined condition that results from the explicitomission of a common subject or a common subjectand common relational operator in a consecutivesequence of relation conditions.
 abend. Abnormal termination of program.
 * access mode. The manner in which records are to beoperated upon within a file.
 * actual decimal point. The physical representation,using the decimal point characters period (.) or comma(,), of the decimal point position in a data item.
 * alphabet-name. A user-defined word, in theSPECIAL-NAMES paragraph of the EnvironmentDivision, that assigns a name to a specific character setand/or collating sequence.
 * alphabetic character. A letter or a space character.
 * alphanumeric character. Any character in thecomputer’s character set.
 alphanumeric-edited character. A character within analphanumeric character-string that contains at least oneB, 0 (zero), or / (slash).
 * alphanumeric function. A function whose value iscomposed of a string of one or more characters fromthe computer's character set.
 * alternate record key. A key, other than the primerecord key, whose contents identify a record within anindexed file.
 ANSI (American National Standards Institute). Anorganization consisting of producers, consumers, andgeneral interest groups, that establishes the proceduresby which accredited organizations create and maintainvoluntary industry standards in the United States.
 * argument. An identifier, a literal, an arithmeticexpression, or a function-identifier that specifies a valueto be used in the evaluation of a function.
 * arithmetic expression. An identifier of a numericelementary item, a numeric literal, such identifiers andliterals separated by arithmetic operators, twoarithmetic expressions separated by an arithmeticoperator, or an arithmetic expression enclosed inparentheses.
 * arithmetic operation. The process caused by theexecution of an arithmetic statement, or the evaluationof an arithmetic expression, that results in amathematically correct solution to the argumentspresented.
 * arithmetic operator. A single character, or a fixed2-character combination that belongs to the followingset:
 Character Meaning + addition − subtraction * multiplication / division ** exponentiation
 * arithmetic statement. A statement that causes anarithmetic operation to be executed. The arithmeticstatements are the ADD, COMPUTE, DIVIDE,MULTIPLY, and SUBTRACT statements.
 array. In Language Environment, an aggregateconsisting of data objects, each of which may beuniquely referenced by subscripting. Roughlyanalogous to a COBOL table.
 * ascending key. A key upon the values of which datais ordered, starting with the lowest value of the key upto the highest value of the key, in accordance with therules for comparing data items.
 ASCII. American National Standard Code forInformation Interchange. The standard code, using acoded character set consisting of 7-bit coded characters(8 bits including parity check), used for informationinterchange between data processing systems, datacommunication systems, and associated equipment.The ASCII set consists of control characters and graphiccharacters.
 Extension: IBM has defined an extension to ASCIIcode (characters 128-255).
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assignment-name. A name that identifies theorganization of a COBOL file and the name by which itis known to the system.
 * assumed decimal point. A decimal point positionthat does not involve the existence of an actualcharacter in a data item. The assumed decimal pointhas logical meaning with no physical representation.
 * AT END condition. A condition caused:
 1. During the execution of a READ statement for asequentially accessed file, when no next logicalrecord exists in the file, or when the number ofsignificant digits in the relative record number islarger than the size of the relative key data item, orwhen an optional input file is not present.
 2. During the execution of a RETURN statement,when no next logical record exists for theassociated sort or merge file.
 3. During the execution of a SEARCH statement,when the search operation terminates withoutsatisfying the condition specified in any of theassociated WHEN phrases.
 Bbig-endian. Default format used by the mainframeand the AIX workstation to store binary data. In thisformat, the least significant digit is on the highestaddress. Compare with “little-endian.”
 binary item. A numeric data item represented inbinary notation (on the base 2 numbering system).Binary items have a decimal equivalent consisting ofthe decimal digits 0 through 9, plus an operationalsign. The leftmost bit of the item is the operationalsign.
 binary search. A dichotomizing search in which, ateach step of the search, the set of data elements isdivided by two; some appropriate action is taken in thecase of an odd number.
 * block. A physical unit of data that is normallycomposed of one or more logical records. For massstorage files, a block can contain a portion of a logicalrecord. The size of a block has no direct relationship tothe size of the file within which the block is containedor to the size of the logical record(s) that are eithercontained within the block or that overlap the block.The term is synonymous with physical record.
 breakpoint. A place in a computer program, usuallyspecified by an instruction, where its execution may beinterrupted by external intervention or by a monitorprogram.
 Btrieve. A key-indexed record management systemthat allows applications to manage records by keyvalue, sequential access method, or random accessmethod. IBM COBOL supports COBOL sequential andindexed file I-O language through Btrieve.
 buffer. A portion of storage used to hold input oroutput data temporarily.
 built-in function. See “intrinsic function”.
 byte. A string consisting of a certain number of bits,usually eight, treated as a unit, and representing acharacter.
 Ccallable services. In Language Environment, a set ofservices that can be called by a COBOL program usingthe conventional Language Environment-defined callinterface, and usable by all programs sharing theLanguage Environment conventions.
 called program. A program that is the object of aCALL statement.
 * calling program. A program that executes a CALLto another program.
 case structure. A program processing logic in which aseries of conditions is tested in order to make a choicebetween a number of resulting actions.
 cataloged procedure. A set of job control statementsplaced in a partitioned data set called the procedurelibrary (SYS1.PROCLIB). You can use catalogedprocedures to save time and reduce errors coding JCL.
 century window. A century window is a 100-yearinterval within which any 2-digit year is unique. Thereare several types of century window available toCOBOL programmers:
 1. For windowed date fields, it is specified by theYEARWINDOW compiler option
 2. For windowing intrinsic functionsDATE-TO-YYYYMMDD, DAY-TO-YYYYDDD, andYEAR-TO-YYYY, it is specified by argument-2
 3. For Language Environment callable services, it isspecified in CEESCEN
 * character. The basic indivisible unit of the language.
 character position. The amount of physical storagerequired to store a single standard data formatcharacter described as USAGE IS DISPLAY.
 character set. All the valid characters for aprogramming language or a computer system.
 * character-string. A sequence of contiguouscharacters that form a COBOL word, a literal, aPICTURE character-string, or a comment-entry. Mustbe delimited by separators.
 checkpoint. A point at which information about thestatus of a job and the system can be recorded so thatthe job step can be later restarted.
 * class. The entity that defines common behavior andimplementation for zero, one, or more objects. Theobjects that share the same implementation areconsidered to be objects of the same class.
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* class condition. The proposition, for which a truthvalue can be determined, that the content of an item iswholly alphabetic, is wholly numeric, or consistsexclusively of those characters listed in the definition ofa class-name.
 * Class Definition. The COBOL source unit thatdefines a class.
 * class identification entry. An entry in the CLASS-IDparagraph of the Identification Division which containsclauses that specify the class-name and assign selectedattributes to the class definition.
 * class-name. A user-defined word defined in theSPECIAL-NAMES paragraph of the EnvironmentDivision that assigns a name to the proposition forwhich a truth value can be defined, that the content ofa data item consists exclusively of those characterslisted in the definition of the class-name.
 class object. The run-time object representing a SOMclass.
 * clause. An ordered set of consecutive COBOLcharacter-strings whose purpose is to specify anattribute of an entry.
 CMS (Conversational Monitor System). A virtualmachine operating system that provides generalinteractive, time-sharing, problem solving, and programdevelopment capabilities, and that operates only underthe control of the VM/SP control program.
 * COBOL character set. The complete COBOLcharacter set consists of the characters listed below:
 Character Meaning 0,1...,9 digit A,B,...,Z uppercase letter a,b,...,z lowercase letter ␣ space + plus sign − minus sign (hyphen) * asterisk / slant (virgule, slash) = equal sign $ currency sign , comma (decimal point) ; semicolon . period (decimal point, full stop) " quotation mark ( left parenthesis ) right parenthesis > greater than symbol < less than symbol : colon
 * COBOL word. See “word.”
 code page. An assignment of graphic characters andcontrol function meanings to all code points; forexample, assignment of characters and meanings to 256code points for 8-bit code, assignment of characters andmeanings to 128 code points for 7-bit code.
 * collating sequence. The sequence in which thecharacters that are acceptable to a computer areordered for purposes of sorting, merging, comparing,and for processing indexed files sequentially.
 * column. A character position within a print line.The columns are numbered from 1, by 1, starting at theleftmost character position of the print line andextending to the rightmost position of the print line.
 * combined condition. A condition that is the resultof connecting two or more conditions with the AND orthe OR logical operator.
 * comment-entry. An entry in the IdenfiticationDivision that may be any combination of charactersfrom the computer’s character set.
 * comment line. A source program line representedby an asterisk (*) in the indicator area of the line andany characters from the computer’s character set inarea A and area B of that line. The comment lineserves only for documentation in a program. A specialform of comment line represented by a slant (/) in theindicator area of the line and any characters from thecomputer’s character set in area A and area B of thatline causes page ejection prior to printing the comment.
 * common program. A program which, despite beingdirectly contained within another program, may becalled from any program directly or indirectlycontained in that other program.
 compatible date field. The meaning of the term“compatible,” when applied to date fields, depends onthe COBOL division in which the usage occurs:
 � Data DivisionTwo date fields are compatible if they haveidentical USAGE and meet at least one of thefollowing conditions:
 — They have the same date format.
 — Both are windowed date fields, where oneconsists only of a windowed year, DATEFORMAT YY.
 — Both are expanded date fields, where oneconsists only of an expanded year, DATEFORMAT YYYY.
 — One has DATE FORMAT YYXXXX, the other,YYXX.
 — One has DATE FORMAT YYYYXXXX, theother, YYYYXX.
 A windowed date field can be subordinate to anexpanded date group data item. The two datefields are compatible if the subordinate date fieldhas USAGE DISPLAY, starts two bytes after thestart of the group expanded date field, and the twofields meet at least one of the following conditions:
 — The subordinate date field has a DATEFORMAT pattern with the same number of Xsas the DATE FORMAT pattern of the groupdate field.
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— The subordinate date field has DATE FORMATYY.
 — The group date field has DATE FORMATYYYYXXXX and the subordinate date field hasDATE FORMAT YYXX.
 � Procedure DivisionTwo date fields are compatible if they have thesame date format except for the year part, whichmay be windowed or expanded. For example, awindowed date field with DATE FORMAT YYXXXis compatible with:
 — Another windowed date field with DATEFORMAT YYXXX
 — An expanded date field with DATE FORMATYYYYXXX
 * compile. (1) To translate a program expressed in ahigh-level language into a program expressed in anintermediate language, assembly language, or acomputer language. (2) To prepare a machinelanguage program from a computer program written inanother programming language by making use of theoverall logic structure of the program, or generatingmore than one computer instruction for each symbolicstatement, or both, as well as performing the functionof an assembler.
 * compile time. The time at which a COBOL sourceprogram is translated, by a COBOL compiler, to aCOBOL object program.
 compiler. A program that translates a programwritten in a higher level language into a machinelanguage object program.
 compiler directing statement. A statement, beginningwith a compiler directing verb, that causes the compilerto take a specific action during compilation.
 compiler directing statement. A statement thatspecifies actions to be taken by the compiler duringprocessing of a COBOL source program. Compilerdirectives are contained in the COBOL source program.Thus, you can specify different suboptions of thedirective within the source program by using multiplecompiler directive statements in the program.
 * complex condition. A condition in which one ormore logical operators act upon one or moreconditions. (See also “negated simple condition,”“combined condition,” and “negated combinedcondition.”)
 * computer-name. A system-name that identifies thecomputer upon which the program is to be compiled orrun.
 condition. An exception that has been enabled, orrecognized, by Language Environment and thus iseligible to activate user and language conditionhandlers. Any alteration to the normal programmedflow of an application. Conditions can be detected bythe hardware/operating system and results in aninterrupt. They can also be detected by
 language-specific generated code or language librarycode.
 * condition. A status of a program at run time forwhich a truth value can be determined. Where theterm ‘condition’ (condition-1, condition-2,...) appears inthese language specifications in or in reference to‘condition’ (condition-1, condition-2,...) of a generalformat, it is a conditional expression consisting ofeither a simple condition optionally parenthesized, or acombined condition consisting of the syntacticallycorrect combination of simple conditions, logicaloperators, and parentheses, for which a truth value canbe determined.
 * conditional expression. A simple condition or acomplex condition specified in an EVALUATE, IF,PERFORM, or SEARCH statement. (See also “simplecondition” and “complex condition.”)
 * conditional phrase. A conditional phrase specifiesthe action to be taken upon determination of the truthvalue of a condition resulting from the execution of aconditional statement.
 * conditional statement. A statement specifying thatthe truth value of a condition is to be determined andthat the subsequent action of the object program isdependent on this truth value.
 * conditional variable. A data item one or morevalues of which has a condition-name assigned to it.
 * condition-name. A user-defined word that assigns aname to a subset of values that a conditional variablemay assume; or a user-defined word assigned to astatus of an implementor defined switch or device.When ‘condition-name’ is used in the general formats,it represents a unique data item reference consisting ofa syntactically correct combination of a‘condition-name’, together with qualifiers andsubscripts, as required for uniqueness of reference.
 * condition-name condition. The proposition, forwhich a truth value can be determined, that the valueof a conditional variable is a member of the set ofvalues attributed to a condition-name associated withthe conditional variable.
 * Configuration Section. A section of theEnvironment Division that describes overallspecifications of source and object programs and classdefinitions.
 CONSOLE. A COBOL environment-name associatedwith the operator console.
 * contiguous items. Items that are described byconsecutive entries in the Data Division, and that beara definite hierarchic relationship to each other.
 copybook. A file or library member containing asequence of code that is included in the sourceprogram at compile time using the COPY statement.The file can be created by the user, supplied byCOBOL, or supplied by another product.
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CORBA. The Common Object Request BrokerArchitecture established by the Object ManagementGroup. IBM's Interface Definition Language used todescribe the interface for SOM classes is fully compliantwith CORBA standards.
 * counter. A data item used for storing numbers ornumber representations in a manner that permits thesenumbers to be increased or decreased by the value ofanother number, or to be changed or reset to zero or toan arbitrary positive or negative value.
 cross-reference listing. The portion of the compilerlisting that contains information on where files, fields,and indicators are defined, referenced, and modified ina program.
 currency sign value. A character-string that identifiesthe monetary units stored in a numeric-edited item.Typical examples are '$', 'USD', and 'EUR'. Acurrency sign value can be defined by either theCURRENCY compiler option or the CURRENCY SIGNclause in the SPECIAL-NAMES paragraph of theEnvironment Division. If the CURRENCY SIGN clauseis not specified and the NOCURRENCY compileroption is in effect, the dollar sign ($) is used as thedefault currency sign value. See also “currencysymbol.”
 currency symbol. A character used in a PICTUREclause to indicate the position of a currency sign value ina numeric-edited item. A currency symbol can bedefined by either the CURRENCY compiler option orby the CURRENCY SIGN clause in theSPECIAL-NAMES paragraph of the EnvironmentDivision. If the CURRENCY SIGN clause is notspecified and the NOCURRENCY compiler option is ineffect, the dollar sign ($) is used as the default currencysign value and currency symbol. Multiple currencysymbols and currency sign values can be defined. Seealso “currency sign value.”
 * current record. In file processing, the record that isavailable in the record area associated with a file.
 * current volume pointer. A conceptual entity thatpoints to the current volume of a sequential file.
 D* data clause. A clause, appearing in a datadescription entry in the Data Division of a COBOLprogram, that provides information describing aparticular attribute of a data item.
 * data description entry . An entry in the DataDivision of a COBOL program that is composed of alevel-number followed by a data-name, if required, andthen followed by a set of data clauses, as required.
 Data Division. One of the four main components of aCOBOL program, class definition, or method definition.The Data Division describes the data to be processedby the object program, class, or method: files to beused and the records contained within them; internal
 working-storage records that will be needed; data to bemade available in more than one program in theCOBOL run unit. (Note, the Class Data Divisioncontains only the Working-Storage Section.)
 * data item. A unit of data (excluding literals) definedby a COBOL program or by the rules for functionevaluation.
 * data-name. A user-defined word that names a dataitem described in a data description entry. When usedin the general formats, ‘data-name’ represents a wordthat must not be reference-modified, subscripted orqualified unless specifically permitted by the rules forthe format.
 date field. Any of the following:
 � A data item whose data description entry includesa DATE FORMAT clause.
 � A value returned by one of the following intrinsicfunctions:
 DATE-OF-INTEGER DATE-TO-YYYYMMDD DATEVAL DAY-OF-INTEGER DAY-TO-YYYYDDD YEAR-TO-YYYY YEARWINDOW
 � The conceptual data items DATE, DATEYYYYMMDD, DAY, and DAY YYYYDDD of theACCEPT statement.
 � The result of certain arithmetic operations (fordetails, see “Arithmetic with date fields” onpage 211).
 The term date field refers to both “expanded datefield” and “windowed date field.” See also“non-date.”
 date format. The date pattern of a date field, specifiedeither:
 � Explicitly, by the DATE FORMAT clause orDATEVAL intrinsic function argument-2
 or� Implicitly, by statements and intrinsic functions
 that return date fields (for details, see “Date field”on page 53)
 DBCS (Double-Byte Character Set). See “Double-ByteCharacter Set (DBCS).”
 * debugging line. A debugging line is any line with a‘D’ in the indicator area of the line.
 * debugging section. A section that contains a USEFOR DEBUGGING statement.
 * declarative sentence. A compiler directing sentenceconsisting of a single USE statement terminated by theseparator period.
 * declaratives. A set of one or more special purposesections, written at the beginning of the ProcedureDivision, the first of which is preceded by the keyword DECLARATIVES and the last of which is
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followed by the key words END DECLARATIVES. Adeclarative is composed of a section header, followedby a USE compiler directing sentence, followed by a setof zero, one, or more associated paragraphs.
 * de-edit. The logical removal of all editing charactersfrom a numeric-edited data item in order to determinethat item's unedited numeric value.
 * delimited scope statement. Any statement thatincludes its explicit scope terminator.
 * delimiter. A character or a sequence of contiguouscharacters that identify the end of a string of charactersand separate that string of characters from thefollowing string of characters. A delimiter is not partof the string of characters that it delimits.
 * descending key. A key upon the values of whichdata is ordered starting with the highest value of keydown to the lowest value of key, in accordance withthe rules for comparing data items.
 digit. Any of the numerals from 0 through 9. InCOBOL, the term is not used in reference to any othersymbol.
 * digit position. The amount of physical storagerequired to store a single digit. This amount may varydepending on the usage specified in the datadescription entry that defines the data item.
 * direct access. The facility to obtain data from storagedevices or to enter data into a storage device in such away that the process depends only on the location ofthat data and not on a reference to data previouslyaccessed.
 * division. A collection of zero, one or more sectionsor paragraphs, called the division body, that areformed and combined in accordance with a specific setof rules. Each division consists of the division headerand the related division body. There are four (4)divisions in a COBOL program: Identification,Environment, Data, and Procedure.
 * division header. A combination of words followedby a separator period that indicates the beginning of adivision. The division headers are:
 IDENTIFICATION DIVISION. ENVIRONMENT DIVISION. DATA DIVISION. PROCEDURE DIVISION.
 do construction. In structured programming, a DOstatement is used to group a number of statements in aprocedure. In COBOL, an in-line PERFORM statementfunctions in the same way.
 do-until. In structured programming, a do-until loopwill be executed at least once, and until a givencondition is true. In COBOL, a TEST AFTER phraseused with the PERFORM statement functions in thesame way.
 do-while. In structured programming, a do-while loopwill be executed if, and while, a given condition is true.
 In COBOL, a TEST BEFORE phrase used with thePERFORM statement functions in the same way.
 Double-Byte Character Set (DBCS). A set ofcharacters in which each character is represented bytwo bytes. Languages such as Japanese, Chinese, andKorean, which contain more symbols than can berepresented by 256 code points, require Double-ByteCharacter Sets. Because each character requires twobytes, entering, displaying, and printing DBCScharacters requires hardware and supporting softwarethat are DBCS-capable.
 * dynamic access. An access mode in which specificlogical records can be obtained from or placed into amass storage file in a nonsequential manner andobtained from a file in a sequential manner during thescope of the same OPEN statement.
 Dynamic Storage Area (DSA). Dynamically acquiredstorage composed of a register save area and an areaavailable for dynamic storage allocation (such asprogram variables). DSAs are generally allocatedwithin STACK segments managed by LanguageEnvironment.
 E* EBCDIC (Extended Binary-Coded DecimalInterchange Code). A coded character set consistingof 8-bit coded characters.
 EBCDIC character. Any one of the symbols includedin the 8-bit EBCDIC (Extended Binary-Coded-DecimalInterchange Code) set.
 edited data item. A data item that has been modifiedby suppressing zeroes and/or inserting editingcharacters.
 * editing character. A single character or a fixed2-character combination belonging to the following set:
 Character Meaning ␣ space 0 zero + plus − minus CR credit DB debit Z zero suppress * check protect $ currency sign
 , comma (decimal point). period (decimal point)/ slant (virgule, slash)
 element (text element). One logical unit of a string oftext, such as the description of a single data item orverb, preceded by a unique code identifying theelement type.
 * elementary item. A data item that is described asnot being further logically subdivided.
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enclave. When running under the LanguageEnvironment product, an enclave is analogous to a rununit. An enclave can create other enclaves on OS/390and CMS by a LINK, on CMS by CMSCALL, and theuse of the system () function of C.
 *end class header. A combination of words, followedby a separator period, that indicates the end of aCOBOL class definition. The end class header is:
 END CLASS class-name.
 *end method header. A combination of words,followed by a separator period, that indicates the endof a COBOL method definition. The end methodheader is:
 END METHOD method-name.
 * end of Procedure Division. The physical position ofa COBOL source program after which no furtherprocedures appear.
 * end program header. A combination of words,followed by a separator period, that indicates the endof a COBOL source program. The end program headeris:
 END PROGRAM program-name.
 * entry. Any descriptive set of consecutive clausesterminated by a separator period and written in theIdentification Division, Environment Division, or DataDivision of a COBOL program.
 * environment clause. A clause that appears as part ofan Environment Division entry.
 Environment Division. One of the four maincomponent parts of a COBOL program, class definition,or method definition. The Environment Divisiondescribes the computers upon which the sourceprogram is compiled and those on which the objectprogram is executed, and provides a linkage betweenthe logical concept of files and their records, and thephysical aspects of the devices on which files arestored.
 environment-name. A name, specified by IBM, thatidentifies system logical units, printer and card punchcontrol characters, report codes, and/or programswitches. When an environment-name is associatedwith a mnemonic-name in the Environment Division,the mnemonic-name may then be substituted in anyformat in which such substitution is valid.
 environment variable. Any of a number of variablesthat describe the way an operating system is going torun and the devices it is going to recognize.
 execution time. See “run time.”
 execution-time environment. See “run-timeenvironment.”
 expanded date field. A date field containing anexpanded (4-digit) year. See also “date field” and“expanded year.”
 expanded year. A date field that consists only of a4-digit year. Its value includes the century: forexample, 1998. Compare with “windowed year.”
 * explicit scope terminator. A reserved word thatterminates the scope of a particular Procedure Divisionstatement.
 exponent. A number, indicating the power to whichanother number (the base) is to be raised. Positiveexponents denote multiplication, negative exponentsdenote division, fractional exponents denote a root of aquantity. In COBOL, an exponential expression isindicated with the symbol ‘**’ followed by theexponent.
 * expression. An arithmetic or conditional expression.
 * extend mode. The state of a file after execution of anOPEN statement, with the EXTEND phrase specifiedfor that file, and before the execution of a CLOSEstatement, without the REEL or UNIT phrase for thatfile.
 extensions. Certain COBOL syntax and semanticssupported by IBM compilers in addition to thosedescribed in ANSI Standard.
 * external data. The data described in a program asexternal data items and external file connectors.
 * external data item. A data item which is describedas part of an external record in one or more programsof a run unit and which itself may be referenced fromany program in which it is described.
 * external data record. A logical record which isdescribed in one or more programs of a run unit andwhose constituent data items may be referenced fromany program in which they are described.
 external decimal item. A format for representingnumbers in which the digit is contained in bits 4through 7 and the sign is contained in bits 0 through 3of the rightmost byte. Bits 0 through 3 of all otherbytes contain 1’s (hex F). For example, the decimalvalue of +123 is represented as 1111 0001 1111 00101111 0011. (Also know as “zoned decimal item.”)
 * external file connector. A file connector which isaccessible to one or more object programs in the rununit.
 external floating-point item. A format forrepresenting numbers in which a real number isrepresented by a pair of distinct numerals. In afloating-point representation, the real number is theproduct of the fixed-point part (the first numeral), anda value obtained by raising the implicit floating-pointbase to a power denoted by the exponent (the secondnumeral).
 For example, a floating-point representation of thenumber 0.0001234 is: 0.1234 -3, where 0.1234 is themantissa and -3 is the exponent.
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* external switch. A hardware or software device,defined and named by the implementor, which is usedto indicate that one of two alternate states exists.
 F* figurative constant. A compiler-generated valuereferenced through the use of certain reserved words.
 * file. A collection of logical records.
 * file attribute conflict condition. An unsuccessfulattempt has been made to execute an input-outputoperation on a file and the file attributes, as specifiedfor that file in the program, do not match the fixedattributes for that file.
 * file clause. A clause that appears as part of any ofthe following DATA DIVISION entries: file descriptionentry (FD entry) and sort-merge file description entry(SD entry).
 * file connector. A storage area which containsinformation about a file and is used as the linkagebetween a file-name and a physical file and between afile-name and its associated record area.
 File-Control. The name of an ENVIRONMENTDIVISION paragraph in which the data files for a givensource program are declared.
 * file control entry. A SELECT clause and all itssubordinate clauses which declare the relevant physicalattributes of a file.
 * file description entry. An entry in the File Section ofthe Data Division that is composed of the levelindicator FD, followed by a file-name, and thenfollowed by a set of file clauses as required.
 * file-name. A user-defined word that names a fileconnector described in a file description entry or asort-merge file description entry within the File Sectionof the Data Division.
 * file organization. The permanent logical filestructure established at the time that a file is created.
 *file position indicator. A conceptual entity thatcontains the value of the current key within the key ofreference for an indexed file, or the record number ofthe current record for a sequential file, or the relativerecord number of the current record for a relative file,or indicates that no next logical record exists, or that anoptional input file is not present, or that the at endcondition already exists, or that no valid next recordhas been established.
 * File Section. The section of the Data Division thatcontains file description entries and sort-merge filedescription entries together with their associated recorddescriptions.
 file system. The collection of files and filemanagement structures on a physical or logical massstorage device, such as a diskette or minidisk.
 * fixed file attributes. Information about a file whichis established when a file is created and cannotsubsequently be changed during the existence of thefile. These attributes include the organization of thefile (sequential, relative, or indexed), the prime recordkey, the alternate record keys, the code set, theminimum and maximum record size, the record type(fixed or variable), the collating sequence of the keysfor indexed files, the blocking factor, the paddingcharacter, and the record delimiter.
 * fixed length record. A record associated with a filewhose file description or sort-merge description entryrequires that all records contain the same number ofcharacter positions.
 fixed-point number. A numeric data item definedwith a PICTURE clause that specifies the location of anoptional sign, the number of digits it contains, and thelocation of an optional decimal point. The format maybe either binary, packed decimal, or external decimal.
 floating-point number. A numeric data itemcontaining a fraction and an exponent. Its value isobtained by multiplying the fraction by the base of thenumeric data item raised to the power specified by theexponent.
 * format. A specific arrangement of a set of data.
 * function. A temporary data item whose value isdetermined at the time the function is referencedduring the execution of a statement.
 * function-identifier. A syntactically correctcombination of character-strings and separators thatreferences a function. The data item represented by afunction is uniquely identified by a function-name withits arguments, if any. A function-identifier mayinclude a reference-modifier. A function-identifier thatreferences an alphanumeric function may be specifiedanywhere in the general formats that an identifier maybe specified, subject to certain restrictions. Afunction-identifier that references an integer or numericfunction may be referenced anywhere in the generalformats that an arithmetic expression may be specified.
 function-name. A word that names the mechanismwhose invocation, along with required arguments,determines the value of a function.
 G* global name. A name which is declared in only oneprogram but which may be referenced from thatprogram and from any program contained within thatprogram. Condition-names, data-names, file-names,record-names, report-names, and some special registersmay be global names.
 * group item. A data item that is composed ofsubordinate data items.
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Hheader label. (1) A file label or data set label thatprecedes the data records on a unit of recording media.(2) Synonym for beginning-of-file label.
 * high order end. The leftmost character of a string ofcharacters.
 IIBM COBOL extension. Certain COBOL syntax andsemantics supported by IBM compilers in addition tothose described in ANSI Standard.
 Identification Division. One of the four maincomponent parts of a COBOL program, class definition,or method definition. The Identification Divisionidentifies the program name, class name, or methodname. The Identification Division may include thefollowing documentation: author name, installation, ordate.
 * identifier. A syntactically correct combination ofcharacter-strings and separators that names a data item.When referencing a data item that is not a function, anidentifier consists of a data-name, together with itsqualifiers, subscripts, and reference-modifier, asrequired for uniqueness of reference. When referencinga data item which is a function, a function-identifier isused.
 IGZCBSN. The COBOL for OS/390 & VM bootstraproutine. It must be link-edited with any module thatcontains a COBOL for OS/390 & VM program.
 * imperative statement. A statement that either beginswith an imperative verb and specifies an unconditionalaction to be taken or is a conditional statement that isdelimited by its explicit scope terminator (delimitedscope statement). An imperative statement may consistof a sequence of imperative statements.
 * implicit scope terminator. A separator period whichterminates the scope of any preceding unterminatedstatement, or a phrase of a statement which by itsoccurrence indicates the end of the scope of anystatement contained within the preceding phrase.
 * index. A computer storage area or register, thecontent of which represents the identification of aparticular element in a table.
 * index data item. A data item in which the valuesassociated with an index-name can be stored in a formspecified by the implementor.
 indexed data-name. An identifier that is composed ofa data-name, followed by one or more index-namesenclosed in parentheses.
 * indexed file. A file with indexed organization.
 * indexed organization. The permanent logical filestructure in which each record is identified by thevalue of one or more keys within that record.
 indexing. Synonymous with subscripting usingindex-names.
 * index-name. A user-defined word that names anindex associated with a specific table.
 * inheritance (for classes). A mechanism for using theimplementation of one or more classes as the basis foranother class. A sub-class inherits from one or moresuper-classes. By definition the inheriting class conformsto the inherited classes.
 * initial program. A program that is placed into aninitial state every time the program is called in a rununit.
 * initial state. The state of a program when it is firstcalled in a run unit.
 inline. In a program, instructions that are executedsequentially, without branching to routines,subroutines, or other programs.
 * input file. A file that is opened in the INPUT mode.
 * input mode. The state of a file after execution of anOPEN statement, with the INPUT phrase specified, forthat file and before the execution of a CLOSEstatement, without the REEL or UNIT phrase for thatfile.
 * input-output file. A file that is opened in the I-Omode.
 * Input-Output Section. The section of theEnvironment Division that names the files and theexternal media required by an object program ormethod and that provides information required fortransmission and handling of data during execution ofthe object program or method definition.
 * Input-Output statement. A statement that causesfiles to be processed by performing operations uponindividual records or upon the file as a unit. Theinput-output statements are: ACCEPT (with theidentifier phrase), CLOSE, DELETE, DISPLAY, OPEN,READ, REWRITE, SET (with the TO ON or TO OFFphrase), START, and WRITE.
 * input procedure. A set of statements, to whichcontrol is given during the execution of a SORTstatement, for the purpose of controlling the release ofspecified records to be sorted.
 instance data. Data defining the state of an object.The instance data introduced by a class is defined inthe Working-Storage Section of the Data Division of theclass definition. The state of an object also includes thestate of the instance variables introduced by baseclasses that are inherited by the current class. Aseparate copy of the instance data is created for eachobject instance.
 * integer. (1) A numeric literal that does not includeany digit positions to the right of the decimal point.
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(2) A numeric data item defined in the Data Divisionthat does not include any digit positions to the right ofthe decimal point.
 (3) A numeric function whose definition provides thatall digits to the right of the decimal point are zero inthe returned value for any possible evaluation of thefunction.
 integer function. A function whose category isnumeric and whose definition does not include anydigit positions to the right of the decimal point.
 interface. The information that a client must know touse a class—the names of its attributes and thesignatures of its methods. With direct-to-SOM compilerssuch as COBOL, the interface to a class may be definedby native language syntax for class definitions. Classesimplemented in other languages might have theirinterfaces defined directly in SOM Interface DefinitionLanguage (IDL). The COBOL compiler has a compileroption, IDLGEN, to automatically generate IDL for aCOBOL class.
 Interface Definition Language (IDL). The formallanguage (independent of any programming language)by which the interface for a class of objects is defined ina IDL file, which the SOM compiler then interprets tocreate an implementation template file and bindingfiles. SOM's Interface Definition Language is fullycompliant with standards established by the ObjectManagement Group's Common Object Request BrokerArchitecture (CORBA).
 interlanguage communication (ILC). The ability ofroutines written in different programming languages tocommunicate. ILC support allows the applicationwriter to readily build applications from componentroutines written in a variety of languages.
 intermediate result. An intermediate field containingthe results of a succession of arithmetic operations.
 * internal data. The data described in a programexcluding all external data items and external fileconnectors. Items described in the Linkage Section of aprogram are treated as internal data.
 * internal data item. A data item which is describedin one program in a run unit. An internal data itemmay have a global name.
 internal decimal item. A format in which each byte ina field except the rightmost byte represents twonumeric digits. The rightmost byte contains one digitand the sign. For example, the decimal value +123 isrepresented as 0001 0010 0011 1111. (Also known aspacked decimal.)
 * internal file connector. A file connector which isaccessible to only one object program in the run unit.
 * intra-record data structure. The entire collection ofgroups and elementary data items from a logical recordwhich is defined by a contiguous subset of the datadescription entries which describe that record. Thesedata description entries include all entries whoselevel-number is greater than the level-number of thefirst data description entry describing the intra-recorddata structure.
 intrinsic function. A pre-defined function, such as acommonly used arithmetic function, called by a built-infunction reference.
 * invalid key condition. A condition, at object time,caused when a specific value of the key associated withan indexed or relative file is determined to be invalid.
 * I-O-CONTROL. The name of an EnvironmentDivision paragraph in which object programrequirements for rerun points, sharing of same areas byseveral data files, and multiple file storage on a singleinput-output device are specified.
 * I-O-CONTROL entry. An entry in theI-O-CONTROL paragraph of the Environment Divisionwhich contains clauses that provide informationrequired for the transmission and handling of data onnamed files during the execution of a program.
 * I-O-Mode. The state of a file after execution of anOPEN statement, with the I-O phrase specified, for thatfile and before the execution of a CLOSE statementwithout the REEL or UNIT phase for that file.
 * I-O status. A conceptual entity which contains the2-character value indicating the resulting status of aninput-output operation. This value is made available tothe program through the use of the FILE STATUSclause in the file control entry for the file.
 iteration structure. A program processing logic inwhich a series of statements is repeated while acondition is true or until a condition is true.
 KK. When referring to storage capacity, two to thetenth power; 1024 in decimal notation.
 * key. A data item that identifies the location of arecord, or a set of data items which serve to identifythe ordering of data.
 * key of reference. The key, either prime or alternate,currently being used to access records within anindexed file.
 * key word. A reserved word or function-name whosepresence is required when the format in which theword appears is used in a source program.
 kilobyte (KB). One kilobyte equals 1024 bytes.
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L* language-name. A system-name that specifies aparticular programming language.
 Language Environment-conforming. A characteristicof compiler products (such as COBOL for MVS & VM,COBOL for OS/390 & VM, C/C++ for MVS and VM,PL/I for MVS and VM) that produce object codeconforming to the Language Environment format.
 last-used state. A program is in last-used state if itsinternal values remain the same as when the programwas exited (are not reset to their initial values).
 * letter. A character belonging to one of the followingtwo sets:
 1. Uppercase letters: A, B, C, D, E, F, G, H, I, J, K, L,M, N, O, P, Q, R, S, T, U, V, W, X, Y, Z
 2. Lowercase letters: a, b, c, d, e, f, g, h, i, j, k, l, m, n,o, p, q, r, s, t, u, v, w, x, y, z
 * level indicator. Two alphabetic characters thatidentify a specific type of file or a position in ahierarchy. The level indicators in the Data Divisionare: CD, FD, and SD.
 * level-number. A user-defined word, expressed as a2-digit number, which indicates the hierarchicalposition of a data item or the special properties of adata description entry. Level-numbers in the rangefrom 1 through 49 indicate the position of a data itemin the hierarchical structure of a logical record.Level-numbers in the range 1 through 9 may be writteneither as a single digit or as a zero followed by asignificant digit. Level-numbers 66, 77 and 88 identifyspecial properties of a data description entry.
 * library-name. A user-defined word that names aCOBOL library that is to be used by the compiler for agiven source program compilation.
 * library text. A sequence of text words, commentlines, the separator space, or the separator pseudo-textdelimiter in a COBOL library.
 LILIAN DATE. The number of days since thebeginning of the Gregorian calendar. Day one isFriday, October 15, 1582. The Lilian date format isnamed in honor of Luigi Lilio, the creator of theGregorian calendar.
 * LINAGE-COUNTER. A special register whose valuepoints to the current position within the page body.
 Linkage Section. The section in the Data Division ofthe called program that describes data items availablefrom the calling program. These data items may bereferred to by both the calling and called program.
 literal. A character-string whose value is specifiedeither by the ordered set of characters comprising thestring, or by the use of a figurative constant.
 locale. A set of attributes for a program executionenvironment indicating culturally sensitive
 considerations, such as: character code page, collatingsequence, date/time format, monetary valuerepresentation, numeric value representation, orlanguage.
 * Local-Storage Section. The section of the DataDivision that defines storage that is allocated and freedon a per-invocation basis, depending on the valueassigned in their VALUE clauses.
 * logical operator. One of the reserved words AND,OR, or NOT. In the formation of a condition, eitherAND, or OR, or both can be used as logicalconnectives. NOT can be used for logical negation.
 * logical record. The most inclusive data item. Thelevel-number for a record is 01. A record may beeither an elementary item or a group of items. Theterm is synonymous with record.
 * low order end. The rightmost character of a string ofcharacters.
 Mmain program. In a hierarchy of programs andsubroutines, the first program to receive control whenthe programs are run.
 * mass storage. A storage medium in which data maybe organized and maintained in both a sequential andnonsequential manner.
 * mass storage device. A device having a largestorage capacity; for example, magnetic disk, magneticdrum.
 * mass storage file. A collection of records that isassigned to a mass storage medium.
 * megabyte (M). One megabyte equals 1,048,576 bytes.
 * merge file. A collection of records to be merged bya MERGE statement. The merge file is created and canbe used only by the merge function.
 metaclass. A SOM class whose instances are SOMclass-objects. The methods defined in metaclasses areexecuted without requiring any object instances of theclass to exist, and are frequently used to createinstances of the class.
 method. Procedural code that defines one of theoperations supported by an object, and that is executedby an INVOKE statement on that object.
 * Method Definition. The COBOL source unit thatdefines a method.
 * method identification entry. An entry in theMETHOD-ID paragraph of the Identification Divisionwhich contains clauses that specify the method-nameand assign selected attributes to the method definition.
 * method-name. A user-defined word that identifies amethod.
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* mnemonic-name. A user-defined word that isassociated in the Environment Division with a specifiedimplementor-name.
 multitasking. Mode of operation that provides for theconcurrent, or interleaved, execution of two or moretasks. When running under the Language Environmentproduct, multitasking is synonymous withmultithreading.
 Nname. A word composed of not more than 30characters that defines a COBOL operand.
 * native character set. The implementor-definedcharacter set associated with the computer specified inthe OBJECT-COMPUTER paragraph.
 * native collating sequence. The implementor-definedcollating sequence associated with the computerspecified in the OBJECT-COMPUTER paragraph.
 * negated combined condition. The ‘NOT’ logicaloperator immediately followed by a parenthesizedcombined condition.
 * negated simple condition. The ‘NOT’ logicaloperator immediately followed by a simple condition.
 nested program. A program that is directly containedwithin another program.
 * next executable sentence. The next sentence towhich control will be transferred after execution of thecurrent statement is complete.
 * next executable statement. The next statement towhich control will be transferred after execution of thecurrent statement is complete.
 * next record. The record that logically follows thecurrent record of a file.
 * noncontiguous items. Elementary data items in theWorking-Storage and Linkage Sections that bear nohierarchic relationship to other data items.
 non-date. Any of the following:
 � A data item whose date description entry does notinclude the DATE FORMAT clause
 � A literal
 � A date field that has been converted using theUNDATE function
 � A reference-modified date field
 � The result of certain arithmetic operations that mayinclude date field operands; for example, thedifference between two compatible date fields
 * nonnumeric item. A data item whose descriptionpermits its content to be composed of any combinationof characters taken from the computer’s character set.Certain categories of nonnumeric items may be formedfrom more restricted character sets.
 * nonnumeric literal. A literal bounded by quotationmarks. The string of characters may include anycharacter in the computer’s character set.
 null. Figurative constant used to assign the value ofan invalid address to pointer data items. NULLS canbe used wherever NULL can be used.
 * numeric character. A character that belongs to thefollowing set of digits: 0, 1, 2, 3, 4, 5, 6, 7, 8, 9.
 numeric-edited item. A numeric item that is in such aform that it may be used in printed output. It mayconsist of external decimal digits from 0 through 9, thedecimal point, commas, the dollar sign, editing signcontrol symbols, plus other editing symbols.
 * numeric function. A function whose class andcategory are numeric but which for some possibleevaluation does not satisfy the requirements of integerfunctions.
 * numeric item. A data item whose descriptionrestricts its content to a value represented by characterschosen from the digits from ‘0’ through ‘9’; if signed,the item may also contain a ‘+’, ‘−’, or otherrepresentation of an operational sign.
 * numeric literal. A literal composed of one or morenumeric characters that may contain either a decimalpoint, or an algebraic sign, or both. The decimal pointmust not be the rightmost character. The algebraicsign, if present, must be the leftmost character.
 Oobject. An entity that has state (its data values) andoperations (its methods). An object is a way toencapsulate state and behavior.
 object code. Output from a compiler or assembler thatis itself executable machine code or is suitable forprocessing to produce executable machine code.
 * OBJECT-COMPUTER. The name of an EnvironmentDivision paragraph in which the computerenvironment, within which the object program isexecuted, is described.
 * object computer entry. An entry in theOBJECT-COMPUTER paragraph of the EnvironmentDivision which contains clauses that describe thecomputer environment in which the object program isto be executed.
 object deck. A portion of an object program suitableas input to a linkage editor. Synonymous with objectmodule and text deck.
 object module. Synonym for object deck or text deck.
 * object of entry. A set of operands and reservedwords, within a Data Division entry of a COBOLprogram, that immediately follows the subject of theentry.
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* object program. A set or group of executablemachine language instructions and other materialdesigned to interact with data to provide problemsolutions. In this context, an object program isgenerally the machine language result of the operationof a COBOL compiler on a source program. Wherethere is no danger of ambiguity, the word ‘program’alone may be used in place of the phrase ‘objectprogram.’
 * object time. The time at which an object program isexecuted. The term is synonymous with executiontime.
 * obsolete element. A COBOL language element inStandard COBOL that is to be deleted from the nextrevision of Standard COBOL.
 ODBC. Open Database Connectivity that providesyou access to data from a variety of databases and filesystems.
 ODO object. In the example below,
 WORKING-STORAGE SECTION?1 TABLE-1. ?5 X PICS9.
 ?5 Y OCCURS 3 TIMESDEPENDING ON X PIC X.
 X is the object of the OCCURS DEPENDING ON clause(ODO object). The value of the ODO object determineshow many of the ODO subject appear in the table.
 ODO subject. In the example above, Y is the subjectof the OCCURS DEPENDING ON clause (ODOsubject). The number of Y ODO subjects that appear inthe table depends on the value of X.
 * open mode. The state of a file after execution of anOPEN statement for that file and before the executionof a CLOSE statement without the REEL or UNITphrase for that file. The particular open mode isspecified in the OPEN statement as either INPUT,OUTPUT, I-O or EXTEND.
 * operand. Whereas the general definition of operandis “that component which is operated upon,” for thepurposes of this document, any lowercase word (orwords) that appears in a statement or entry format maybe considered to be an operand and, as such, is animplied reference to the data indicated by the operand.
 * operational sign. An algebraic sign, associated witha numeric data item or a numeric literal, to indicatewhether its value is positive or negative.
 * optional file. A file which is declared as being notnecessarily present each time the object program isexecuted. The object program causes an interrogationfor the presence or absence of the file.
 * optional word. A reserved word that is included ina specific format only to improve the readability of thelanguage and whose presence is optional to the userwhen the format in which the word appears is used ina source program.
 * output file. A file that is opened in either theOUTPUT mode or EXTEND mode.
 * output mode. The state of a file after execution of anOPEN statement, with the OUTPUT or EXTENDphrase specified, for that file and before the executionof a CLOSE statement without the REEL or UNITphrase for that file.
 * output procedure. A set of statements to whichcontrol is given during execution of a SORT statementafter the sort function is completed, or duringexecution of a MERGE statement after the mergefunction reaches a point at which it can select the nextrecord in merged order when requested.
 overflow condition. A condition that occurs when aportion of the result of an operation exceeds thecapacity of the intended unit of storage.
 Ppacked decimal item. See “internal decimal item.”
 * padding character. An alphanumeric character usedto fill the unused character positions in a physicalrecord.
 page. A vertical division of output data representing aphysical separation of such data, the separation beingbased on internal logical requirements and/or externalcharacteristics of the output medium.
 * page body. That part of the logical page in whichlines can be written and/or spaced.
 * paragraph. In the Procedure Division, aparagraph-name followed by a separator period and byzero, one, or more sentences. In the Identification andEnvironment Divisions, a paragraph header followedby zero, one, or more entries.
 * paragraph header. A reserved word, followed by theseparator period, that indicates the beginning of aparagraph in the Identification and EnvironmentDivisions. The permissible paragraph headers in theIdentification Division are:
 PROGRAM-ID. (Program Identification Division)CLASS-ID. (Class Identification Division)METHOD-ID. (Method Identification Division)AUTHOR.INSTALLATION.DATE-WRITTEN.DATE-COMPILED.SECURITY.
 The permissible paragraph headers in the EnvironmentDivision are:
 SOURCE-COMPUTER.OBJECT-COMPUTER.SPECIAL-NAMES.REPOSITORY. (Program or Class Configuration Section)FILE-CONTROL.I-O-CONTROL.
 * paragraph-name. A user-defined word that identifiesand begins a paragraph in the Procedure Division.
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parameter. Parameters are used to pass data valuesbetween calling and called programs.
 password. A unique string of characters that aprogram, computer operator, or user must supply tomeet security requirements before gaining access todata.
 * phrase. A phrase is an ordered set of one or moreconsecutive COBOL character-strings that form aportion of a COBOL procedural statement or of aCOBOL clause.
 * physical record. See “block.”
 pointer data item. A data item in which addressvalues can be stored. Data items are explicitly definedas pointers with the USAGE IS POINTER clause.ADDRESS OF special registers are implicitly defined aspointer data items. Pointer data items can becompared for equality or moved to other pointer dataitems.
 portability. The ability to transfer an applicationprogram from one application platform to another withrelatively few changes to the source program.
 * prime record key. A key whose contents uniquelyidentify a record within an indexed file.
 * priority-number. A user-defined word whichclassifies sections in the Procedure Division forpurposes of segmentation. Segment-numbers maycontain only the characters '0','1', ... , '9'. Asegment-number may be expressed either as a 1- or2-digit number.
 * procedure. A paragraph or group of logicallysuccessive paragraphs, or a section or group oflogically successive sections, within the ProcedureDivision.
 * procedure branching statement. A statement thatcauses the explicit transfer of control to a statementother than the next executable statement in thesequence in which the statements are written in thesource program. The procedure branching statementsare: ALTER, CALL, EXIT, EXIT PROGRAM, GO TO,MERGE, (with the OUTPUT PROCEDURE phrase),PERFORM and SORT (with the INPUT PROCEDUREor OUTPUT PROCEDURE phrase).
 Procedure Division. One of the four main componentparts of a COBOL program, class definition, or methoddefinition. The Procedure Division containsinstructions for solving a problem. The Program andMethod Procedure Divisions may contain imperativestatements, conditional statements, compiler directingstatements, paragraphs, procedures, and sections. TheClass Procedure Division contains only methoddefinitions.
 procedure integration. One of the functions of theCOBOL optimizer is to simplify calls to performedprocedures or contained programs.
 PERFORM procedure integration is the processwhereby a PERFORM statement is replaced by itsperformed procedures. Contained program procedureintegration is the process where a CALL to a containedprogram is replaced by the program code.
 * procedure-name. A user-defined word that is usedto name a paragraph or section in the ProcedureDivision. It consists of a paragraph-name (which maybe qualified) or a section-name.
 procedure-pointer data item. A data item in which apointer to an entry point can be stored. A data itemdefined with the USAGE IS PROCEDURE-POINTERclause contains the address of a procedure entry point.
 * program identification entry. An entry in thePROGRAM-ID paragraph of the Identification Divisionwhich contains clauses that specify the program-nameand assign selected program attributes to the program.
 * program-name. In the Identification Division andthe end program header, a user-defined word thatidentifies a COBOL source program.
 * pseudo-text. A sequence of text words, commentlines, or the separator space in a source program orCOBOL library bounded by, but not including,pseudo-text delimiters.
 * pseudo-text delimiter. Two contiguous equal signcharacters (==) used to delimit pseudo-text.
 * punctuation character. A character that belongs tothe following set:
 Character Meaning , comma ; semicolon : colon . period (full stop) " quotation mark ( left parenthesis ) right parenthesis ␣ space = equal sign
 QQSAM (Queued Sequential Access Method). Anextended version of the basic sequential access method(BSAM). When this method is used, a queue is formedof input data blocks that are awaiting processing or ofoutput data blocks that have been processed and areawaiting transfer to auxiliary storage or to an outputdevice.
 * qualified data-name. An identifier that is composedof a data-name followed by one or more sets of eitherof the connectives OF and IN followed by a data-namequalifier.
 * qualifier.
 1. A data-name or a name associated with a levelindicator which is used in a reference eithertogether with another data-name which is the name
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of an item that is subordinate to the qualifier ortogether with a condition-name.
 2. A section-name that is used in a reference togetherwith a paragraph-name specified in that section.
 3. A library-name that is used in a reference togetherwith a text-name associated with that library.
 R* random access. An access mode in which theprogram-specified value of a key data item identifiesthe logical record that is obtained from, deleted from,or placed into a relative or indexed file.
 * record. See “logical record.”
 * record area. A storage area allocated for the purposeof processing the record described in a recorddescription entry in the File Section of the DataDivision. In the File Section, the current number ofcharacter positions in the record area is determined bythe explicit or implicit RECORD clause.
 * record description. See “record description entry.”
 * record description entry. The total set of datadescription entries associated with a particular record.The term is synonymous with record description.
 recording mode. The format of the logical records in afile. Recording mode can be F (fixed-length), V(variable-length), S (spanned), or U (undefined).
 record key. A key whose contents identify a recordwithin an indexed file.
 * record-name. A user-defined word that names arecord described in a record description entry in theData Division of a COBOL program.
 * record number. The ordinal number of a record inthe file whose organization is sequential.
 recursion. A program calling itself or being directly orindirectly called by a one of its called programs.
 recursively capable. A program is recursively capable(can be called recursively) if the RECURSIVE attributeis on the PROGRAM-ID statement.
 reel. A discrete portion of a storage medium, thedimensions of which are determined by eachimplementor that contains part of a file, all of a file, orany number of files. The term is synonymous withunit and volume.
 reentrant. The attribute of a program or routine thatallows more than one user to share a single copy of aload module.
 * reference format. A format that provides a standardmethod for describing COBOL source programs.
 reference modification. A method of defining a newalphanumeric data item by specifying the leftmostcharacter and length relative to the leftmost characterof another alphanumeric data item.
 * reference-modifier. A syntactically correctcombination of character-strings and separators thatdefines a unique data item. It includes a delimiting leftparenthesis separator, the leftmost character position, acolon separator, optionally a length, and a delimitingright parenthesis separator.
 * relation. See “relational operator” or “relationcondition.”
 * relational operator. A reserved word, a relationcharacter, a group of consecutive reserved words, or agroup of consecutive reserved words and relationcharacters used in the construction of a relationcondition. The permissible operators and theirmeanings are:
 Operator MeaningIS GREATER THAN Greater thanIS > Greater thanIS NOT GREATER THAN Not greater thanIS NOT > Not greater than
 IS LESS THAN Less thanIS < Less thanIS NOT LESS THAN Not less thanIS NOT < Not less than
 IS EQUAL TO Equal toIS = Equal toIS NOT EQUAL TO Not equal toIS NOT = Not equal to
 IS GREATER THAN OR EQUAL TOGreater than or equal to
 IS >= Greater than or equal to
 IS LESS THAN OR EQUAL TOLess than or equal to
 IS <= Less than or equal to
 * relation character. A character that belongs to thefollowing set:
 Character Meaning
 > greater than < less than = equal to
 * relation condition. The proposition, for which atruth value can be determined, that the value of anarithmetic expression, data item, nonnumeric literal, orindex-name has a specific relationship to the value ofanother arithmetic expression, data item, nonnumericliteral, or index name. (See also “relational operator.”)
 * relative file. A file with relative organization.
 * relative key. A key whose contents identify a logicalrecord in a relative file.
 * relative organization. The permanent logical filestructure in which each record is uniquely identified byan integer value greater than zero, which specifies therecord’s logical ordinal position in the file.
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* relative record number. The ordinal number of arecord in a file whose organization is relative. Thisnumber is treated as a numeric literal which is aninteger.
 * reserved word. A COBOL word specified in the listof words that may be used in a COBOL sourceprogram, but that must not appear in the program asuser-defined words or system-names.
 * resource. A facility or service, controlled by theoperating system, that can be used by an executingprogram.
 * resultant identifier. A user-defined data item that isto contain the result of an arithmetic operation.
 reusable environment. A reusable environment iswhen you establish an assembler program as the mainprogram by using either ILBOSTP0 programs,IGZERRE programs, or the RTEREUS run-time option.
 routine. A set of statements in a COBOL program thatcauses the computer to perform an operation or seriesof related operations. In Language Environment, refersto either a procedure, function, or subroutine.
 * routine-name. A user-defined word that identifies aprocedure written in a language other than COBOL.
 * run time. The time at which an object program isexecuted. The term is synonymous with object time.
 run-time environment. The environment in which aCOBOL program executes.
 * run unit. A stand-alone object program, or severalobject programs, that interact via COBOL CALLstatements, which function at run time as an entity.
 SSBCS (Single Byte Character Set). See "Single ByteCharacter Set (SBCS)".
 scope terminator. A COBOL reserved word thatmarks the end of certain Procedure Divisionstatements. It may be either explicit (END-ADD, forexample) or implicit (separator period).
 * section. A set of zero, one or more paragraphs orentities, called a section body, the first of which ispreceded by a section header. Each section consists ofthe section header and the related section body.
 * section header. A combination of words followed bya separator period that indicates the beginning of asection in the Environment, Data, and ProcedureDivisions. In the Environment and Data Divisions, asection header is composed of reserved words followedby a separator period. The permissible section headersin the Environment Division are:
 CONFIGURATION SECTION.INPUT-OUTPUT SECTION.
 The permissible section headers in the Data Divisionare:
 FILE SECTION.WORKING-STORAGE SECTION.LOCAL-STORAGE SECTION.LINKAGE SECTION.
 In the Procedure Division, a section header iscomposed of a section-name, followed by the reservedword SECTION, followed by a separator period.
 * section-name. A user-defined word that names asection in the Procedure Division.
 selection structure. A program processing logic inwhich one or another series of statements is executed,depending on whether a condition is true or false.
 * sentence. A sequence of one or more statements, thelast of which is terminated by a separator period.
 * separately compiled program. A program which,together with its contained programs, is compiledseparately from all other programs.
 * separator. A character or two contiguous charactersused to delimit character-strings.
 * separator comma. A comma (,) followed by a spaceused to delimit character-strings.
 * separator period. A period (.) followed by a spaceused to delimit character-strings.
 * separator semicolon. A semicolon (;) followed by aspace used to delimit character-strings.
 sequence structure. A program processing logic inwhich a series of statements is executed in sequentialorder.
 * sequential access. An access mode in which logicalrecords are obtained from or placed into a file in aconsecutive predecessor-to-successor logical recordsequence determined by the order of records in the file.
 * sequential file. A file with sequential organization.
 * sequential organization. The permanent logical filestructure in which a record is identified by apredecessor-successor relationship established when therecord is placed into the file.
 serial search. A search in which the members of a setare consecutively examined, beginning with the firstmember and ending with the last.
 * 77-level-description-entry. A data description entrythat describes a noncontiguous data item with thelevel-number 77.
 * sign condition. The proposition, for which a truthvalue can be determined, that the algebraic value of adata item or an arithmetic expression is either less than,greater than, or equal to zero.
 * simple condition. Any single condition chosen fromthe set:
 Relation condition Class condition Condition-name condition Switch-status condition
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Sign condition
 Single Byte Character Set (SBCS). A set of charactersin which each character is represented by a single byte.See also "EBCDIC (Extended Binary-Coded DecimalInterchange Code)."
 slack bytes. Bytes inserted between data items orrecords to ensure correct alignment of some numericitems. Slack bytes contain no meaningful data. Insome cases, they are inserted by the compiler; in others,it is the responsibility of the programmer to insertthem. The SYNCHRONIZED clause instructs thecompiler to insert slack bytes when they are needed forproper alignment. Slack bytes between records areinserted by the programmer.
 SOM. System Object Model
 * sort file. A collection of records to be sorted by aSORT statement. The sort file is created and can beused by the sort function only.
 * sort-merge file description entry. An entry in theFile Section of the Data Division that is composed ofthe level indicator SD, followed by a file-name, andthen followed by a set of file clauses as required.
 * SOURCE-COMPUTER. The name of anEnvironment Division paragraph in which thecomputer environment, within which the sourceprogram is compiled, is described.
 * source computer entry. An entry in theSOURCE-COMPUTER paragraph of the EnvironmentDivision which contains clauses that describe thecomputer environment in which the source program isto be compiled.
 * source item. An identifier designated by a SOURCEclause that provides the value of a printable item.
 source program. Although it is recognized that asource program may be represented by other formsand symbols, in this document it always refers to asyntactically correct set of COBOL statements. ACOBOL source program commences with theIDENTIFICATION DIVISION or a COPY statement. ACOBOL source program is terminated by the endprogram header, if specified, or by the absence ofadditional source program lines.
 * special character. A character that belongs to thefollowing set:
 Character Meaning
 + plus sign− minus sign (hyphen)
 * asterisk/ slant (virgule, slash)
 = equal sign $ currency sign
 , comma (decimal point) ; semicolon
 . period (decimal point, full stop) " quotation mark
 ( left parenthesis ) right parenthesis > greater than symbol < less than symbol : colon
 * special-character word. A reserved word that is anarithmetic operator or a relation character.
 SPECIAL-NAMES. The name of an EnvironmentDivision paragraph in which environment-names arerelated to user-specified mnemonic-names.
 * special names entry. An entry in theSPECIAL-NAMES paragraph of the EnvironmentDivision which provides means for specifying thecurrency sign; choosing the decimal point; specifyingsymbolic characters; relating implementor-names touser-specified mnemonic-names; relatingalphabet-names to character sets or collating sequences;and relating class-names to sets of characters.
 * special registers. Certain compiler generated storageareas whose primary use is to store informationproduced in conjunction with the use of a specificCOBOL feature.
 * standard data format. The concept used indescribing the characteristics of data in a COBOL DataDivision under which the characteristics or propertiesof the data are expressed in a form oriented to theappearance of the data on a printed page of infinitelength and breadth, rather than a form oriented to themanner in which the data is stored internally in thecomputer, or on a particular external medium.
 * statement. A syntactically valid combination ofwords, literals, and separators, beginning with a verb,written in a COBOL source program.
 STL File System. STandard Language File System:native workstation and PC file system for COBOL andPL/I. Supports sequential, relative, and indexed files,including the full ANSI 85 COBOL standard I/Olanguage and all of the extensions described in IBMCOBOL Language Reference, unless exceptions areexplicitly noted.
 structured programming. A technique for organizingand coding a computer program in which the programcomprises a hierarchy of segments, each segmenthaving a single entry point and a single exit point.Control is passed downward through the structurewithout unconditional branches to higher levels of thehierarchy.
 * sub-class. A class that inherits from another class.When two classes in an inheritance relationship areconsidered together, the sub-class is the inheritor orinheriting class; the super-class is the inheritee orinherited class.
 * subject of entry. An operand or reserved word thatappears immediately following the level indicator orthe level-number in a Data Division entry.
 * subprogram. See “called program.”
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* subscript. An occurrence number represented byeither an integer, a data-name optionally followed byan integer with the operator + or -, or an index-nameoptionally followed by an integer with the operator +or -, that identifies a particular element in a table. Asubscript may be the word ALL when the subscriptedidentifier is used as a function argument for a functionallowing a variable number of arguments.
 * subscripted data-name. An identifier that iscomposed of a data-name followed by one or moresubscripts enclosed in parentheses.
 * super-class. A class that is inherited by anotherclass. See also sub-class.
 switch-status condition. The proposition, for which atruth value can be determined, that an UPSI switch,capable of being set to an ‘on’ or ‘off’ status, has beenset to a specific status.
 * symbolic-character. A user-defined word thatspecifies a user-defined figurative constant.
 syntax. (1) The relationship among characters orgroups of characters, independent of their meanings orthe manner of their interpretation and use. (2) Thestructure of expressions in a language. (3) The rulesgoverning the structure of a language. (4) Therelationship among symbols. (5) The rules for theconstruction of a statement.
 * system-name. A COBOL word that is used tocommunicate with the operating environment.
 System Object Model (SOM). IBM's object-orientedprogramming technology for building, packaging, andmanipulating class libraries. SOM conforms to theObject Management Group's (OMG) Common ObjectRequest Broker Architecture (CORBA) standards.
 T* table. A set of logically consecutive items of datathat are defined in the Data Division by means of theOCCURS clause.
 * table element. A data item that belongs to the set ofrepeated items comprising a table.
 text deck. Synonym for object deck or object module.
 * text-name. A user-defined word that identifieslibrary text.
 * text word. A character or a sequence of contiguouscharacters between margin A and margin R in aCOBOL library, source program, or in pseudo-textwhich is:
 � A separator, except for: space; a pseudo-textdelimiter; and the opening and closing delimitersfor nonnumeric literals. The right parenthesis andleft parenthesis characters, regardless of contextwithin the library, source program, or pseudo-text,are always considered text words.
 � A literal including, in the case of nonnumericliterals, the opening quotation mark and the closingquotation mark that bound the literal.
 � Any other sequence of contiguous COBOLcharacters except comment lines and the word‘COPY’ bounded by separators that are neither aseparator nor a literal.
 top-down design. The design of a computer programusing a hierarchic structure in which related functionsare performed at each level of the structure.
 top-down development. See “structuredprogramming.”
 trailer-label. (1) A file or data set label that followsthe data records on a unit of recording medium. (2)Synonym for end-of-file label.
 * truth value. The representation of the result of theevaluation of a condition in terms of one of two values:true or false.
 U* unary operator. A plus (+) or a minus (-) sign, thatprecedes a variable or a left parenthesis in anarithmetic expression and that has the effect ofmultiplying the expression by +1 or -1, respectively.
 unit. A module of direct access, the dimensions ofwhich are determined by IBM.
 universal object reference. A data-name that can referto an object of any class.
 * unsuccessful execution. The attempted execution ofa statement that does not result in the execution of allthe operations specified by that statement. Theunsuccessful execution of a statement does not affectany data referenced by that statement, but may affectstatus indicators.
 UPSI switch. A program switch that performs thefunctions of a hardware switch. Eight are provided:UPSI-0 through UPSI-7.
 * user-defined word. A COBOL word that must besupplied by the user to satisfy the format of a clause orstatement.
 V* variable. A data item whose value may be changedby execution of the object program. A variable used inan arithmetic expression must be a numeric elementaryitem.
 * variable length record. A record associated with afile whose file description or sort-merge descriptionentry permits records to contain a varying number ofcharacter positions.
 * variable occurrence data item. A variable occurrencedata item is a table element which is repeated avariable number of times. Such an item must contain
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an OCCURS DEPENDING ON clause in its datadescription entry, or be subordinate to such an item.
 * variably located group.. A group item following,and not subordinate to, a variable-length table in thesame level-01 record.
 * variably located item.. A data item following, andnot subordinate to, a variable-length table in the samelevel-01 record.
 * verb. A word that expresses an action to be taken bya COBOL compiler or object program.
 VM/SP (Virtual Machine/System Product). AnIBM-licensed program that manages the resources of asingle computer so that multiple computing systemsappear to exist. Each virtual machine is the functionalequivalent of a “real” machine.
 volume. A module of external storage. For tapedevices it is a reel; for direct-access devices it is a unit.
 volume switch procedures. System specificprocedures executed automatically when the end of aunit or reel has been reached before end-of-file hasbeen reached.
 Wwindowed date field. A date field containing awindowed (2-digit) year. See also “date field” and“windowed year.”
 windowed year. A date field that consists only of a2-digit year. This 2-digit year may be interpreted usinga century window. For example, 05 could beinterpreted as 2005. See also “century window.”
 Compare with “expanded year.”
 * word. A character-string of not more than 30characters which forms a user-defined word, asystem-name, a reserved word, or a function-name.
 * Working-Storage Section. The section of the DataDivision that describes working storage data items,composed either of noncontiguous items or workingstorage records or of both.
 Y
 Zzoned decimal item. See “external decimal item.”
 Glossary 543

Page 556
                        

Index
 SpecialCharacters, (comma)
 insertion character 171symbol in PICTURE
 clause 163, 166/ (slash)
 insertion character 171symbol in PICTURE
 clause 163, 166(/) comment line 33(period) 163<= (less than or equal to) 219< (less than) 219{ : }
 description 25required use of 473
 $ (default currency symbol)in PICTURE clause 164, 166insertion character 172
 * symbol in PICTURE clause 163*CBL (*CONTROL) statement 466+ (plus)
 insertion character 172, 173SIGN clause 180symbol in PICTURE
 clause 166− (minus)
 insertion character 172SIGN clause 180symbol in PICTURE
 clause 166= (equal) 219> (greater than) 219>= (greater than or equal to) 219
 Numerics0
 insertion character 171symbol in PICTURE
 clause 163, 16666, RENAMES data description
 entry 17877, item description entry 12788, condition-name data
 description entry 1469, symbol in PICTURE
 clause 163, 166
 AA, symbol in PICTURE
 clause 161abbreviated combined relation
 conditionexamples 234using parentheses in 233
 ACCEPT statementmnemonic name in 250, 251overlapping operands,
 unpredictable results 242system information
 transfer 252under AIX and Windows 250
 access modedescription 107dynamic
 DELETE statement 275description 108READ statement 348
 randomDELETE statement 275description 108READ statement 347
 sequentialDELETE statement 275description 108READ statement 345
 ACCESS MODE clause 107ACOS function 412ADD statement
 common phrases 238CORRESPONDING
 phrase 257description and format 255
 ADDRESS OF special register 9ADDRESS OF under AIX and
 Windows 365ADVANCING phrase 394AFTER phrase
 INSPECT statement 304PERFORM statement 335with REPLACING 301with TALLYING 299WRITE statement 394
 AIX COBOL language differencesACCEPT statement 250APPLY WRITE-ONLY 118ASSIGN clause 100basis-names, library-names,
 text-names 36
 AIX COBOL language differences(continued)
 BLOCK CONTAINS 135CLOSE statement 268CODE-SET 143COMP-5 data item 189compiler limits 494control characters 129DBCS 2environment-name 252file handling 118file status data-name-8 112LABEL RECORDS 139LINE SEQUENTIAL file
 I-O 105locale definition 515MORE-LABELS, GO TO 293pointer data item size 192RECORD CONTAINS
 clause 137RECORDING MODE
 clause 142RERUN clause 115RESERVE clause 103SAME AREA clause 116SAME SORT AREA clause 117SAME SORT-MERGE AREA
 clause 118SET statement 365SORT-CONTROL special
 register 14SORT-FILE-SIZE 15SORT-MESSAGE 15SORT-MODE-SIZE 16status key value and
 meaning 244USE...AFTER...LABEL
 PROCEDURE 485WRITE ADVANCING 85, 394
 aligning data 181ALL
 phrase of INSPECTstatement 299, 301
 SEARCH statement 359UNSTRING statement 387
 ALL literalSTOP statement 378STRING statement 379UNSTRING statement 387
 ALL subscripting 405ALPHABET clause 86alphabet-name
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alphabet-name (continued)description 86MERGE statement 316PROGRAM COLLATING
 SEQUENCE clause 82SORT statement 370
 alphabetic character inACCEPT 250
 alphabetic class and category 127ALPHABETIC class test 215alphabetic item
 alignment rules 128elementary move rules 321PICTURE clause 166
 ALPHABETIC-LOWER classtest 216
 ALPHABETIC-UPPER classtest 216
 alphanumeric arguments 404alphanumeric class and category
 alignment rules 128description 127
 alphanumeric functions 403alphanumeric item
 alignment rules 128elementary move rules 321PICTURE clause 168
 alphanumeric literal, controlcharacter restrictions 129
 alphanumeric-edited itemalignment rules 128elementary move rules 321PICTURE clause 168
 ALSO phraseALPHABET clause 87EVALUATE statement 284
 ALTER statementdescription and format 258GO TO statement and 293segmentation
 considerations 259altered GO TO statement 293ALTERNATE RECORD KEY
 clause 110AND logical operator 229ANNUITY function 413APPLY WRITE-ONLY clause 118Area A (cols. 8-11) 29Area B (cols. 12-72) 30arguments 404arithmetic expression
 COMPUTE statement 272description 209EVALUATE statement 285relation condition 218
 arithmetic operatordescription 210permissible symbol pairs 211
 arithmetic statementsADD 255common phrases 238COMPUTE 272DIVIDE 280list of 241multiple results 243MULTIPLY 325operands 242programming notes 242SUBTRACT 383
 ASCENDING KEY phrasecollating sequence 156description 314MERGE statement 314OCCURS clause 156SORT statement 368
 ASCIIcollating sequence 500processing considerations 512specifying in SPECIAL-NAMES
 paragraph 86ASIN function 414ASSIGN clause
 description 97format 94SELECT clause and 97
 assigning index values 362assignment-name
 ASSIGN clause 97RERUN clause 115under AIX and Windows 100
 asterisk (*)comment line 33insertion character 173
 at end conditionREAD statement 347RETURN statement 352
 AT END phraseREAD statement 344RETURN statement 352SEARCH statement 356
 AT END-OF-PAGE phrases 396ATAN function 415AUTHOR paragraph
 description 76format 68
 BB
 insertion character 171symbol in PICTURE
 clause 161BASIS statement 464basis-names under AIX and
 Windows 36
 batch compile 59BEFORE phrase
 INSPECT statement 304PERFORM statement 335with REPLACING 301with TALLYING 299WRITE statement 394
 binary arithmetic operators 210binary data item, DISPLAY
 statement 277BINARY phrase in USAGE
 clause 188binary search 359blank line 34BLANK WHEN ZERO clause
 description and format 147USAGE IS INDEX clause 191
 BLOCK CONTAINS clausedescription 135format 131
 branchingGO TO statement 292out-of-line PERFORM
 statement 333BY CONTENT phrase
 CALL statement 262on INVOKE statement 309
 BY REFERENCE phraseCALL statement 261on INVOKE statement 308
 BY VALUE phraseCALL statement 263on INVOKE statement 309
 CC01-C012 under AIX and
 Windows 394call convention 489CALL statement
 CANCEL statement and 266description and format 260Linkage Section 206ON OVERFLOW phrase 260Procedure Division
 header 204, 206program termination
 statements 260subprogram linkage 260transfer of control 51USING phrase 206
 called and calling programs,description 260
 CALLINTERFACE directive 489CANCEL statement 266carriage control character 395category of data
 alphabetic items 166
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category of data (continued)alphanumeric items 168alphanumeric-edited items 168DBCS items 169numeric items 167numeric-edited items 167relationship to class of
 data 127CBL (PROCESS) statement 465century window
 See also date fielddefinition 55
 CHAR function 416character code set, specifying 86character-string
 COBOL word 3representation in PICTURE
 clause 166size determination 129
 CHARACTERS BY phrase 301CHARACTERS phrase
 BLOCK CONTAINSclause 135
 INSPECT statement 299MEMORY SIZE clause 82USAGE clause and 135
 characters, valid in COBOLprogram 2
 checkpoint processing, RERUNclause 115
 class 63CLASS clause 89class condition 215, 216class Data Division 120class definition
 affect of SELF and SUPER 307class procedure division 202CLASS-ID paragraph 72Configuration Section 80Data Division 120description 63Identification Division 69inheritance rules 73requirements for indexed
 tables 157class identification division 72class name, OO 36class procedure division 202CLASS-ID paragraph 72class-name class test 216classes of data 127clauses 26, 27CLOSE statement
 format and description 268COBOL
 class definition 63language structure 2method definition 65
 COBOL (continued)program structure 58reference format 28
 COBOL word 3CODE-SET clause
 ALPHABET clause and 88description 143format 131NATIVE phrase and 143
 collating sequenceASCENDING/DESCENDING
 KEY phrase and 156ASCII 500EBCDIC 498locale definition 515specified in
 OBJECT-COMPUTERparagraph 82
 specified in SPECIAL-NAMESparagraph 86
 COLLATING SEQUENCEphrase 82
 ALPHABET clause 86MERGE statement 316SORT statement 370
 colon characterdescription 25required use of 473
 column 7indicator area 31specifying comments 32
 combined conditiondescription 231evaluation rules 232logical operators and evaluation
 results 231order of evaluation 232permissible element
 sequences 231comma (,)
 Configuration Section 80DECIMAL-POINT IS COMMA
 clause 91insertion character 171symbol in PICTURE
 clause 163comment line
 description 32Identification Division 76in library text 469
 COMMON clause 72common processing facilities 244COMP-1 through COMP-5 data
 items 189comparison
 cycle, INSPECT statement 304DBCS operands 228in EVALUATE statement 286
 comparison (continued)nonnumeric operands 224numeric and nonnumeric
 operands 227numeric operands 223of index data items 227of index-names 227rules for COPY statement 471
 compatible date fieldSee also date fielddefinition 54
 compile-time switch 505compiler directing statements
 BASIS 464COPY 468DELETE 474EJECT 475ENTER 475INSERT 476READY TRACE 476REPLACE 477RESET TRACE 476SERVICE LABEL 480SERVICE RELOAD 481SKIP1/2/3 481TITLE 482USE 483
 compiler limits 494compiler options
 ADV 395controlling output from 466DATEPROC 53NUMPROC 228specifying 465THREAD 157TRUNC 129
 complex conditionsabbreviated combined
 relation 232combined condition 231description 229negated simple 230
 complex OCCURS DEPENDINGON (CODO) 160
 composite of operands 242COMPUTATIONAL data
 items 188COMPUTE statement
 common phrases 239description and format 272
 computer-name 80, 82condition
 abbreviated combinedrelation 232
 class 215combined 231complex 229condition-name 217
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condition (continued)EVALUATE statement 285IF statement 294negated simple 230PERFORM UNTIL
 statement 335relation 218SEARCH statement 358sign 228simple 214switch-status 229
 condition-nameand conditional variable 146description and format 217rules for values 197SEARCH statement 360SET statement 364SPECIAL-NAMES
 paragraph 85switch status condition 85
 conditional expressioncomparing index-names and
 index data items 227comparison of DBCS
 operands 228description 214order of evaluation of
 operands 232parentheses in abbreviated
 combined relationconditions 233
 conditional statementsdescription 236GO TO statement 292IF statement 294list of 236PERFORM statement 335
 conditional variable 146Configuration Section
 description (programs, classes,methods) 80
 REPOSITORY paragraph 91SOURCE-COMPUTER
 paragraph 80SPECIAL-NAMES
 paragraph 83conformance rules
 general rules 75INVOKE...USING 310multiple inheritance 73SET...USAGE OBJECT
 REFERENCE 367Contained Programs 58continuation
 area 28lines 31, 32
 CONTINUE statement 274
 control characters, using underAIX and Windows 129
 CONTROL statement(*CONTROL) 466
 control transfer 50conversion of data, DISPLAY
 statement 277CONVERTING phrase 303COPY statement
 comparison rules 471description and format 468example 473replacement rules 471REPLACING phrase 470SUPPRESS option 470
 CORRESPONDING (CORR)phrase
 ADD statement 257description 257MOVE statement 320SUBTRACT statement 383with ON SIZE ERROR
 phrase 241COS function 417COUNT IN phrase, UNSTRING
 statement 388CR (credit)
 insertion character 172symbol in PICTURE
 clause 163cs (currency symbol)
 in PICTURE clause 161CURRENCY SIGN clause
 description 90Euro currency sign 90restrictions on using
 NUMVAL-C function 441currency sign value 90currency symbol
 in PICTURE clause 164specifying in CURRENCY SIGN
 clause 90currency symbol, default ($) 172CURRENT-DATE function 418
 Ddata
 alignment 128categories 128, 166classes 127format of standard 129hierarchies used in
 qualification 125organization 104signed 129truncation of 129, 154
 data categoryalphabetic items 166alphanumeric items 168alphanumeric-edited items 168DBCS items 169numeric items 167numeric-edited items 167
 data conversion, DISPLAYstatement 277
 data description entryBLANK WHEN ZERO
 clause 147data-name 147DATE FORMAT clause 148description and format 145FILLER phrase 147GLOBAL clause 153indentation and 127JUSTIFIED clause 154level-66 format (previously
 defined items) 146level-88 format
 (condition-names) 146level-number description 146OCCURS clause 154OCCURS DEPENDING ON
 (ODO) clause 158PICTURE clause 160REDEFINES clause 174RENAMES clause 178SIGN clause 179SYNCHRONIZED clause 181USAGE clause 187VALUE clause 195
 DATA DIVISIONASCII considerations 513data description entry 145data relationships 124data types 124description (programs, classes,
 methods) 120file description (FD) entry 134levels of data 125Linkage Section 123Local-Storage Section 123sort description (SD) entry 134Working-Storage Section 121
 data flowSTRING statement 381UNSTRING statement 390
 data itemdata description entry 145description entry
 definition 121EXTERNAL clause 153record description entry 145
 data manipulation statementsACCEPT 250
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data manipulation statements(continued)
 INITIALIZE 296list of 243MOVE 320overlapping operands 243READ 342RELEASE 349RETURN 351REWRITE 353SET 362STRING 379UNSTRING 386WRITE 393
 data organizationaccess modes and 108indexed 104line-sequential 105relative 105sequential 104
 DATA RECORDS clausedescription 140format 131
 data transfer 250data types
 file data 124program data 124
 data-namedata description entry 147
 data-namesprecedence if duplicate 120
 DATE 253date field
 addition 212arithmetic 211compatible 54DATE FORMAT clause 148DATEPROC compiler
 option 53DATEVAL function 421definition 53expansion of windowed date
 fields before use 149group items that are date
 fields 151in relation conditions 219in sign conditions 229MOVE statement, behavior
 in 323non-date 55purpose 52restrictions 150size errors 213, 240storing arithmetic results 213subtraction 212trigger values 149UNDATE function 456windowed date field
 conditional variables 218
 date formatSee also DATE FORMAT clausedefinition 54
 DATE FORMAT clause 148combining with other
 clauses 150DATE YYYYMMDD 253DATE-COMPILED paragraph
 description 76format 68
 DATE-OF-INTEGER function 419DATE-TO-YYYYMMDD
 function 420DATE-WRITTEN paragraph
 description 76format 68
 DATEPROC compiler option 53DATEVAL function 421DAY 253DAY YYYYDDD 253DAY-OF-INTEGER function 423DAY-OF-WEEK 254DAY-TO-YYYYDDD function 424DB (debit)
 insertion character 172symbol in PICTURE
 clause 163DBCS (Double-Byte Character Set)
 See also multi-byte charactersclass and category 127elementary move rules 322PICTURE clause and 169use with relational
 operators 220using in comments 76
 DBCS class condition 216DD statements
 See environment variablesDe-editing 322DEBUG-ITEM special register 10debugging 504DEBUGGING declarative 487debugging line 33, 81DEBUGGING MODE clause 81decimal point (.) 240DECIMAL-POINT IS COMMA
 clausedescription 91
 declarative proceduresdescription and format 207PERFORM statement 332USE statement 207
 declarativesEXCEPTION/ERROR 483LABEL 485precedence rules for nested
 programs 484USE FOR DEBUGGING 487
 DECLARATIVES key wordbegin in Area A 30description 207
 Declaratives Section 207DELETE statement
 description and format 474dynamic access 275format and description 275INVALID KEY phrases 275random access 275sequential access 275
 DELIMITED BY phraseSTRING 379UNSTRING statement 386
 delimited scope statement 237delimiter
 INSPECT statement 302UNSTRING statement 386
 DELIMITER IN phrase,UNSTRING statement 388
 DEPENDING phraseGO TO statement 292OCCURS clause 158
 DESCENDING KEY phrase 156collating sequence 156description 314MERGE statement 314SORT statement 368
 DISPLAY phrase in USAGEclause 190
 DISPLAY statementdescription and format 277external 128, 169programming notes 279
 DIVIDE statementcommon phrases 239description and format 280REMAINDER phrase 282
 division headerformat, Environment
 Division 80format, Identification
 Division 68format, Procedure
 Division 204specification of 29
 DO-UNTIL structure, PERFORMstatement 335
 DO-WHILE structure, PERFORMstatement 335
 Double-Byte Character Set (DBCS)See also multi-byte charactersclass and category 127PICTURE clause and 169use with relational
 operators 220using in comments 76
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DOWN BY phrase, SETstatement 363
 duplicate data-names,precedence 120
 DUPLICATES phraseKEY phrase 375SORT statement 370START statement 375
 dynamic access modedata organization and 108DELETE statement 275description 108READ statement 348
 EE, symbol in PICTURE clause 161EBCDIC
 CODE-SET clause and 143collating sequence 498specifying in SPECIAL-NAMES
 paragraph 86editing
 fixed insertion 172floating insertion 172replacement 173signs 130simple insertion 171special insertion 171suppression 173
 editing sign control symbol 163eject page 33EJECT statement 475elementary item
 alignment rules 128basic subdivisions of a
 record 125classes and categories 127MOVE statement 321nonnumeric operand
 comparison 227size determination in
 program 129size determination in
 storage 129elementary move rules 321ELSE NEXT SENTENCE
 phrase 294END DECLARATIVES key
 word 207END PROGRAM 59end program header 30END-CALL phrase 265END-IF phrase 294END-INVOKE phrase 312end-of-file processing 268END-OF-PAGE phrases 396
 END-PERFORM phrase 334ENTER statement 475entry
 definition 26ENTRY statement
 description and format 283subprogram linkage 283
 Environment DivisionASCII considerations 512compiler limits 494Configuration Section
 ALPHABET clause 86CURRENCY SIGN
 clause 90OBJECT-COMPUTER
 paragraph 82REPOSITORY paragraph 91SOURCE-COMPUTER
 paragraph 80SPECIAL-NAMES
 paragraph 83, 89SYMBOLIC CHARACTERS
 clause 89Input-Output Section
 FILE-CONTROLparagraph 94
 REPOSITORY paragraph 91environment names with WRITE
 ADVANCING 394environment variables
 in ACCEPT statement 252in DISPLAY statement 277
 environment-nameSPECIAL-NAMES
 paragraph 85environment-name under AIX and
 Windows 252EOP phrases 396equal sign (=) 218EQUAL TO relational
 operator 218ERROR declarative statement 483EUC
 description 2Euro currency sign
 specifying in CURRENCY SIGNclause 90
 EVALUATE statementcomparing operands 286determining truth value 285format and description 284
 evaluation rulescombined conditions 232EVALUATE statement 286nested IF statement 295
 EXCEPTION declarativestatement 483
 EXCEPTION/ERROR declarativeCLOSE statement 269DELETE statement 275description and format 483
 execution flowALTER statement changes 258PERFORM statement
 changes 332EXIT METHOD statement
 format and description 289EXIT PROGRAM statement
 format and description 290EXIT statement
 format and description 288PERFORM statement 333
 expanded date fieldSee also date fielddefinition 53
 expanded yearSee also date fielddefinition 53
 expansion of windowed date fieldsbefore use 149
 explicitscope terminators 237
 exponentiationexponential expression 210
 expression, arithmetic 209EXTEND phrase
 OPEN statement 327EXTERNAL clause
 with data item 153with file name 134
 external decimal itemDISPLAY statement 277
 external floating pointalignment rules 128DISPLAY statement 277PICTURE clause and 169
 FFACTORIAL function 425FALSE phrase 285FD (File Description) entry
 BLOCK CONTAINSclause 135
 DATA RECORDS clause 140description 133format 131GLOBAL clause 134LABEL RECORDS clause 139level indicator 125VALUE OF clause 139
 figurative constantDISPLAY statement 278STOP statement 378STRING statement 379
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figurative constant (continued)symbolic-character 8UNSTRING statement 387
 filedata type 124definition 124handling, under AIX and
 Windows 118labels 139
 File Description entrySee FD (File Description) entry
 file organizationdefinition 108LINAGE clause 140line-sequential 105types of 104
 file position indicatordescription 249READ statement 347
 File Section 121EXTERNAL clause 134RECORD clause 136
 FILE STATUS clauseDELETE statement and 275description 112format 94INVALID KEY phrase and 247status key 244
 FILE-CONTROL paragraphASSIGN clause 97description and format 94FILE STATUS clause 112ORGANIZATION clause 103PADDING CHARACTER
 clause 106RECORD KEY clause 109RELATIVE KEY clause 111RESERVE clause 103SELECT clause 97
 file-name, specifying on SELECTclause 97
 FILLER phraseCORRESPONDING
 phrase 147data description entry 147
 fixed insertion editing 172fixed-length
 item, maximum length 145records 135
 floating insertion editing 172floating-point
 DISPLAY statement 277internal 128
 FOOTING phrase of LINAGEclause 140
 FOR REMOVAL phrase 268, 269format notation, rules for vii
 FROM phraseACCEPT statement 250REWRITE statement 353SUBTRACT statement 383with identifier 248WRITE statement 394
 functionarguments 404class and category 127description 402rules for usage 403types of functions 403
 GG, symbol in PICTURE
 clause 162GIVING phrase
 ADD statement 255arithmetic 239DIVIDE statement 282MERGE statement 318MULTIPLY statement 325SORT statement 372SUBTRACT statement 384
 GLOBAL clausewith data item 153with file name 134
 GO TO statementaltered 293conditional 292format and description 292MORE-LABELS 293SEARCH statement 356unconditional 292
 GOBACK statement 291GREATER THAN OR EQUAL TO
 symbol (>=) 218GREATER THAN symbol (>) 218group item
 class and categories 127description 125MOVE statement 324nonnumeric operand
 comparison 227group move rules 324
 Hhalting execution 378HIGH-VALUE(S) figurative
 constant 87hyphen (-), in indicator area 31
 IIBM extensions, format
 description vii
 Identification DivisionCLASS-ID paragraph 72format (program, class,
 method) 68METHOD-ID paragraph 74optional paragraphs 76PROGRAM-ID paragraph 70
 identifier 41, 209IF statement 294imperative statement 235implicit
 redefinition of storagearea 134, 175
 scope terminators 238in-line PERFORM statement 332indentation 30, 127index
 data item 227, 320relative indexing 46SET statement 46
 index nameassigning values 362comparisons 227data item definition 190OCCURS clause 157PERFORM statement 341SEARCH statement 356SET statement 362
 INDEX phrase in USAGEclause 190
 INDEXED BY phrase 157indexed files
 CLOSE statement 269DELETE statement 275FILE-CONTROL paragraph
 format 94I-O-CONTROL paragraph
 format 114organization 104permissible statements for 331READ statement 346START statement 376
 indexed organizationdescription 104FILE-CONTROL paragraph
 format 94I-O-CONTROL paragraph
 format 114indexing
 description 45MOVE statement
 evaluation 320OCCURS clause 45, 154relative 46SET statement and 46
 indicator area 28industry specifications 518
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INHERITS clause 72INITIAL clause 72initial state of program 72INITIALIZE statement
 format and description 296overlapping operands,
 unpredictable results 242input file, label processing 329Input-Output Section
 description 93FILE-CONTROL paragraph 94format 93I-O-CONTROL paragraph 114
 input-output statementsACCEPT 250CLOSE 268common processing
 facilities 244DELETE 275DISPLAY 277EXCEPTION/ERROR
 procedures 483general description 243OPEN 327READ 342REWRITE 353START 375WRITE 393
 INPUT phraseOPEN statement 327USE statement 483
 INPUT PROCEDURE phraseRELEASE statement 349SORT statement 372
 Input-Output Sectionunder AIX and Windows 105
 insertion editingfixed (numeric-edited
 items) 172floating (numeric-edited
 items) 172simple 171special (numeric-edited
 items) 171INSPECT statement
 AFTER phrase 302BEFORE phrase 302comparison cycle 304CONVERTING phrase 303overlapping operands,
 unpredictable results 242REPLACING phrase 299
 INSTALLATION paragraphdescription 76format 68
 instance data 65integer arguments 404
 INTEGER function 426Integer functions 403INTEGER-OF-DATE function 427INTEGER-OF-DAY function 428INTEGER-PART function 429internal floating-point
 alignment rules 128DISPLAY statement 277
 INTO phraseDIVIDE statement 280READ statement 342RETURN statement 351STRING statement 380UNSTRING statement 387with identifier 248
 intrinsic functionsACOS 412alphanumeric function 403ANNUITY 413ASIN 414ATAN 415CHAR 416COS 417CURRENT-DATE 418DATE-OF-INTEGER 419DATE-TO-YYYYMMDD 420DATEVAL 421DAY-OF-INTEGER 423DAY-TO-YYYYDDD 424FACTORIAL 425floating-point literals 405INTEGER 426integer function 403INTEGER-OF-DATE 427INTEGER-OF-DAY 428INTEGER-PART 429LENGTH 430LOG 431LOG10 432LOWER-CASE 433MAX 434MEAN 435MEDIAN 436MIDRANGE 437MIN 438MOD 439numeric function 403NUMVAL 440NUMVAL-C 441ORD 443ORD-MAX 444ORD-MIN 445PRESENT-VALUE 446RANDOM 447RANGE 448REM 449REVERSE 450SIN 451
 intrinsic functions (continued)SQRT 452STANDARD-DEVIATION 453SUM 454summary of 409TAN 455UNDATE 456UPPER-CASE 457VARIANCE 458WHEN-COMPILED 459YEAR-TO-YYYY 460YEARWINDOW 461
 invalid key condition 247INVALID KEY phrase
 DELETE statement 275READ statement 344REWRITE statement 353START statement 376WRITE statement 396
 INVOKE statementBY CONTENT phrase 309BY REFERENCE phrase 308BY VALUE phrase 309format and description 307NOT ON EXCEPTION
 phrase 312ON EXCEPTION phrase 312RETURNING phrase 311USING phrase 308
 I-O-CONTROL paragraphAPPLY WRITE-ONLY
 clause 118checkpoint processing in 115description 93, 114MULTIPLE FILE TAPE
 clause 118order of entries 114RERUN clause 115SAME AREA clause 116SAME RECORD AREA
 clause 117SAME SORT AREA clause 117SAME SORT-MERGE AREA
 clause 118ISCII processing
 considerations 512
 JJUSTIFIED clause
 description and format 154effect on initial settings 154STRING statement 380truncation of data 154USAGE IS INDEX clause
 and 154VALUE clause and 195
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KKanji 216key of reference 104KEY phrase
 OCCURS clause 156READ statement 344SEARCH statement 356SORT statement 368START statement 375
 LLABEL declarative 485label processing, OPEN
 statement 329LABEL RECORDS clause
 description 139format 131
 Language Environment CallableServices
 description 260LEADING phrase
 INSPECT statement 299, 301SIGN clause 180
 LENGTH function 430LENGTH OF special register 11LESS THAN OR EQUAL TO
 symbol (<=) 218LESS THAN symbol (<) 218level
 01 item 12502-49 item 12566 item 12777 item 12788 item 127indicator, definition of 125
 level numberdefinition 125description and format 146FILLER phrase 147
 library-nameCOPY statement 468
 library-namesunder AIX and Windows 36
 limit values, date field 149limits of the compiler 494LINAGE clause
 description 140diagram of phrases 140format 131
 LINAGE-COUNTER specialregister
 description 12WRITE statement 395
 line advancing 394line-sequential file
 organization 105
 LINE/LINES, WRITEstatement 394
 LINES AT BOTTOM phrase 140LINES AT TOP phrase 140Linkage Section
 called subprogram 206description 123levels under AIX and
 Windows 365requirement for indexed
 items 157VALUE clause 195
 literaland arithmetic expressions 209ASSIGN clause 97CODE-SET clause and
 ALPHABET clause 88CURRENCY SIGN clause 90description 17nonnumeric operand
 comparison 227null-terminated
 nonnumeric 20STOP statement 378VALUE clause 196
 local storagedefining with RECURSIVE
 clause 71requirement for indexed
 items 157Local-Storage Section 123locale 515LOG function 431LOG10 function 432logical operator
 complex condition 229in evaluation of combined
 conditions 231list of 229
 logical recorddefinition 124file data 124program data 124record description entry
 and 124RECORDS phrase 136
 LOW-VALUE(S) figurativeconstant 88
 LOWER-CASE function 433
 MMAX function 434maximum index value 46MEAN function 435MEDIAN function 436MEMORY SIZE clause 82
 MERGE statementASCENDING/DESCENDING
 KEY phrase 314COLLATING SEQUENCE
 phrase 316format and description 314GIVING phrase 318OUTPUT PROCEDURE
 phrase 318USING phrase 317
 METACLASS clause 72, 191metaclass, description 63method data division 120method definition
 affect of SELF and SUPER 307Data Division 120description 65Identification Division 70inheritance rules 73method procedure
 division 202METHOD-ID paragraph 74
 method identification division 74method name 36method procedure division 202METHOD-ID paragraph 74methods
 available to subclasses 73exiting 289invoking 307recursively reentering 71reusing 72
 MIDRANGE function 437millennium language extensions
 syntax 52millennium language extensions
 (MLE)See also date fielddescription 52
 MIN function 438minus sign (-)
 COBOL character 2fixed insertion symbol 172floating insertion symbol 172,
 173SIGN clause 180
 mnemonic-nameACCEPT statement 250DISPLAY statement 278SET statement 364SPECIAL-NAMES
 paragraph 85WRITE statement 395
 MOD function 439MORE-LABELS GO TO
 statement 293MOVE statement
 CORRESPONDINGphrase 320
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MOVE statement (continued)elementary moves 321format and description 320group moves 324
 multi-byte charactersin COBOL words 4in literals 18
 MULTIPLE FILE TAPEclause 118
 multiple inheritance 73multiple record processing, READ
 statement 344multiple results, arithmetic
 statements 243multiple volume files, treatment
 under AIX and Windows 118MULTIPLY statement
 common phrases 239format and description 325
 multivolume filesREAD statement 346WRITE statement 398
 Nnative binary data item 189native character set 86native collating sequence 86negated combined condition 231negated simple condition 230NEGATIVE 228nested IF structure
 description 295EVALUATE statement 284
 nested programsdescription 58precedence rules for 484
 NEXT RECORD phrase, READstatement 342
 NEXT SENTENCE phraseIF statement 294SEARCH statement 357
 NO ADVANCING phrase,DISPLAY statement 278
 NO REWIND phraseOPEN statement 327under AIX and Windows 268
 non-dateSee also date fielddefinition 55
 non-reel file, definition 269nonnumeric literals 20nonnumeric operands,
 comparing 224NOT AT END phrase
 READ statement 344RETURN statement 352
 NOT INVALID KEY phraseDELETE statement 275READ statement 344REWRITE statement 353START statement 376
 NOT ON EXCEPTION phraseCALL statement 265on INVOKE statement 312
 NOT ON OVERFLOW phraseSTRING statement 381UNSTRING statement 389
 NOT ON SIZE ERROR phraseADD statement 257DIVIDE statement 282general description 240MULTIPLY statement 326SUBTRACT statement 384, 385
 NULL 199null block branch, CONTINUE
 statement 274null-terminated nonnumeric
 literals 20numeric arguments 404numeric class and category 127NUMERIC class test 215numeric function 403numeric item 167numeric operands,
 comparing 223numeric-edited item
 alignment rules 128editing signs 130elementary move rules 322PICTURE clause 167
 NUMVAL function 440NUMVAL-C function 441
 Oobject program 58OBJECT REFERENCE phrase 191object time switch 505OBJECT-COMPUTER
 paragraph 82object-oriented COBOL
 class definition 63comparison rules 222conformance rules
 general rules 75INVOKE...USING 310multiple inheritance 73SET...USAGE OBJECT
 REFERENCE 367Data Division (class and
 method) 120effect of GLOBAL
 attribute 121Identification Division (class
 and method) 68
 object-oriented COBOL (continued)INHERITS clause 72INVOKE statement 307method definition 65method name 36multiple inheritance 73OO class name 36Procedure Division (class and
 method) 202REPOSITORY paragraph 91SELF and SUPER special
 characters 7specifying configuration
 section 80subclasses and methods 73USAGE OBJECT REFERENCE
 clause 191objects in EVALUATE
 statement 284obsolete language elements viiOCCURS clause
 ASCENDING/DESCENDINGKEY phrase 156
 description 154INDEXED BY phrase 157restrictions 155variable-length tables
 format 158OCCURS DEPENDING ON (ODO)
 clausecomplex 160description 158format 158RECORD clause 137REDEFINES clause and 155SEARCH statement and 155subject and object of 158subject of 155subscripting 43
 OFF phrase, SET statement 364OMITTED 262ON EXCEPTION phrase
 CALL statement 264on INVOKE statement 312
 ON OVERFLOW phraseCALL statement 265DISPLAY statement 279STRING statement 380, 389
 ON phrase, SET statement 364ON SIZE ERROR phrase
 ADD statement 257arithmetic statements 240COMPUTE statement 272DIVIDE statement 282MULTIPLY statement 326SUBTRACT statement 384, 385
 OPEN statementfor new/existing files 328
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OPEN statement (continued)format and description 327I-O phrase 327label processing 329phrases 327programming notes 330system dependencies 331
 operandscomparison of nonnumeric 224comparison of numeric 223composite of 242overlapping 242, 243
 operational signalgebraic, description of 130SIGN clause and 130USAGE clause and 130
 optional fileSee SELECT OPTIONAL clause
 ORD function 443ORD-MAX function 444ORD-MIN function 445order of entries
 clauses in FILE-CONTROLparagraph 94
 IO CONTROL paragraph 114order of evaluation in combined
 conditions 232ORGANIZATION clause
 description 103format 94ORGANIZATION IS INDEXED
 clause 103ORGANIZATION IS LINE
 SEQUENTIAL clause 104ORGANIZATION IS RELATIVE
 clause 104ORGANIZATION IS
 SEQUENTIAL clause 103out-of-line PERFORM
 statement 333outermost programs,
 debugging 487output file, label processing 329OUTPUT phrase 327OUTPUT PROCEDURE phrase
 MERGE statement 318RETURN statement 351SORT statement 373
 OVERFLOW phraseCALL statement 265STRING statement 380, 389
 overlapping operands invalid inarithmetic statements 242data manipulation
 statements 243
 PP, symbol in PICTURE clause 162PACKED-DECIMAL phrase in
 USAGE clause 188PADDING CHARACTER
 clause 106page eject 33paragraph
 description 26, 208header, specification of 29termination, EXIT
 statement 288paragraph name
 description 208specification of 29
 parenthesescombined conditions, use 231in arithmetic expressions 210
 partial listings 466PASSWORD clause
 description 111system dependencies 112
 PERFORM statementbranching 333conditional 335END-PERFORM phrase 334EVALUATE statement 284execution sequences 334EXIT statement 288format and description 332in-line 333out-of-line 333TIMES phrase 334VARYING phrase 335, 338
 period (.)actual decimal point 171
 phrase, definition 27physical record
 BLOCK CONTAINSclause 135
 definition 124file data 124file description entry and 124RECORDS phrase 136
 PICTURE clauseand class condition 215computational items and 188CURRENCY SIGN clause 90data categories in 166DECIMAL-POINT IS COMMA
 clause 91, 161description 160editing 170format 160sequence of symbols 164symbols used in 161
 PICTURE SYMBOL phrase 91plus (+)
 fixed insertion symbol 172floating insertion symbol 172,
 173insertion character 173SIGN clause 180
 pointer data itemdefined with USAGE
 clause 192relation condition 221SET statement 364size on Workstation 192
 POINTER phraseSTRING statement 380UNSTRING statement 388
 POSITIVE 228PRESENT-VALUE function 446PREVIOUS RECORD phrase,
 READ statement 342print files, WRITE statement 398procedure branching
 GO TO statement 292statements, executed
 sequentially 249Procedure Branching
 Statements 249Procedure Division
 declarative procedures 207format (programs, methods,
 classes) 202header 204statements 250
 procedure-nameGO TO statement 292MERGE statement 318PERFORM statement 332SORT statement 372
 PROCEDURE-POINTER data itemdefined with USAGE
 clause 193relation condition 222SET statement 365size on Workstation 192
 procedure, description 208PROCESS (CBL) statement 465PROGRAM COLLATING
 SEQUENCE clauseALPHABET clause 86SPECIAL-NAMES paragraph
 and 82program termination
 GOBACK statement 291STOP statement 378
 PROGRAM-ID paragraphdescription 70format 68
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program-name, rules forreferencing 61
 program, separately-compiled 58programming notes
 ACCEPT statement 250altered GO TO statement 258arithmetic statements 242data manipulation
 statements 379, 386DELETE statement 275DISPLAY statement 279EXCEPTION/ERROR
 procedures 484OPEN statement 330PERFORM statement 334RECORDS clause 136STRING statement 379UNSTRING statement 386
 programming structures 335programs, recursive 71pseudo-text
 COPY statement operand 470description 33
 punch files, WRITE statement 398
 Qquotation mark (") character 31
 Rrailroad track format, how to
 read viirandom access mode
 data organization and 108DELETE statement 275description 108READ statement 347
 RANDOM function 447RANGE function 448READ statement
 AT END phrases 344dynamic access mode 348format and description 342INTO identifier phrase 248,
 342INVALID KEY phrases 247,
 344KEY phrase 344multiple record processing 344multivolume files 346NEXT RECORD phrase 342overlapping operands,
 unpredictable results 242programming notes 348random access mode 347
 READY TRACE statement 476
 receiving fieldCOMPUTE statement 272MOVE statement 320multiple results rules 243SET statement 362STRING statement 380UNSTRING statement 387
 recordarea description 136elementary items 125fixed-length 135logical, definition of 124physical, definition of 124
 RECORD clausedescription and format 136omission of 136
 RECORD CONTAINS 0CHARACTERS 137
 record description entrylevels of data 125logical record 124
 RECORD KEY clausedescription 109format 94
 record key in indexed file 275RECORDING MODE clause 142RECORDS phrase
 BLOCK CONTAINSclause 136
 RERUN clause 116RECURSIVE clause 71recursive methods 307recursive programs 71
 requirement for indexeditems 157
 REDEFINES clausedescription 174examples of 177format 174general considerations 176OCCURS clause restriction 175SYNCHRONIZED clause
 and 181undefined results 177VALUE clause and 176
 redefinition, implicit 134REEL phrase 268, 269reference-modification 46, 48reference-modifier
 ALL subscripting 405Reference, methods of
 Simple data 41relation character
 COPY statement 470INITIALIZE statement 296INSPECT statement 299
 relation conditionabbreviated combined 232
 relation condition (continued)comparison of numeric and
 nonnumeric operands 223comparison with nonnumeric
 second operand 225comparison with numeric
 second operand 223description 218operands of equal size 225operands of unequal size 225
 relational operatorin abbreviated combined
 relation condition 233meaning of each 219relation condition use 218
 relative filesaccess modes allowed 109CLOSE statement 269DELETE statement 275FILE-CONTROL paragraph
 format 94I-O-CONTROL paragraph
 format 114organization 105permissible statements for 331READ statement 345RELATIVE KEY clause 109,
 111REWRITE statement 354, 355START statement 377
 RELATIVE KEY clausedescription 111format 94
 relative organizationaccess modes allowed 109description 105FILE-CONTROL paragraph
 format 94I-O-CONTROL paragraph
 format 114RELEASE statement 242, 349REM function 449REMAINDER phrase of DIVIDE
 statement 282RENAMES clause
 description and format 178INITIALIZE statement 296level 66 item 127, 178PICTURE clause 160
 REPLACE statementcomparison operation 479continuation rules for
 pseudo-text 479description and format 477special notes 479
 replacement editing 173replacement rules for COPY
 statement 471
 Index 555
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REPLACING phraseCOPY statement 470INITIALIZE statement 297
 REPOSITORY paragraph 91required words viiRERUN clause
 checkpoint processing 115description 115format 114RECORDS phrase 115sort/merge 116under AIX and Windows 115
 RESERVE clausedescription 103format 94under AIX and Windows 103
 reserved word list 506RESET TRACE statement 476result field
 GIVING phrase 239NOT ON SIZE ERROR
 phrase 240ON SIZE ERROR phrase 240ROUNDED phrase 240
 RETURN statementAT END phrase 352description and format 351overlapping operands,
 unpredictable results 242RETURN-CODE special
 register 13RETURNING phrase
 CALL statement 264on INVOKE statement 311
 reusing logical records 354REVERSE function 450REWRITE statement
 description and format 353FROM identifier phrase 248INVALID KEY phrase 353
 ROUNDED phraseADD statement 256COMPUTE statement 272description 240DIVIDE statement 281MULTIPLY statement 326size error checking and 241SUBTRACT statement 384
 rules for syntax notation viiRules for Usage 403run unit
 description 58termination with CANCEL
 statement 267
 SS 162S01-S05 environment names under
 AIX and Windows 394SAME AREA clause under AIX
 and Windows 116SAME clause 116SAME RECORD AREA clause
 description 117format 114
 SAME SORT AREA clausedescription 117format 114
 SAME SORT AREA clause underAIX and Windows 117
 SAME SORT-MERGE AREA clausedescription 118format 114
 scope terminatorexplicit 237implicit 238
 SD (Sort File Description) entryData Division 134DATA RECORDS clause 140description 131, 133level indicator 125
 SEARCH statementAT END phrase 356binary search 359description and format 356serial search 357SET statement 356USAGE IS INDEX clause 191VARYING phrase 357WHEN phrase 356
 section 26, 208section header
 description 208specification of 29
 section namedescription 208in EXCEPTION/ERROR
 declarative 483SECURITY paragraph
 description 76format 68
 segmentation considerations 259SELECT clause
 ASSIGN clause and 97format 94specifying a file name 97
 SELECT OPTIONAL clauseCLOSE statement 269description 97format 94specification for sequential I-O
 files 97
 selection objects in EVALUATEstatement 284
 selection subjects in EVALUATEstatement 284
 SELF special character word 7,307
 sending fieldMOVE statement 320SET statement 362STRING statement 379UNSTRING statement 386
 sentenceCOBOL, definition 27description 209
 SEPARATE CHARACTER phraseof SIGN clause 180
 separate sign, class condition 215separately-compiled program 58separator 198sequence number area (cols.
 1-6) 28sequential access mode
 data organization and 108DELETE statement 275description 108READ statement 345REWRITE statement 354
 sequential filesaccess mode allowed 108CLOSE statement 268, 269description 104file description entry 131FILE-CONTROL paragraph
 format 94LINAGE clause 140OPEN statement 327PASSWORD clause valid
 with 111permissible statements for 330READ statement 345REWRITE statement 354SELECT OPTIONAL clause 97
 serial searchPERFORM statement 335SEARCH statement 357
 SERVICE LABEL statement 480SERVICE RELOAD statement 481SET statement
 description and format 362DOWN BY phrase 363index data item values
 assigned 190OFF phrase 364ON phrase 364overlapping operands,
 unpredictable results 242pointer data item 364procedure-pointer data
 item 365
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SET statement (continued)requirement for indexed
 items 157SEARCH statement 363TO phrase 362TO TRUE phrase 364UP BY phrase 363USAGE IS INDEX clause 191USAGE OBJECT
 REFERENCE 367sharing data 153sharing files 134SHIFT-OUT, SHIFT-IN special
 registers 13Sibling program 58SIGN clause 179sign condition 228SIGN IS SEPARATE clause 180signed
 numeric item, definition 167operational signs 130
 simple conditioncombined 231description and types 214negated 230
 Simple data reference 41simple insertion editing 171SIN function 451size-error condition 240skip to next page 33SKIP1/2/3 statement 481slack bytes
 between 185within 183
 slash (/)comment line 32insertion character 171symbol in PICTURE
 clause 163SOMClass, root for
 metaclasses 73SOMObject, root for classes 73Sort File Description entry
 See SD (Sort File Description)entry
 SORT statementASCENDING KEY phrase 368COLLATING SEQUENCE
 phrase 370DESCENDING KEY
 phrase 368description and format 368DUPLICATES phrase 370GIVING phrase 372INPUT PROCEDURE
 phrase 372OUTPUT PROCEDURE
 phrase 373
 SORT statement (continued)USING phrase 371
 SORT-CONTROL specialregister 14
 SORT-CORE-SIZE specialregister 15
 SORT-FILE-SIZE specialregister 15
 SORT-MESSAGE specialregister 15
 SORT-MODE-SIZE specialregister 16
 SORT-RETURN specialregister 16
 Sort/Merge featureI-O-CONTROL paragraph
 format 114MERGE statement 314RELEASE statement 349RERUN clause 116RETURN statement 351SAME SORT AREA clause 117SAME SORT-MERGE AREA
 clause 118SORT statement 368
 Sort/Merge file statement phrasesASCENDING/DESCENDING
 KEY phrase 314COLLATING SEQUENCE
 phrase 316GIVING phrase 318OUTPUT PROCEDURE
 phrase 318USING phrase 317
 source code listing 467source language debugging 504source program
 library, programmingnotes 472
 standard COBOL referenceformat 28
 SOURCE-COMPUTERparagraph 80
 special insertion editing 171special registers
 ADDRESS OF 9DEBUG-ITEM 10LENGTH OF 11LINAGE-COUNTER 12RETURN-CODE 13SHIFT-OUT, SHIFT-IN 13SORT-CONTROL 14SORT-CORE-SIZE 15SORT-FILE-SIZE 15SORT-MESSAGE 15SORT-MODE-SIZE 16SORT-RETURN 16TALLY 17
 special registers (continued)WHEN-COMPILED 17
 SPECIAL-NAMES paragraphACCEPT statement 250ALPHABET clause 86ASCII-encoded file
 specification 143CLASS clause 89CODE-SET clause and 143CURRENCY SIGN clause 90DECIMAL-POINT IS COMMA
 clause 91description 83format 83mnemonic names 85
 specifications 518SQRT function 452standard alignment
 JUSTIFIED clause 154rules 128
 standard COBOL format 28standard data format 129STANDARD-1 phrase 86STANDARD-2 phrase 86STANDARD-DEVIATION
 function 453standards 518START statement
 description and format 375indexed file 376INVALID KEY phrase 247, 376relative file 377status key considerations 376
 statementcategories of 234conditional 236data manipulation 243delimited scope 237description 27, 209imperative 235input-output 243procedure branching 249
 statement operationscommon phrases 238file position indicator 249INTO/FROM identifier
 phrase 248status key
 common processingfacility 244
 file processing 483value and meaning 244
 STOP RUN statement 378STOP statement 378storage
 map listing 467MEMORY SIZE clause 82REDEFINES clause 174
 Index 557
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STRING statementdescription and format 379execution of 381overlapping operands,
 unpredictable results 242structure of the COBOL
 language 2structured programming
 DO-WHILE andDO-UNTIL 335
 subclasses and methods 73subjects in EVALUATE
 statement 284subprogram linkage
 CALL statement 260CANCEL statement 266ENTRY statement 283
 subprogram terminationCANCEL statement 266EXIT PROGRAM
 statement 290GOBACK statement 291
 subscriptingdefinition and format 43INDEXED BY phrase of
 OCCURS clause 157MOVE statement
 evaluation 320OCCURS clause
 specification 154table references 43using data-names 45using index-names
 (indexing) 45using integers 45
 substitution field of INSPECTREPLACING 299
 SUBTRACT statementcommon phrases 238description and format 383
 SUM function 454SUPER special character word 7,
 307SUPPRESS option, COPY 470suppress output 466suppression editing 173switch-status condition 229SYMBOLIC CHARACTERS
 clause 89symbols in PICTURE clause 161SYNCHRONIZED clause 181
 VALUE clause and 195syntax notation, rules for viisystem considerations, subprogram
 linkageCALL statement 260CANCEL statement 266
 system information transfer,ACCEPT statement 252
 system input device, ACCEPTstatement 251
 system-name 82computer-name 80SOURCE-COMPUTER
 paragraph 80
 Ttab character, restriction in IBM
 COBOL 24table references
 indexing 45subscripting 43
 TALLY special register 17TALLYING phrase
 INSPECT statement 299UNSTRING statement 389
 TAN function 455termination of execution
 EXIT METHOD statement 289EXIT PROGRAM
 statement 290GOBACK statement 291STOP RUN statement 378
 terminators, scope 237text words 469text-name
 literal-1 468under AIX and Windows 36
 THREAD compiler option 157requirement for indexed
 items 157THROUGH (THRU) phrase
 ALPHABET clause 87CLASS clause 90EVALUATE statement 284PERFORM statement 332RENAMES clause 178VALUE clause 197
 TIME 254TIMES phrase of PERFORM
 statement 334TITLE statement 482TO phrase, SET statement 362TO TRUE phrase, SET
 statement 364transfer of control
 ALTER statement 259explicit 50GO TO statement 292IF statement 294implicit 50PERFORM statement 332
 transfer of dataACCEPT statement 250
 transfer of data (continued)MOVE statement 320STRING statement 379UNSTRING statement 386
 trigger values, date field 149truncation of data
 arithmetic item 129JUSTIFIED clause 154ROUNDED phrase 240TRUNC compiler option 129
 truth valuecomplex conditions 229EVALUATE statement 285IF statement 294of complex condition 230sign condition 228with conditional statement 236
 type conformancegeneral rules 75INVOKE...USING 310multiple inheritance 73SET...USAGE OBJECT
 REFERENCE 367
 Uunary operator 210unconditional GO TO
 statement 292UNDATE function 456unit file, definition 269UNIT phrase 268universal object reference 191unsigned numeric item,
 definition 167UNSTRING statement
 description and format 386execution 390overlapping operands,
 unpredictable results 242receiving field 387sending field 386
 UP BY phrase, SET statement 363UPON phrase, DISPLAY 278UPPER-CASE function 457UPSI-0 through UPSI-7, program
 switchesand switch-status
 condition 229condition-name 85processing special
 conditions 85SPECIAL-NAMES
 paragraph 85USAGE clause
 BINARY phrase 188CODE-SET clause and 143COMPUTATIONAL
 phrases 189
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USAGE clause (continued)description 187DISPLAY phrase 190DISPLAY-1 phrase 190elementary item size 129format 187INDEX phrase 190operational signs and 130PACKED-DECIMAL
 phrase 188USAGE IS
 PROCEDURE-POINTER 193VALUE clause and 195
 USAGE DISPLAYclass condition identifier 215STRING statement and 379
 USAGE IS COMPUTATIONALphrases 189
 USAGE IS OBJECT REFERENCEsyntax 187
 USAGE IS POINTER 192USAGE IS
 PROCEDURE-POINTER 193USAGE OBJECT REFERENCE
 phrase 307USE...AFTER...LABEL
 PROCEDURE under AIX andWindows 485
 user labelsDEBUGGING declarative 487LABEL declarative 485
 USING phraseCALL statement 261in Procedure Division
 header 204MERGE statement 317on INVOKE statement 308SORT statement 371subprogram linkage 206
 VV, symbol in PICTURE clause 162VALUE clause
 condition-name 196effect on object-oriented
 programs 121format 195, 196level 88 item 127NULL 199rules for condition-name
 values 197rules for literal values 196
 VALUE OF clausedescription 139format 131
 variable-length tables 158
 VARIANCE function 458VARYING phrase
 PERFORM statement 335SEARCH statement 357
 WWHEN phrase
 EVALUATE statement 284SEARCH statement 356
 WHEN-COMPILED function 459WHEN-COMPILED special
 register 17windowed date field
 See also date fielddefinition 53expansion before use 149
 Windows COBOL languagedifferences
 ACCEPT statement 250APPLY WRITE-ONLY 118ASSIGN clause 100basis-names, library-names,
 text-names 36BLOCK CONTAINS 135CLOSE statement 268CODE-SET 143COMP-5 data item 189compiler limits 494control characters 129environment-name 252file handling 118file status data-name-8 112LABEL RECORDS 139LINE SEQUENTIAL file
 I-O 105locale definition 515MORE-LABELS, GO TO 293pointer data item size 192RECORD CONTAINS
 clause 137RECORDING MODE
 clause 142RERUN clause 115RESERVE clause 103SAME AREA clause 116SAME SORT AREA clause 117SAME SORT-MERGE AREA
 clause 118SET statement 365SORT-CONTROL special
 register 14SORT-FILE-SIZE 15SORT-MESSAGE 15SORT-MODE-SIZE 16status key value and
 meaning 244USE...AFTER...LABEL
 PROCEDURE 485
 Windows COBOL languagedifferences (continued)
 WRITE ADVANCING 85, 394WITH DEBUGGING MODE
 clause 81, 504WITH DUPLICATES phrase, SORT
 statement 370WITH FOOTING phrase 140WITH NO ADVANCING
 phrase 278WITH NO REWIND phrase,
 CLOSE statement 269WITH POINTER phrase
 STRING statement 380UNSTRING statement 388
 working storage, levels underAIX 365
 Working-Storage Section 121workstation COBOL language
 differencesACCEPT statement 250APPLY WRITE-ONLY 118ASSIGN clause 100basis-names, library-names,
 text-names 36BLOCK CONTAINS 135CLOSE statement 268CODE-SET 143COMP-5 data item 189compiler limits 494control characters 129DBCS 2environment-name 252file handling 118file status data-name-8 112LABEL RECORDS 139LINE SEQUENTIAL file
 I-O 105MORE-LABELS, GO TO 293pointer data item size 192RECORD CONTAINS
 clause 137RECORDING MODE
 clause 142RERUN clause 115RESERVE clause 103SAME AREA clause 116SAME SORT AREA clause 117SAME SORT-MERGE AREA
 clause 118SET statement 365SORT-CONTROL special
 register 14SORT-FILE-SIZE 15SORT-MESSAGE 15SORT-MODE-SIZE 16status key value and
 meaning 244
 Index 559
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workstation COBOL languagedifferences (continued)
 USE...AFTER...LABELPROCEDURE 485
 WRITE ADVANCING 85, 394WRITE
 ADVANCING under AIX 394ADVANCING under AIX and
 Windows 85WRITE statement
 AFTER ADVANCING 394, 398ALTERNATE RECORD
 KEY 399BEFORE ADVANCING 394,
 398description and format 393END-OF-PAGE phrases 396FROM identifier phrase 248sequential files 394
 XX 162X'00' - X'1F' control
 characters 129
 Yyear 2000 challenge
 See date fieldyear-last date field
 See also date fielddefinition 54
 YEAR-TO-YYYY function 460YEARWINDOW compiler option
 century window 55YEARWINDOW function 461
 ZZ
 insertion character 173symbol in PICTURE
 clause 163zero
 filling, elementary moves 321suppression and replacement
 editing 173ZERO in sign condition 228
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 Please use one of the following ways to send us your comments about this book:� Mail—Use the Readers' Comments form on the next page. If you are sending the form
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 � Internet—Use the form on the Web at:— http://www.ibm.com/software/ad/rcf/
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