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Preface
 This redbook demonstrates how to use VisualAge for RPG in a Windows 95or Windows NT client/server environment. The reader learns how to visuallydevelop a graphical user interface for workstation programs that access theAS/400. This book gives a broad understanding of various issues related toclient/server programming with VisualAge for RPG, such as data access onthe AS/400, calling programs and procedures, using messages and help,managing projects, or national language support.
 The book contains two parts. Part 1 covers VisualAge for RPG topics indetail and the reader is presented with solutions to everyday problems,such as exception handling or sharing of components. Many RPG sourceexamples are developed along the way to aid the reader.
 Part 2 consists of education material that can be used in class. This parttakes a step-by-step approach to explain the basic features of VisualAge forRPG, for example, actions, components, menus, notebooks, or containers.By following the samples, the reader develops a small application. The bookdemonstrates how to use and create VisualAge parts, use events to triggerRPG logic, define subfiles and more.
 AS/400 Programming with VisualAge for RPG was written for AS/400programmers that are using ILE RPG and now want to move into aclient/server environment. Some knowledge of AS/400 operations, DB2/400and RPG is assumed.
 ITSO on the InternetInternet users may find additional material about new redbooks on the ITSOWorld Wide Web home page. Point your Web browser to the following URL:
 http://www.redbooks.ibm.com
 IBM internal users may also download redbooks or scan through redbookabstracts. Point your Web browser to the internal IBM Redbooks homepage:
 http://w3.itso.ibm.com
 If you do not have World Wide Web access, you can obtain the list of allcurrent redbooks through the Internet by anonymous FTP to:
 ftp.almaden.ibm.com
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cd /redbooksget itsopub.txt
 The FTP server, ftp.almaden.ibm.com, also stores the samples described inthe book. To retrieve the sample files, issue the following commands fromthe /redbooks directory:
 cd SG242222binaryget VARPG.ZIPget UPSAVF.ZIPget CONTEXMP.ZIPasciiget VARPG.TXT
 All users of ITSO publications are encouraged to provide feedback toimprove quality over time. Send questions about and feedback on redbooksto:
 [email protected] orREDBOOK at WTSCPOK orUSIB5FWN at IBMMAIL
 If you find an error in the software that is described in this book, pleasesend a bug report with a description of the problem to
 [email protected]
 To receive regular updates on new redbooks and general IBMannouncements, you can subscribe to the IBM Announcement Listserver. Itautomatically supplies an Internet e-mail user with timely newannouncement information (titles and optionally the letter or abstract) fromselected categories. To get started, send an e-mail to
 [email protected]
 The keyword SUBSCRIBE must be the only word in the body of the e-mail;leave the subject line blank. You will receive a category form and listserverdetails. To immediately start your subscription to, for example, AS/400announcements, put the words SELECT HW120 in the body of the note. Onthe afternoon of an announcement day, you will receive e-mail with theannouncement, along with a list of newly available redbook titles. To obtaina full abstract of a particular redbook, use GET SG242222 in the note.
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VisualAge for RPG on the InternetVisualAge for RPG users are encouraged to visit the VisualAge for RPG Website regularly for latest information, solutions, fixes, PTFs, tips andtechniques or to ask questions about VisualAge for RPG and its features.From your favorite Web browser, enter
 http://www.software.ibm.com/ad/varpg
 You will find sections on the following and other VisualAge for RPG andCODE/400 topics:
 NewsSupportDownloadsSolutionsEducation
 About the AuthorsAndi Bitterer works as a consultant for the International Technical SupportOrganization at the Almaden Research Center in San Jose, California. Hegraduated with a degree in computer science from the Technical Universityin Darmstadt, Germany. Andi joined IBM in 1987 and worked as anapplication development specialist in large customer projects for IBMIntegration Systems Services and at the German AS/400 Field SupportCenter. Since joining the ITSO in 1994, he has taught workshops worldwideon object-oriented application development, Digital Library, e-business, andthe Internet. Andi is the author of three VisualAge for Smalltalk bookspublished by Prentice Hall. You can reach him by e-mail at [email protected].
 Reinhard Leising is working as a software specialist for the AS/400 SoftwareSupport in Muenster, Germany. He graduated with a degree in computerscience from the Technical College in Dortmund, Germany. Since joiningIBM and the AS/400 Software Support in 1990, he focussed on code defectsand customer problems in the programming languages area as well asapplication development tools like CODE/400 and VisualAge for RPG. On hisfirst ITSO residency in 1993, he worked on the first redbook about ILE andthe ILE C/400 compiler. This was followed by two residencies in 1994 and1995, that were held to produce presentation and education material aboutVisual RPG Client/2 Release 1 and 2. You can reach Reinhard by e-mail [email protected].
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Chapter 1. Introduction to VisualAge for RPG
 This chapter describes VisualAge for RPG, introduces the key components,and defines key terms.
 What Is VisualAge for RPGVisualAge for RPG is a feature of the IBM Application Development ToolSetClient/Server for the AS/400 product. You can use it to create applicationsthat have graphical user interfaces (GUIs) that are processed by anenhanced version of the RPG language. Applications created on yourWindows NT/95 workstation run on Windows NT, Windows 95, or Windows3.1. Applications created on your OS/2 workstation run on OS/2 or Windows3.1. The applications you create can access data stored on an AS/400server.
 What Is Client/ServerIn its simplest form, the phrase client/server refers to a relationshipbetween two or more computers. The relationship involves requesting andsending data. The client can request data from the server.
 The programmable workstation (PWS) with its graphical user interface is theclient. Using the PWS, the user extracts, presents, and manipulatesinformation.
 The natural strengths of AS/400 make it ideal for the role of the server. Itcan store huge amounts of data, it has object-oriented design, and it canincorporate new technologies without adversely affecting existingapplications.
 Building Client/Server GUI ApplicationsYou start by designing your application and then build it from the top down.You first focus on the look and feel of the interface, and then you tie all theparts together with workstation RPG logic.
 VisualAge for RPG automatically generates the code to display the GUI youcreate. The only code you have to write is the code that drives the GUI. Thatis, you have to write subroutines to respond to GUI events. For example, youhave to write a subroutine to handle the selection of a menu item by theuser. Your program can handle any functions that could be done in aregular RPG subroutine.
 Copyright IBM Corp. 1998 3
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All the application development—such as creating the GUI, editing,compiling, and debugging program logic, and packaging for distribution toend users—can be performed within the GUI Designer. Writing and testingyour code is simplified by the language-parsing editor and the debugger thatare integrated with the IBM Application Development ToolSet Client Serverfor the AS/400 development environment.
 Once you have created the GUI and written the RPG code, you build theapplication using the VisualAge for RPG compiler.
 Even your existing OS/400 applications can be converted to run on aworkstation. An import function lets you reuse existing display files andconvert them to GUI parts. With some customizing, you can create a newlook for an application that used to display only on a 5250.
 Now you can build real GUI applications without having to invest time andmoney retraining in a whole new language. You can use the strengths ofboth AS/400 and the workstation in a client/server environment and build onyour existing RPG skills.
 The Application Development EnvironmentThe VisualAge for RPG application development environment is based on aGUI project organizer. The Project Organizer simplifies the process oforganizing and building software projects and provides an applicationdevelopment environment that allows you to organize your files andcustomize the way you work with them.
 In this interface, your application is organized into projects. A projectrepresents the complete set of objects (source code files, GUI objects, andso on) that you need to build a single target program, such as a dynamiclink library (DLL) or executable file (EXE).
 Associated with each project is a set of actions. In this environment, anaction is described as the use of a tool or a function of a tool to manipulatea project. Edit, compile, and debug are examples of actions.
 You can organize complex applications into project hierarchies to give you avisual perspective of how your code is organized. You can perform a buildfrom any point in a project hierarchy, giving you added control over the wayyou build your applications.
 Tools such as an editor and a debugger are integrated into this environmentso that you have quick and easy access to them as you program.
 4 VisualAge for RPG
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Project Organizer HelpYou can get help on how to use any menu choice, window, or control. Youcan access this context-sensitive help by pressing F1 when a field, menuitem, or control is in focus. You can also press the Help push button, whereavailable.
 The GUI DesignerUse the GUI Designer to create your VisualAge for RPG applications. Itconsists of the project window, the parts palette, and the parts catalog(Figure 1).
 Figure 1. GUI Designer Project Window and Parts Palette
 The Project WindowThe project window is your easel, the place where you actually create yourGUI. The project window consists of the following:
 Project viewA working area in the center of the window that lists the contentsof a. project.
 Menu barLists the actions you can invoke using menu items.
 Chapter 1. Introduction to VisualAge for RPG 5
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Tool barContains graphic push buttons you can press to invoke frequentlyperformed actions.
 Status barContains descriptive text when you place the cursor over certainareas of the GUI Designer.
 The Project ViewThe project view displays a representation of the current working project inVisualAge for RPG. The representation is displayed as either a tree view oran icon view.
 The tree view (Figure 2) is a hierarchical structure showing an icon, name,and (where applicable) the label for each window and part in the project.
 Figure 2. Tree View
 The icon view (Figure 3) shows a window part icon for each of the windowsin the project. Parts contained within windows are not displayed with thisview.
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Figure 3. Icon View
 The Menu BarThe VisualAge for RPG product makes extensive use of menus to assist youin designing an application. There are two types of menus:
 Pull-down menus (from the menu bar)
 Pop-up menus (from objects within the project view)
 On the project window, the menu bar appears below the title bar. Actionson the pull-down menus from the menu bar let you perform a variety oftasks when you design an application, such as creating and running yourapplication, customizing the GUI Designer, and using help.
 Pop-up menus provide you with a list of choices specific to the object thatthe mouse pointer is over, such as a part, a group of parts, or a window.These menus are accessed directly from an object by pressing mousebutton 2 when the mouse pointer is over the object in a design window orthe project view. The same choices can also be accessed from the selectedpull-down menu when an object or group of objects is selected.
 The choices on menus are called menu items. Some menu items contain aright arrow (→ ) at the right side. This marking indicates there is additionalinformation you need to be aware of in a secondary list of choices. Thissecondary list is called a submenu. Some menu items contain an ellipsis (...)
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at the right side. This marking indicates that additional information willappear in a window when this item is selected.
 The Tool BarThe tool bar is a menu of graphic push buttons. These push buttonsrepresent certain pull-down menu items, and are intended to provide quickaccess to common actions you perform, such as saving a project. Use thetool bar as an alternative to using some menu items. When you place thecursor over one of these push buttons, hover-help appears next to thebutton, giving a short description of the action. A description of the action isalso displayed in the status bar.
 The initial location of the tool bar is at the top of the project window, but youcan change its position, as well as its contents.
 The Status BarThe status bar (also referred to as the information area) provides you withinformation for tool bar action icons and menu items. Position the mouseover any of these items and the status bar displays a short description of it.
 Some other windows within the GUI Designer also have a status bar thatdisplays a short description of an object the mouse is positioned over.
 By default, the status bar is located at the bottom of the project window. Youcan change its position or you can hide the status bar if it is not required.
 The Parts PaletteThe Parts Palette (Figure 4) contains a customizable set of parts that youuse to create the screen layout for your VisualAge for RPG application. Usethe palette as a painter uses a paint palette. It's the place where you keepthe parts that are most appropriate for the design you are currently workingon. As you finish a design, you can wipe the palette clean and start overwith other parts from the parts catalog. Use the palette if you wish to accessyour own personalized set of parts when designing a GUI.
 8 VisualAge for RPG
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Figure 4. Parts Palette
 By default, the Parts Palette is not part of the project window but appears ina window of its own. You can configure the Parts Palette to be part of theproject window, if you like.
 The Parts CatalogThe Parts Catalog (Figure 5) contains all of the parts that you use to createthe screen layout for your VisualAge for RPG application. You can selectparts from the catalog and copy them to the Parts Palette if you intend touse them frequently. Use the catalog as an artist uses a box of oil paints.It's the place where you keep all of the various parts you accumulate overtime. Use the catalog if you wish to access all of the parts when designing aGUI.
 Note!
 All the parts supplied by IBM are contained here. You cannot deletethese IBM-supplied parts from the catalog.
 Chapter 1. Introduction to VisualAge for RPG 9
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Figure 5. Parts Catalog
 You can create and define your own customized parts, called user-definedparts. You can delete customized parts from the catalog if you no longerwant them.
 The EditorThe editor that is integrated with the IBM Application Development ToolSetClient Server for AS/400 is called Live Parsing Editor (LPEX). You can usethis editor to edit source files (for example, program source files and helpsource files) and to customize the VisualAge for RPG source templates. Youcan also use this editor when you define output specifications, define usersubroutines, and enter array data.
 This programmable editor gives you powerful editing capabilities such as:
 PromptingMakes writing column-oriented source code easier. It is providedfor source code and comments, single line, or continuous inserts(insert prompting).
 Token highlightingEnhances the readability of the code. You can configurehighlighting to show different language constructs with different
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colors or fonts to identify the program structures. You can turntoken highlighting on or off.
 Syntax checkingVerifies that the syntax of each line is correct while you areediting the source. By doing so, it can avoid compile errors. Youcan set this option on or off. You can view only certainspecification types, such as C specs, or a line with a specificstring.
 Error loggingKeeps track of errors in an error log. The editor takes you to theplace in the source where the error occurred.
 Language-sensitive helpProvides help for RPG-related topics.
 With this editor you can also:
 Use commands in the prefix or sequence number area.
 Edit more than one file at a time.
 Open multiple views of one file.
 Cut and paste between files or between different views of a single file.
 Undo changes you made to a file.
 Save files on a workstation or a host until you are ready to compilethem.
 The CompilerThe compiler for VisualAge for RPG is based on the RPG IV language. TheVisualAge for RPG compiler contains the enhancements you need to createRPG client/server programs with graphical user interfaces. Operations andbuilt-in functions have been added to reap the benefits of the GUIenvironment on the workstation. You create your application (consisting ofsource code and the GUI) and compile it on a Windows NT/95 or OS/2workstation.
 The VisualAge for RPG compiler enables you to access objects on theAS/400 server (for example, DB2/400 database files) from your workstation.You can use RPG file operations to access data on an AS/400 server.VisualAge for RPG insulates the developers from many of the details of thedata access.
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The DebuggerThe debugger helps you detect and diagnose errors in your application.You can use different views to display the image of the program you aredebugging. You can run your application, set breakpoints, and monitorvariables, registers, the call stack, and storage.
 Graphical debugging features include:
 Source-level debugAllows you to follow the execution of a program while you viewthe source. You can quickly and effectively identify errors in thecode.
 Step mode debugAllows you to bypass previously debugged code and focus on aproblem area to save time.
 Fix-and-resumeAllows you to continue running your program after you fix arun-time error.
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Chapter 2. Debugging
 The AS/400 Cooperative Debugger1 is a client/server program that helps youdetect and diagnose errors in programs written in the following languages:ILE RPG, ILE COBOL, ILE CL ILE C, ILE C + + , OPM RPG, OPM COBOL, andOPM CL. You can use the debugger to run your program, set breakpoints,step through program instructions, display the call stack, and watch, displayor change variables.
 This chapter lists the considerations you need to be aware of, andpreparatory items you should complete, before you run the debugger onyour program.
 Select from these topics:
 Preparing for debugging
 Compiling a program with debug data
 Starting a debugging session
 Ending the debugging session
 Locating source code
 Frequently used features of the debugger
 Preparing for DebuggingBefore you can run the debugger on an AS/400 application, you must:
 Compile a program with debug data.
 Set up a debugger port (optional).
 Start the debug server if it is not already started.
 Specify an AS/400 host name.
 Set environment variables for the debugger (optional)
 To perform most of these tasks, your user profile must have the appropriateauthorities.
 1 This chapter is derived from the online document Using the AS/400 Cooperative Debugger, which comes with theADTS Client/Server for AS/400 product. For the most part the information found there also applies to VisualAgefor RPG.
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Authorities Required for Using the DebuggerThe user profile that you use to sign on to an AS/400 system from thedebugger must have the following authorities:
 *USE authority for the Start Debug command (STRDBG)
 *USE authority for the End Debug command (ENDDBG)
 *USE authority for the Start Service Job command (STRSRVJOB)
 *USE authority for the End Service Job command (ENDSRVJOB)
 Either *CHANGE authority for the program being debugged, or *USEauthority for the program being debugged and *SERVICE specialauthority.
 If the job that you are debugging is running under a user profile differentfrom the user profile you use to sign on to AS/400 from the debugger, youruser profile must have the following authorities:
 *USE authority for the user profile that the job you are debugging isrunning under.
 *JOBCTL special authority, if you do not explicitly use fully qualifiedprogram names (library/program). In other words, if you use *CURLIB or*LIBL or you do not specify a library name, you need to have *JOBCTLspecial authority.
 The group profile QPGMR will give a user the correct authority for theSTRDBG, ENDDBG, STRSRVJOB, and ENDSRVJOB commands, and for the*JOBCTL special authority.
 Setting Debugger PortsThe debugger client and server communicate with each other using TCPsockets, which communicate through ports. When shipped, the debug serveron the host is set up to listen for connection requests on TCP port 3001. Ifport 3001 is being used by another application, you can change it by usingthe Work with Service Table Entry command on the AS/400.
 The service table is used to manage the mapping of network services toports and to record the protocols the services use.
 To change the port used by the debug server, modify the service calledQDBGSVR by using the WRKSRVTBLE SERVICE(QDBGSVR) command. Adda QDBGSVR service entry for the new port and remove the QDBGSVRservice entry for port 3001. Then set the ICCASDBGPORT environmentvariable on all debugger clients to match the port specified. For information
 14 VisualAge for RPG
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on environment variables, see “Setting Environment Variables forDebugging.”
 Note: Before changing the port, end the debug server by using the EndDebug Server command (ENDDBGSVR). Then change the port and start thedebug server again using the Start Debug Server command (STRDBGSVR).
 You must have special system configuration authority (*IOSYSCFG) to addservice entries to and remove them from the service table.
 Starting the Debug ServerBefore you can use the debugger, the debug server must be started on theAS/400 with the Start Debug Server command (STRDBGSVR).
 The Start Debug Server command starts the debug server router function.Only one debug server router can be active at a time. Once started, thedebug server router remains active until it is ended using the End DebugServer command (ENDDBGSVR).
 Ending the Debug ServerNormally, you do not need to end the debug server at the end of your debugsession, because the debug server is active for the entire AS/400 system. Ifnecessary, the debug server router function can be ended using the EndDebug Server command (ENDDBGSVR). This prevents any new debugsessions from starting, but active sessions continue until completion or untilthey are cancelled.
 Subsequent connection requests fail until the debug server router function isstarted again using the STRDBGSVR command.
 Specifying an AS/400 Host NameBecause the debugger is a client/server program, a method ofcommunication is required to allow the client and server to communicate.The debugger uses the sockets programming services for communication. AWindows debugger client must know the name of the host where thedebugger server and your application will run.
 You can specify the name of the debug host through the ICCASDEBUGHOSTenvironment variable, or through the /e hostname command-line parameter,or through the AS/400 logon window of the debugger. If you do not specifythe /e hostname command-line parameter, the host name specified in theICCASDEBUGHOST environment variable is used. If you do not specify the/e parameter and the ICCASDEBUGHOST environment variable is not set,you must specify the host name in the AS/400 logon window. See “SettingEnvironment Variables for Debugging” for information on the
 Chapter 2. Debugging 15
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ICCASDEBUGHOST environment variable. See “Starting a DebuggingSession” for information on the /e hostname command-line parameter andthe AS/400 logon window.
 Setting Environment Variables for DebuggingYou can use several environment variables with the debugger. The followingenvironment variables may be set for use with the debugger:
 ICCASDEBUGHOSTICCASTABICCASUPRDICCASDEBUGPATHICCASDBGPORT
 ICCASDEBUGHOSTSpecifies the name of the AS/400 host you want to connect to.ICCASDEBUGHOST is an optional environment variable.
 To set the name of the host through ICCASDEBUHOST, type the following atthe Windows command prompt:
 SET ICCASDEBUGHOST=debughostname
 where debughostame is one of the following:
 An IP address, such as 9.1.150.100
 To determine the IP address of your AS/400, type GO CFGTCPon anAS/400 command line, and choose menu option 1.
 A host name defined in your local host table or on a name server towhich you link, such as name.toronto.ibm.com.
 To determine the host name of your AS/400, type GO CFGTCPon anAS/400 command line, and choose menu option 12. (Be careful not tochange the local domain name and host name when you use option 12.)
 Note: ICCASDEBUGHOST is an optional environment variable.ICCASDEBUGHOST is not used if you specify the host name through the /ehostname command-line parameter. If you do not specify the /e parameter,you must specify the host name in the AS/400 logon window.
 ICCASTABSpecifies the number of spaces per tab. ICCASTAB is an optionalenvironment variable.
 To set tab stops at particular intervals, type the following at the Windowscommand prompt:
 SET ICCASTAB=number
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where the number is from 1 through 64. For example, SET ICCASTAB=5will cause text after a tab to begin in columns 6,11,16, 21, 26, and so on. IfICCASTAB is not set, the default is 8.
 ICCASUPRDSpecifies whether to allow the update of production files. ICCASUPRD is anoptional environment variable. To allow the update of production files, typethe following at the Windows command prompt:
 SET ICCASUPRD=Y
 where Y allows production files to be updated, and N does not allowproduction files to be updated. By default, ICCASUPRD is set to N. IfICCASUPRD is not set, the debugger will use the AS/400 default set for theUPDPROD parameter of the STRDBG command.
 ICCASDEBUGPATHSpecifies the search paths for source files residing on your workstation.ICCASDEBUGPATH is an optional environment variable.
 To set the search path for the source code file used by the debugger, typethe following at the Windows command prompt:
 SET ICCASDEBUGPATH=pathl;path2;
 where path* is the path, including the drive and directory names, to thelocation where the source code files are stored. Multiple paths must beseparated with semicolons.
 ICCASDBGPORTSpecifies the port used to connect to the AS/400. ICCASDBGPORT is anoptional environment variable. To connect to the AS/400 using a port otherthan the default port (3001), type the following at the Windows commandprompt:
 SET ICCASDBGPORT=port number
 where the port number is a value between 1 and 64,767 that matches theport number specified for the QDBGSVR entry on the AS/400.
 For information on debugger ports and the QDBGSVR entry, see “SettingDebugger Ports.”
 Compiling a Program with Debug DataIf you want to debug your application, you must first compile your modulesor programs to include debug data. The debugger lets you debugapplications that are written in one or more of the following AS/400
 Chapter 2. Debugging 17

Page 42
                        

languages: ILE C + + , ILE C, ILE COBOL, ILE RPG, ILE CL, OPM COBOL,OPM RPG, and OPM CL.
 Compiling ILE C + + ProgramsTo create debug data in your program, do the following:
 1. Compile your code with one of the following options to request one ormore debug views:
 / T i + Compiles your program to produce a module that includes asource view, a listing view, and a statement view.
 /Til Compiles your program to produce a module that includes alisting view and a statement view.
 /Tis Compiles your program to produce a module that includes asource view and a statement view.
 /Tin Compiles your program to produce a module that includesonly a statement view.
 2. Bind the program.
 Compiling ILE C, ILE RPG, ILE COBOL, or ILE CL ProgramsIf you want to debug programs written in ILE C, ILE RPG, ILE COBOL, ILECL, you need to:
 1. Compile your code with one of the following debug view options:
 *ALL Compiles your program or module to include a sourceview, a listing view, and a statement view.
 *LISTING Compiles your program or module to include a listingview and a statement view.
 *SOURCE Compiles your program or module to include a sourceview and a statement view.
 *STATEMENT Compiles your program or module to include only astatement view.
 2. Bind the program if it is made up of modules compiled with theCRTxxxMOD command.
 Note: In the ILE program model, a module is the object that results fromcompiling source code with the CRTxxxMOD command. A module cannot berun. To be run, the module (or modules) must be bound into a programusing the CRTPGM command or into a service program using theCRTSRVPGM command.
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Compiling OPM RPG, OPM COBOL, or OPM CL ProgramsIf you want to debug programs written in OPM RPG, OPM COBOL, or OPMCL, you need to compile your code with one of the following debug options:
 *SRCDBG Compiles your program to include a source view and a statementview.
 *LSTDBG Compiles your program to include a listing view and a statementview.
 Note!
 The *LSTDBG option is not supported for CL.
 Debugging Optimized CodeGenerally, the higher the optimization level, the more efficiently theprocedures in the module run. However, higher optimization levelsadversely affect breakpoints that are set with the debugger.
 While debugging your code, set the optimization level to the minimum level(*NONE). This allows you to accurately display and change variables. Afteryou have completed your debugging session, set the optimization level tothe maximum level. This provides the highest levels of performance for theprocedures in the module.
 Watch this!
 Even at optimization level *NONE, some optimization may be done incertain cases that could affect the debugger's ability to accuratelydisplay the program's stopped location.
 Starting a Debugging SessionTo start the debugger from the Windows command prompt, perform thefollowing steps:
 1. Ensure that the debug server is running on the AS/400.
 2. Start the debugger on your Windows workstation by entering thedebugger invocation command IDEBUGAS. To use parameters with thiscommand, type
 idebugas /x program-name
 where /x represents any number of debugger parameters. Choose fromthe following parameters:
 Chapter 2. Debugging 19
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/a Run the program until it completes or hits a breakpoint.
 /e hostname Specify the name of the host system that you want toconnect to for your debugging session. If you do not specifythe /e command-line parameter, the host name specified inthe ICCASDEBUGHOST environment variable is used. If youdo not specify the /e parameter and the ICCASDEBUGHOSTenvironment variable is not set, you must specify the hostname in the AS/400 logon window.
 /i Step into the program. This parameter has the same functionas the Step into program check box on the StartupInformation window.
 /j job Specify the job to debug, in the following format:job-name/user-name/job-number. No spaces shouldintervene between the /j parameter and job
 If you specify the /j parameter and the program name, youwill bypass the Startup Information window.
 / p + Use program profile information, if program profileinformation is available. This is the default.
 /p- Do not use any program profile information.
 The AS/400 logon window opens if one of the following is true:
 You have not specified the /e parameter and the ICCASDEBUGHOSTenvironment variable is not set.
 You are connecting to this particular AS/400 host for the first timeafter rebooting your workstation.
 Figure 6. AS/400 Logon Window
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3. Enter your user ID, password, and the name of your AS/400 host in theAS/400 logon window (Figure 6) and click on OK. Next, the DebugSession Control window and the Startup Information window (Figure 7)open.
 Figure 7. Startup Information Window
 4. In the Startup Information window, enter the following:
 In the Program entry field, either type the name of the program youwant to debug, or click on the down arrow on the Program entry fieldand select a program.
 In the Job name entry field, type the name of the AS/400 job you willuse when the program to be debugged is run. The job is specified inthe following format: job-name/user-name/job-number .
 Often, this is the job associated with a 5250 terminal session, but itcan be any AS/400 job, a batch job, a prestarted job, or an invokedjob. It you select Jobs list, the Jobs List window is shown. From thiswindow, select the job you want and select OK.
 The Startup Information window is updated and the job name youselected now displays in the Job name entry field.
 Note: A subset of the jobs list may be requested by specifying partof the fully qualified job name:
 − ABC*// will list all jobs with job names starting with ABC.
 − /QUSER/ will list all jobs associated with the user name QUSEFi.
 Enable the Use program profile check box to restore the debuggerwindows and breakpoints when debugging a program more than
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once. The program profile is stored separately for each programdebugged.
 Enable the Step into program check box to stop your program at thenext runable statement encountered. Use this option to debugC + + constructors for objects that are located in static storage or todebug a program that is already running. You should also enablethis check box for ILE and OPM languages other than C and C + + .
 Select OK to accept the information you have entered. The StartupInformation window closes, and the debugger is started. A debuggermessage appears that asks you to start the program to be debuggedon the AS/400.
 5. Start the program on the AS/400.
 6. Press the OK button in the debugger message window to continue. Thesource of your program is displayed.
 Ending the Debugging SessionEnd the debugging session in one of the following ways:
 Press F3 in any of the debugger windows
 Select Close debugger from the File menu-bar choice in a debuggerwindow.
 You may want to end the debugger session in one of the followingsituations:
 In the Startup Information window, you specify the name of a job that isan active AS/400 job, but it is not the job that you wanted to use.
 You specify the name of a program on the Startup Information window,but the program fails when you call it (for example, a signature violationoccurs when you call the program).
 The job ends on the AS/400 before the startup program is called.
 Locating Source CodeHow the debugger finds source code depends on whether this source codeis located on the Windows workstation, or on the AS/400.
 C + + Source CodeWhen you compile a C + + program and specify the source debug view byusing the / T i + option, the compiler stores the name of the source file andits directory path in the module object. When you try to display the sourcefile, the debugger tries to find the file using the directory path and file name
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that was captured when the program was compiled. The debugger searchesfor the file in this order:
 1. In the directory path that was stored when the module was compiled.
 2. In the directory where the last file, if any, was found.
 3. In the directories defined in the ICCASDEBUGPATH environmentvariable.
 If the file is not found in any of these directories, you will be prompted forthe name of the file. If the source file is not available, press the Cancel pushbutton on the file prompt and a different view will be used.
 Source Code Written in Other ILE or OPM LanguagesWhen you compile other ILE (C, RPG, COBOL, and CL) modules, or OPM(CL, COBOL, RPG) programs, the name of the AS/400 source member isstored in the module or program object. When you try to display the sourcefor a module or program, the debugger attempts to read the informationfrom the AS/400 source member used to create the module or program.
 If the source member is not found, the debugger searches your workstationfor a source file using the following steps:
 1. The debugger builds a name using the module name or program nameand a file extension based on the language. The file extensions used areas follows:
 RPG For RPG language source
 C For C language source
 CBL For COBOL language source
 CL For CL language source.
 2. The debugger searches for the file in this order:
 a. In the directory where the last file, if any, was found
 b. In the directories listed in the ICCASDEBUGPATH environmentvariable.
 If the file is not found, you are prompted to enter the name of the file.
 If you do not have the source available, press the Cancel push button onthe file prompt and a different view will be used.
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Frequently Used Features of the DebuggerThis section introduces
 The tool buttons
 Ways to run your program
 How to set breakpoints
 How to step through your program
 How to display and change variables
 The use of multiple statements in program code
 Debugger performance considerations
 Debug limits
 Using the Tool ButtonsTool buttons provide easy access to frequently used features. Check the toolbar on each window to determine which buttons are active for the window.Table 1 shows the most commonly used tool buttons.
 Table 1 (Page 1 of 2). Tool Buttons
 Button Description
 Step over runs the current, highlighted line in the called procedure,but does not stop in it. If the current line is a call, the program ishalted when the call is completed.
 Step debug runs the current, highlighted line in the program. Thedebugger steps over any procedure for which debugging informationis not available (for example, library and system routines), and stepsinto any procedure for which debugging information is available.
 Run runs the program. Control returns to the debugger when:
 The program stops at an enabled breakpoint or watch.
 The program encounters an exception
 The program ends. When the debugger is running, the run buttonis grayed out.
 View changes the current program view window to one of the otherprogram view windows, depending on the views available for themodule or program. For example, you can change from the *LISTINGview to the *STATEMENT view.
 Call stack displays the Call Stack window, which allows you to viewall of the call stack entries. The procedures are displayed in theorder that they were called.
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Table 1 (Page 2 of 2). Tool Buttons
 Button Description
 Monitor, from a program view window, displays the MonitorExpression window. This button also appears on the left side of thetool bar on the Program Monitor window and the Local Variableswindow.
 Breakpoints displays the Breakpoints List window, which allows youto view all the breakpoints that have been set.
 Debug Session Control transfers control to the Debug SessionControl window.
 Change Representation displays the next representation of theselected variable.
 Delete deletes the highlighted expression, variable, or breakpoint.
 Delete All deletes all expressions, variables, or breakpoints.
 Toggle Direction toggles the order of the entries on the call stack.
 Running a ProgramYou can run your program by using Step commands, the Run command, orthe Run to location command:
 Step commands control how the program runs. The execution of a lineof code is reflected in all open views.
 The step commands are located in the tool bar and under the Runmenu-bar choice of the program view windows.
 The Run command runs the program until a breakpoint or watch isencountered, the program is halted, or the program ends.
 The Run command is located in the tool bars and under the Runmenu-bar choice of the program view windows and the Debug SessionControl window.
 The Run to location command runs the program to the current positionin the current program view window. This command performs thefollowing steps:
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− Add a breakpoint at the target line
 − Run the program
 − Remove the breakpoint.
 To select a position, press mouse button 1 once on the prefix area of arunable statement. The prefix area is the area on the left of the programview window where the line numbers are displayed.
 The Run to location command is located under the Run menu-bar choiceof the program view windows. It is also available in the pop-up menu forthe line number, if mouse button 2 is configured for pop-up.
 Setting BreakpointsA breakpoint is a place in a program where the system stops the processingof the program and gives control to the debugger:
 Line Breakpoints
 A line breakpoint stops your program at a specific location. Set linebreakpoints in one of the following ways:
 − Select the Breakpoints menu from the Debug Session Controlwindow or from any of the program views windows.
 − Double-click in the prefix area of a runable statement in any of theprogram view windows. The prefix area is the area on the left of theprogram view window where line numbers are displayed. The prefixarea turns red, indicating that the breakpoint has been set.
 Watch Breakpoints
 A watch allows you to request a breakpoint when a specified variable orexpression is changed from its current value. The variable or expressionis used to determine the address of the storage location to watch andmust resolve to a location that can be assigned to. The scope of thevariable or expression in a watch is defined by the execution stop pointwhen the watch is set.
 After the watch is successfully set, a change to the contents of thewatched storage location by a program in your session will cause yourapplication to be stopped. If the program has debug data and a debugview is available, the statement after the change is highlighted. Amessage will indicate which watch condition was satisfied.
 If the program that caused the change has not been added to thedebugger, it is automatically added if:
 − The program contains debug data.
 − You have authorization for the program.
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If the program cannot be debugged, or you do not have sufficientauthority to debug the program, you receive a message specifying theprogram and location where the watch condition was encountered.Program execution resumes when you click on the message's OKbutton.
 Set watches in one of the following ways:
 − Highlight a variable in the source window. Click on Breakpoints andselect the Set watch action for the selected variable. The Watchwindow opens. It contains the name of the highlighted variable.
 − Select the Set watch action on the Breakpoints pull-down menuwhich is available from several debugger windows.
 If the watch dialog is invoked from a window other than the sourcewindow (in which case default values are provided by the debugger),you must fill in the variable or expression to be watched. Otherwise,the watch will fail. If you do not specify values for the other entryfields in this dialog, default values are used. These defaults are:
 Bytes to Watch The number of bytes defined by the variable lengthis the number watched, up to 128 bytes. The defaultvalue is 0 which means that the declared typelength of the variable is watched.
 Thread Every
 Frequency
 From 1
 To Infinity
 Every 1
 Note!
 If multiple watch conditions are satisfied by a single programstatement, only the first one detected will be shown.
 Once a watch condition is established, it remains in effect until it isdeleted or modified from the Breakpoints List window, or until thedebugger is ended.
 It is important to understand that when a watch condition is established,the watched storage location address does not change until the watch isdeleted or modified. This can lead to unpredictable results if atemporary storage location is watched and that storage location isreused while the application is running. An example of this is theautomatic storage of an ILE C procedure, which can be reused if the
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procedure ends. You should delete watches for automatic storage beforethe program or procedure ends or you may see unexpected watchbreakpoints.
 The maximum number of watches that can be active across the entiresystem is 256. This includes watches set by the Dedicated Service Tool(DST). A user session may have as many watches as are available. Ifthe system maximum is exceeded the watch will not be set. If a watchcondition crosses a page (4 KB) boundary, the system will internally usetwo of the available 256 watches; therefore, depending on the watchlocations, the system has the capability to set at least 128 watches andup to 256. The Display Debug Watch command (DSPDBGWCE) can beissued from an AS/400 job to display active watches and which jobs setthem.
 Stepping Through a ProgramYou can step through your program using the tool bar step buttons in thesource view window:
 Step Over executes the current line but does not enter any called procedureor program.
 Step Debug executes the current line and enters any called procedure orprogram that has debug information.
 Note: You can also step through your program by selecting the Step Overor Step Debug choice from the Run menu pull-down in the source window,or by using mouse button 2 if it is set for stepping.
 Displaying and Changing VariablesTo display the value of a variable, double-click on the name of the variablein a source view window. If the variable contains special characters, thedebugger may not correctly select the whole variable name. You mustselect the variable with the mouse before double-clicking. To change thevalue of a variable:
 Double-click on the value of the variable in the monitor window.
 Type the new value in the edit area that is displayed.
 Press Enter to set the new value.
 Writing Code That the Debugger SupportsThere are a few points to remember when writing code:
 Multiple statements on the same line are difficult to debug.
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Because individual statements cannot be accessed separately when youset breakpoints or when you use step commands, you may want toavoid the use of multiple statements on the same line.
 Although it is possible to create programs that contain more than onemodule with the same name (if the modules are in different libraries),the debugger does not support them.
 Attempting to debug programs that contain two or more modules withthe same name will result in the display of an error message.
 Debugger Performance ConsiderationsIn general, you should not have to worry about debugger performance, but ifyou find that the debugger is stepping slowly, you may want to consider thepoints discussed in the following sections.
 Expression EvaluationsComplex expressions take longer to evaluate than simple expressions.
 Performance is an issue only when you are monitoring an expression,since the expression must be evaluated each time the debugger stops.
 The settings of the Default Data Representation window affect theperformance of expression evaluation:
 − Representing character pointers, arrays, and character arrays ashexadecimal pointers gives the best performance.
 − Representing structures using system defaults performs better thanthat using user defaults.
 − Representing a character array as a string is faster thanrepresenting it as an array.
 Evaluating all of the elements of a large array takes longer thanevaluating single elements. Use the Monitor Expression window toevaluate a single element.
 Step PerformanceStep performance is affected by the number of enabled monitor windows,the numbers of expressions in the windows, and the complexity of theexpression. Step performance can be improved by:
 Disabling or deleting expressions that no longer need to be monitored.
 Displaying only single elements of an array.
 After following a chain of pointers to a variable, disabling the pointersused and leaving only the variable active in the monitor.
 Not stepping when the Local Variables window is enabled.
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Not stepping when the Call Stack window is enabled. (Minimizing theCall Stack window will disable it.)
 Using PC Files Instead of AS/400 Source Mem bersFor n o n - C + + programs, performance can be improved by copying the filesto the PC and using the Change text file choice from the View menu tospecify the path name of the PC file. This technique is especially usefulwhen debugging from remote sites.
 Searching for Strings in Text ViewString searches can be speeded up by the following:
 Keeping the source file on the workstation.
 Using the Find Procedure choice to search for procedures
 Searching the *LISTING view instead of a source view that is on theAS/400.
 Using the From/To/Every Entry Fields on Line BreakpointsLarge values specified for these options will significantly slow your program,because the debugger must stop for the breakpoint and evaluate theFrom/To/Every clause at each stop. Even though you do not see theprogram stop, it is in fact stopping so that the debugger can evaluate thestop conditions.
 If possible, an alternative is to set a conditional breakpoint by specifying anexpression.
 Setting a Large Number of WatchesWhen a watch is set, the system checks after each instruction whether thevalue of the monitored variable or expression has changed. Setting manywatches may lead to slower performance.
 Debug Limits of the Cooperative DebuggerThe following applies when you debug applications with the ADTS ClientServer for AS/400 cooperative debugger.
 LimitsThe limits are these:
 The largest string that can be displayed is 4080 characters.
 The largest number of bytes that can be displayed in a hexadecimaldump is 1024.
 The largest number of elements displayed in a COBOL array or an RPGarray is 500.
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The largest number of fields displayed in a COBOL record or an RPGstructure is 500.
 Only 256 elements per dimension are returned for C and C + + arrays.
 Only 140 characters per line are displayed for the text views retrievedfrom the AS/400. Files residing on the workstation will have the entireline displayed regardless of the line length.
 A maximum of 128 bytes can be watched for any variable.
 A maximum of 256 watches can be set system-wide. This number maybe lower, because watching a variable can sometimes require morethan one system watch.
 Source Files with a Record Size Greater than 240Source physical files that have a record size greater than 240 characterscause a message to be written to the job log for each record read. (The joblog that the messages are written to is the job log of the debug server jobthat is serving your debug session.) This behavior slows down processingand may cause your debug session to end if the job log grows too large.
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Chapter 3. Data Access
 In this chapter, we show you different ways of accessing data from aVisualAge for RPG application. This includes not only the record I/O supportfor AS/400 files and local PC files, but also the integration of SQL to accessDB2 databases. Additionally, we explain how AS/400 data areas can be usedin your VisualAge for RPG applications.
 AS/400 Files and Record I/OAccessing AS/400 database files using record I/O in VisualAge for RPG isrelatively straightforward and you will have your first file maintenanceexample running quite soon. However, when you look deeper, there aresome additional considerations such as open data paths, overrides, locking,record blocking, and commitment control, you may want to know a bit moreabout.
 An Easy ApproachBefore an AS/400 file can be accessed through the different file operationcodes, it has to be defined in the file description specifications. First, thereare the fixed-format, column-oriented specifications, such as:
 File name
 File type
 File designation (full procedural, table, or output)
 Whether or not file addition is allowed at the end of the file
 Whether the file's format is internally or externally described
 Record length
 Record address type
 Whether it is a DISK, PRINTER, or SPECIAL file
 This is nothing really new, if you are already familiar with ILE RPG/400.However, some restrictions apply, if you want to define an AS/400 databasefile as a DISK file within your VisualAge for RPG application:
 Its format must be externally described.
 The file designation can be full-procedural or output.
 Refer to the VisualAge for RPG Language Reference manual for a list of allavailable options in the different columns and the various optioncombinations that can be used.
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As in ILE RPG/400, any additional information is provided through keywordsspecified in columns 44-80. The most important keyword for an AS/400database file in VisualAge for RPG is the REMOTE keyword, which is theindicator for a file that resides on an AS/400 server, rather than a local file(Figure 8).
 Figure 8. File Description Specification Window
 If nothing else has been specified, the file is searched on the default AS/400server as defined on the Servers page of the Define AS/400 Informationwindow. The library list of the user ID specified during logon to the AS/400 isused for this search.
 If the database file has a different name on the AS/400 than in yourprogram, or if you would like to specify a certain library rather than havingthe libraries of the library list searched, you can specify this information onthe Files notebook page of the Define AS/400 Information window (seeFigure 9). The information provided is used by both the compiler and theVisualAge for RPG runtime to find the file on the AS/400 server.
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Figure 9. Define AS/400 Information Window, Files Page
 An entry for your file may also be necessary here, if the files of anapplication reside on more than just one AS/400 server. Through thisnotebook, you can specify different servers for each of the accessed files.VisualAge for RPG resolves the information and takes care that every file isaccessed on the correct server.
 Additionally, it is possible to override the default setting (*FIRST) for the filemember to be accessed, if the file contains two or more members (seeFigure 10). In this case, use the format Library/File(Member) to qualify theparticular member you need to access.
 Figure 10. Overriding the Default Member
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Keep in mind that this kind of member override is resolved on theworkstation during program initialization. Therefore, it is not really anoverride as the AS/400 understands it, and you won't see it on the AS/400using option 15 of the DSPJOB command.
 All this information is stored in the .RST file in the project's directory. ThisASCII file is packaged and shipped with your application and can bemaintained using a standard editor or by calling program FVEDRST.EXE,which is the command interface of the Define AS/400 Information notebook.You can pass the .RST file's name as a parameter to the command. SeeFigure 11.
 RST File
 DEFINE_SERVER SERVER_ALIAS_NAME(MYAS400)REMOTE_LOCATION_NAME(IVL01234)TEXT(My default server)
 DEFINE_FILE FILE_ALIAS_NAME(EMPLOYEEF)REMOTE_FILE_NAME(*LIBL/EMPLOYEEF(MYMBR))SERVER_ALIAS_NAME(MYAS400)TEXT(Employee database file)
 Figure 11. Code for the RST File
 Let's go back into our VisualAge for RPG source. We could use additionalkeywords to define the file in further detail: some of the keywords allow youto change the information that is included from the external description ofthe file, such as the RENAME, PREFIX, INCLUDE, and IGNORE keywords.
 For example, the RENAME keyword allows to change the name of a recordformat. Through this keyword, it is possible to include two record formats,which have the same name on the AS/400. Additionally, if there are identicalfield names coming from different files, consider the use of the PREFIXkeyword.
 See Figure 12, which shows the compiler listing of a sample VisualAge forRPG program. The listing includes an AS/400 database file twice, renamingthe record format as well as the fields for one of them.
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Listing
 FEmployeeF IF E K DISK REMOTE*-----------------------------------------------------------------* RPG name External name* File name . . . . . . . . . : EMPLOYEEF REINHARD/EMPLFILE* Record format(s ) . . . . . : EMPRCD EMPRCD*-----------------------------------------------------------------
 FEmplFile IF E K DISK REMOTEF RENAME(EMPRCD:EMPLREC)F PREFIX(B)
 *-----------------------------------------------------------------* RPG name External name* File name . . . . . . . . . : EMPLFILE REINHARD/EMPLFILE* Record format(s ) . . . . . : EMPLREC EMPRCD*-----------------------------------------------------------------
 IEMPRCD*-----------------------------------------------------------------* RPG record format . . . . : EMPRCD* External format . . . . . : EMPRCD : REINHARD/EMPLFILE*-----------------------------------------------------------------
 I S 1 7 0NUMBERI A 8 27 FIRSTNAMEI A 28 47 LASTNAMEIEMPLREC
 *-----------------------------------------------------------------* RPG record format . . . . : EMPLREC* Prefi x . . . . . . . . . . : B : 0* External format . . . . . : EMPRCD : REINHARD/EMPLFILE*-----------------------------------------------------------------
 I S 1 7 0BNUMBERI A 8 27 BFIRSTNAMEI A 28 47 BLASTNAME
 Figure 12. Compiler Listing of a Sample Program
 Other keywords allow you to enable or disable commitment control(COMMIT) or help in file exception handling (INFSR and INFDS). For acomplete list and a detailed description for each of them, please refer to theVisualAge for RPG Language Reference manual.
 To access the data from an AS/400 database file defined in your VisualAgefor RPG program, use one of the following operation codes:
 CHAIN Random retrieval from a file
 CLOSE Close files
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COMMIT Commit all changes
 DELETE Delete record
 EXCEPT Calculation time output
 FEOD Force end of data
 OPEN Open file for processing
 POST Post information into the information data structure
 READ Read a record
 READE Read equal key
 READP Read prior record
 READPE Read prior equal
 ROLBK Roll back all changes
 SETGT Set greater than
 SETLL Set lower limit
 UNLOCK Unlock a data area or release a record
 UPDATE Modify existing record
 WRITE Create a new record
 Which of these file operation codes are available for your file depends on itsdefinition and current status. For example, an UPDATE operation code(opcode) will not work on a file that is opened for input only or is not openedyet. Again, refer to the VisualAge for RPG Language Reference manual forall the options, relationships, and dependencies of the different operationcodes available.
 The sample VisualAge for RPG source (Figure 13) shows you how easy it isto access an AS/400 database file. In the action subroutine of the READpush button part, the opcodes SETLL and READ are used to read the contentof a keyed AS/400 database file sequentially, until the end-of-file indicator(*IN80) is set on.
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RPG
 FEmployeeF IF E K DISK REMOTE**
 C READ BEGACT PRESS MAIN*
 C *START setll EmloyeeFC read EMPRCD 80C dow *IN80 <> *ONC write EMPLLISTC read EMPRCD 80C enddo
 *C ENDACT
 Figure 13. Reading an AS/400 Database File
 Note that the WRITE opcode is not accessing an AS/400 database file here.Instead, it is used to place the content of the previously read record into asubfile part of the graphical user interface of the sample. Keep this in mind,when you examine a VisualAge for RPG source you don't know.
 The special words *START and *STOP are unique for VisualAge for RPG.Their purpose is to replace the *LOVAL and *HIVAL figurative constants thatare not converted from ASCII to EBCDIC, when they are used as key valuesto access the AS/400 database. Using *START and *STOP instead makessure that the program is reaching the correct record in the file, alsoconsidering a possibly different coded character set identifier (CCSID) on theAS/400.
 If you build your VisualAge for RPG application, a service job is evoked onthe AS/400 in subsystem QCMN. You can find it by looking for a job that isnamed as the LU of your PC workstation and a user name as the user IDspecified for the logon during the build.
 AS/400 screen
 Subsystem/Job User Type CPU % Function StatusQCMN QSYS SBS 0,2 DEQW
 SC02013M LEISING EVK 1,1 RUN
 In the joblog, you will find several messages of type Request talking about'Client Request - Executing the program ...', which can help you identify thecorrect job.
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To reduce compile time, select the Use cache check box on the Compilepage of the Build options notebook (Figure 14). During the next build, theinformation for the accessed AS/400 files is stored on the PC and will beused during future builds instead of resolving the information from theAS/400.
 Figure 14. Build Options Window, Compile Page
 Select the Refresh cache check box to have the file information on the PCrefreshed on the next compile. This is necessary if the structure of thosefiles, for which this information was stored earlier on the PC, has changed.
 During runtime, a distributed data management (DDM) job is started insubsystem QCMN as soon as the first OPEN (implicit or explicit) operation isperformed in your VisualAge for RPG application. The DDM job handles alldatabase requests coming from the same VisualAge for RPG application tothe AS/400 server. Even if your application consists of different componentsand several (or all of them) access AS/400 database files, the serving job onthe AS/400 will always be the same DDM job.
 The job will be ended automatically, as soon as the last database file of theVisualAge for RPG application is closed.
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If a user is reporting abnormal terminations or other strange behavior of anapplication, more often than not, the problem's circumstances andsymptoms are not described properly. In such cases take a look at the joblog of the DDM job. It contains messages for errors that occurred whileaccessing the AS/400 database, such as the sample in Figure 15, where theuser tried to add a new record to a database file with a UNIQUE key thatalready existed.
 AS/400 screen
 Display All MessagesSystem: MCEAS4
 Job . . : SC02013M User . . : LOOSER Number . . . : 145022
 Job 145022/LEISING/SC02013M started on 23.04.97 at 20:11:55 insubsystem QCMN in QSYS. Job entered system on 23.04.97 at 20:11:55.
 Target DDM job started by source system.Duplicate record key in member EMPLOYEEF.Duplicate key not allowed for member EMPLOYEEF.Duplicate key not allowed for member EMPLOYEEF.
 Figure 15. Sample Job Log Showing Error Messages
 Open Data Paths and OverridesWhile we are on the AS/400, let's take a closer look at open data paths(ODP) and overrides and see how those fit into the VisualAge for RPGenvironment.
 An open data path is basically a temporary object through which allinput/output operations for a file are performed. In a sense, it connects theprogram to a file.
 As soon as an OPEN operation is performed for a file, an ODP is created. Itsscope depends on whether the program performing the OPEN is running inthe default activation group or not, and on the value specified for theOPNSCOPE parameter on the Override with Database File command(OVRDBF) or Open Database File command (OPNDBF).
 For programs that run in the default activation group, such as the programsdoing the OPEN in the DDM job serving VisualAge for RPG's databaseaccesses, the ODP is scoped to the call level. It stays there until the file isclosed, which happens explicitly through a CLOSE operation, by executingthe Reclaim Resources command (RCLRSC) or implicitly when the programthat initiated the ODP's creation is terminated.
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Sharing Open Data PathsBy default, every OPEN for an AS/400 file results in the creation of an ODP,enabling the system to have multiple programs in the same job perform I/Ooperations to the same file without interfering with each other. Recordlocking as well as the current position in the file (as set by the last SETLL,SETGT, CHAIN or READ operation) will be changed for that ODP throughwhich the last file operation was done (see “File Locking”).
 This default behavior can be changed by using the SHARE parameteravailable on the following commands:
 Create physical file (CRTPF)Create logical file (CRTLF)Change physical file (CHGPF)Change logical file (CHGLF)Override with database file (OVRDBF)
 Specifying SHARE(*YES) on one of these commands will have the ODPopened in shared mode. This means that only the first OPEN in a jobcreates an ODP object. Any following OPEN in the same job to the same filespecifying the same open options (such as the CCSID of the file) will reusethe ODP. Record locking and file positioning will then be performed throughthe same ODP from different parts of the application.
 Note that if the options are not the same for all OPENs on the shared ODP,the first (shared) OPEN needs to include the options of all following OPENs.Otherwise, the options of subsequent OPEN operations may be ignored(message CPF4123) or the OPEN may even fail. For example, if the firstOPEN is of read-only type, then a subsequent OPEN for update will beignored, causing problems when trying to perform an UPDATE operation.
 A shared open data path can be identified through the Display Open Filesscreen (Option 14, F11) of the Display Job (DSPJOB) menu. Figure 16shows two ODPs, all created for the same database file, EMPLOYEEF. Whilethe first one was done for a nonshared open, the second ODP serves twodifferent open requests.
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AS/400 screen
 Display Open Files
 Job . . : SC02013M User . . : LEISING Number . . . : 086370Number of open data path s . . . . . . . . . . : 2
 Member/ Record File I/O ----Open--- RelativeFile Library Device Format Type Count Opt Shr-Nbr RecordEMPLOYEEF LEISING EMPLOYEEF PHY 0 I NOEMPLOYEEF LEISING EMPLOYEEF PHY 0 I YES 2
 Figure 16. Two Open Data Paths
 So far, so good. But how does VisualAge for RPG behave in this area? Wehave already learned in the previous section (“An Easy Approach”), that twodifferent VisualAge for RPG applications result in two different DDM jobsstarted on the AS/400. As an ODP cannot be shared between programsrunning in different jobs on the AS/400, separate ODPs will be created forevery separate VisualAge for RPG application, even if they are accessingthe same file.
 So what happens, if the same AS/400 file is accessed from two or morecomponents of the same VisualAge for RPG application, or even within thesame component using different file definitions (file aliases)?
 If you keep the default *NO for the SHARE parameter of the AS/400 databasefile that is accessed by VisualAge for RPG, you always get a separateinstance of the file here as well. A new ODP is created and scoped to thecall level (*ACTGRPDFN in the default activation group). It is kept open untilan explicit CLOSE is performed through the same ODP or the component isterminated.
 If the SHARE parameter is changed to *YES for the accessed file, only thefirst open creates an ODP. Any following open to the same file will try toreuse this ODP, as outlined earlier.
 Basically, the AS/400 file behaves the same in this environment as in anyother AS/400 job. Whatever value (*YES or *NO) is specified when you opena file from VisualAge for RPG, it will be treated like a file from any othernative AS/400 application.
 If you find VisualAge for RPG ignoring the SHARE(*YES) parameter and openduplicate ODPs, you are probably missing one of the PTFs that enable this
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support for VisualAge for RPG. Refer to Table 2 to find the correct PTF foryour OS/400 release.
 Given the correct PTFs installed, the question is, how and where do youspecify this value for the SHARE parameter using VisualAge for RPG? If youdo it through the CRTPF, CRTLF, CHGPF, or CHGLF commands, it ispermanently set at the file level and the behavior will be the same for allapplications (VisualAge for RPG as well as native AS/400) that access thesame file.
 You get into trouble with this permanent setting approach as soon as youneed different settings for the SHARE parameter for different applications.As the difference in behavior is quite significant, you cannot just do aCHGPF SHARE(*YES), if your program needs this setting. Doing so willchange the value system-wide, and you could cause other applications indifferent jobs to fail, if they rely on SHARE(*NO).
 Table 2. PTFs for Shared ODP Support
 Release PTF
 V3R1M0 SF32580 and SF34222
 V3R2M0 SF34214
 V3R6M0 SF38099
 V3R7M0 SF38113
 Overriding Database FilesThe Define AS/400 Information notebook does not allow you to change theSHARE parameter, so you cannot have VisualAge for RPG change the valuefor you. The only solution is to override during run time using the Overridewith Database File command (OVRDBF) as you would do in a native AS/400application.
 The interface to perform an OVRDBF command from a VisualAge for RPGapplication is through the QCMDDDM API. Its functionality and interface aresimilar to those of the QCMDEXC API known from the AS/400. It allows youto execute commands on the AS/400. The difference between these two APIsis the AS/400 server job for which they execute the specified commands.
 While the QCMDEXC API runs its commands in a separate server job, whichis also used to run all AS/400 programs called by VisualAge for RPGthrough the CALL (LINKAGE(*SERVER)) opcode, the QCMDDDM APIexecutes commands in the DDM job responsible for the database access ofthe application. Both will run on the AS/400 server specified on the Programpage of the Define AS/400 Information notebook.
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Figure 17 shows a sample source illustrating how the OVRDBFSHARE(*YES) operation can be done using the QCMDDDM interface:
 RPG
 D QCmdDDM C 'QCMDDDM'D LINKAGE(*SERVER)
 *D OvrDBF C 'OVRDBF EMPLOYEEF +D SHARE(*YES) +D OVRSCOPE(*JOB)'
 *C call QCmdDDMC parm OvrDBF Cmd 255C parm 255 CmdLen 15 5
 Figure 17. Using the QCMDDDM Interface
 It is important to specify *JOB for the OVRSCOPE parameter of the OVRDBFcommand. By default, the override scope is the call level in the defaultactivation group, which would result in the override being removed as soonas QCMDDDM returns control to your VisualAge for RPG program. WithOVRSCOPE(*JOB) the override remains active throughout the lifetime of thejob, or until it is deleted using the DLTOVR command.
 If you do an override this way, however, you must keep the following inmind:
 The file for which the override is done must not be open already. If theoverride is performed in the same component that also accesses thefile, you need to specify the USROPN keyword on the file descriptionspecification and use the OPEN opcode to open the file after theoverride is done. Otherwise, the override is ignored.
 If there is an entry for the file in the Define AS/400 information notebook,the file name specified on the OVRDBF must be the same as the remotefile name entry.
 As the override scope is the job level, the override is also active for anyother component of the same VisualAge for RPG application thataccesses the same AS/400 database file.
 This kind of override is possible only for the AS/400 server that wasspecified on the Program page of the Define AS/400 Informationnotebook. If you need to run the QCMDDDM API for DDM jobs ondifferent AS/400 servers, you have to add multiple alias entries here,one for each server.
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Open Query FileSo far, so good. Let us now have a look at another topic, which alwayscomes up when talking about shared ODPs: the Open Query File command(OPNQRYF).
 Now, where we have managed to perform an override on an AS/400database file from our VisualAge for RPG application, we are able to have ashared ODP opened. So, it shouldn't be too difficult to use the OPNQRYFcommand in our DDM job as well, right?
 Well, it's not that easy. Even if you can use the QCMDDDM API to have theOPNQRYF command performed in the DDM job and the OPNSCOPEparameter allows us to have the open done on job level, the shared ODPthat gets created won't be reused by any VisualAge for RPG application.
 The problem is that the ODP created by the OPNQRYF command gets aCCSID assigned according to the CCSID of the DDM job. On a US-Englishsystem, this will be 037. On the other hand, VisualAge for RPG tries to openan ODP with a PC code page that uses 437 for US-English. As a result, theOPEN operation of VisualAge for RPG will fail, issuing message CPF417C(error code 1). Unfortunately, changing the CCSID of the job to an ASCIIcode page is not possible.
 In the older releases V3R1M0, V3R2M0, and V3R6M0, the only solution is toeither:
 Change the design of the AS/400 database structure to incorporatesome of OPNQRYF's functions. For example, sorting or selectionspecifications could be implemented through a key or throughselect/omit criteria in a logical file.
 Or, use SQL support of VisualAge for RPG (refer to section “SQLSupport”).
 With V3R7M0, the CCSID parameter has been introduced for the OPNQRYFcommand, allowing us to specify the CCSID in which data from character,DBCS-open, DBCS-either, and graphic fields will be returned. Take a look atthe example in Figure 18, where we use the OVRDBF and OPNQRYFcommands to read into a subfile only those records from file Employeef thathave an employee number ranging between two variable values.
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Figure 18. The OPNQRYF Sample of Records to Be Read
 The action subroutine of the PRESS event changes the SHARE parameter forthe DDM job to *YES, creates a shared open data path using OPNQRYF, andopens the file with the same attributes, so that it shares the ODP before itfills the subfile. The code is shown in Figure 19.
 RPG
 FEmployeeF IF E DISK REMOTE USROPN*
 D OvrDBF C 'OVRDBF EMPLOYEEF +D SHARE(*YES) +D OVRSCOPE(*JOB)'
 *D OpnQryF1 C 'OPNQRYF EMPLOYEEF +D OPNSCOPE(*JOB) +D CCSID(437) +D QRYSLT(''NUMBER *GE '
 *D OpnQryF2 C ' *AND NUMBER *LE 'D OpnQryF3 C ''')'
 Figure 19 (Part 1 of 2). Sharing an Open Data Path Using OPNQRYF
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RPG (continued)
 D CloF C 'CLOF EMPLOYEEF'D QCmdDDM S 10A INZ('QCMDDDM')D LINKAGE(*SERVER)
 *D Cmd S 255A INZ(*BLANKS)D CmdLen S 15P 5 INZ(%size(Cmd))
 *C READ BEGACT PRESS MAIN
 *C eval Low = %getatr('MAIN':'LOW':'Text')C eval High = %getatr('MAIN':'HIGH':'Text')C if Low > HighC InvRange dsply RC 9 0C else
 *C call QCmdDDMC parm OvrDBF CmdC parm CmdLen
 *C eval Cmd = OpnQryF1 + %trim(Low) + OpnQryF2C + %trim(High) + OpnQryF3C call QCmdDDMC parm CmdC parm CmdLen
 *C open EmployeeF
 *C read EMPRCD 80C dow *IN80 <> *ONC write EMPLLISTC read EMPRCD 80C enddo
 *C close EmployeeFC call QCmdDDMC parm CloF CmdC parm CmdLen
 *C endif
 *C ENDACT
 Figure 19 (Part 2 of 2). Sharing an Open Data Path Using OPNQRYF
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File LockingFile and record locks for AS/400 database files accessed by a VisualAge forRPG application are maintained by OS/400 in the same way as for any otherdatabase file. When file locking is performed by OS/400, one of thefollowing lock states is placed on a file:
 Shared for read (*SHRRD)
 Shared for update (*SHRUPD)
 Shared, no update (*SHRNUP)
 Exclusive, allow read (*EXCLRD)
 Exclusive, no read (*EXCL)
 When VisualAge for RPG opens a file, only one of the first two lock states isused. Which state is used depends on the type of OPEN performed:
 INPUT Shared for read
 UPDATE Shared for update
 ADD Shared for update
 OUTPUT Shared for update
 Locking ConflictsA file lock is always held by a job, so that it applies only when a program inanother job tries to use the file concurrently. Programs within the same jobare not affected by file lock states. If an application tries to open a file and alock state is already set on the file that doesn't allow a second lock, then anerror message is issued.
 As all components of a single VisualAge for RPG application use the sameDDM job for database access, file locks do not apply between thesecomponents. However, other VisualAge for RPG applications may accessthe same files and try to set locks themselves.
 Your VisualAge for RPG application should be able to handle thiscontention, either by specifying error indicators for the different fileoperation codes or by supplying an information subroutine (INFSR). (Formore information regarding exception handling, please refer to section“Exception Handling.”)
 Additionally, you may consider the WAITFILE parameter of the CRTPF,CRTLF, CHGPF, CHGLF and OVRDBF commands to specify how long theapplication is to wait for another job's lock to be released. (Keep in mindthat the user of your application will have to wait as well.) It may be abetter idea to handle the exception and issue a meaningful message.
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Record LockingRecord locks are handled in a different way than file locks. There areusually only two lock states (locked for update and released), and they aremaintained through an open data path, not a job. So, there are far moreoccurrences when a record lock could be and will be set through anotherODP, preventing access.
 A record lock applies only when the file to be accessed has been opened forupdate. Performing this kind of open indicates your intention to change arecord that you have read before. OS/400 then needs to make sure that noother program is trying to read the same record for update at the sametime.
 To handle this situation, OS/400 applies a lock to the record as soon as it isread for update by your VisualAge for RPG program. Any attempt to performanother read for update through another ODP will fail.
 Dead-Lock SituationsAs any open of a file (first shared or not shared) in a VisualAge for RPGapplication results in its own ODP, a record lock could also prevent anothercomponent of the same VisualAge for RPG application from reading analready locked record for update.
 This is important to understand, as it will also happen if you are accessingthe same file within a single component through two different ODPs. If bothODPs have been opened for update and a read for update is performed onan already locked record, you end up in a dead-lock, where your program iswaiting for itself to release the record.
 It is not really a dead-lock, however, as OS/400 is usually not waiting for alocked record until the end of all days. Instead, it looks for the setting of theWAITRCD parameter of the database file. By default, it is set to 60 seconds,which makes a program (or VisualAge for RPG component) performing aread for update wait for 60 seconds for the record to become released. Ifthat doesn't happen in the specified time, an exception (RNQ1218) issignaled to the component.
 Can't Wait!
 It is usually a good idea to set the record wait time to a value lower than60 seconds, if you expect record waits in your application. A wait time of3 or 5 seconds is more appropriate, because users tend to get nervouswhen their computer program seems to have stalled.
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Read for UpdateWhat exactly is a read for update in VisualAge for RPG language? It is oneof the following operation codes performed on a file opened for update:
 CHAIN
 READ
 READE
 READP
 READPE
 Once, a record has been locked, the lock remains until one of the followinghappens through the ODP that placed the lock:
 The record is updated (UPDATE).
 The record is deleted (DELETE).
 Another record is read from the file (CHAIN, READ, READE, READP,READPE).
 A SETLL or SETGT operation is performed against the file.
 An UNLOCK operation is performed against the file.
 An output operation defined by an output specification with no fieldnames included is performed against the file (EXCEPT).
 The component that opened the file ends.
 Duration of Record LockAs you design your application, you should focus on reducing the amountand duration of record locks being held. For example, the following actionsubroutine is associated with a push button part called Next of a databasemaintenance program (Figure 20). When it is pressed, the next record isread from the file and its content is displayed to the user. So, pressing itmultiple times will allow the user to scroll through the records of the file.
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RPG
 FEmployeeF UF A E K DISK REMOTE USROPN**
 C NEXT BEGACT PRESS MAIN*
 C read EMPRCD 80C if *IN80 = *ONC EndOfFile dsply RCC elseC write 'MAIN'C endif
 *C ENDACT
 Figure 20. Action Subroutine for Next Button
 As the user will also be able to change the displayed values, the file isopened for update here, so that an update can be made to a record, ifnecessary. However, updating will also cause a record lock being applied tothe record when it is read.
 This lock remains until the user presses the Next push button again or theChange push button, indicating that changes were made and the currentlylocked record needs to be updated. In our example, we just need to readthe content from the entry fields of the window and, as these have the samenames as the fields of the database record, perform an UPDATE opcode:
 RPG
 C CHANGE BEGACT PRESS MAIN*
 C read 'MAIN'C update EMPRCD
 *C ENDACT
 The problem is, that you don't know when the user will press one of thesepush buttons. It might take just one second, while scrolling through the file,but it could also last until the end of the day, as the user is doing somethingelse while displaying the record. You would have to call the user to havethe lock released.
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Read Without LockingTo prevent this kind of lock difficulty, you could use the (N) operation codeextender on the READ opcode. This operation code extender, which isavailable for every VisualAge for RPG operation code that usually places arecord lock, prevents OS/400 from applying the record lock, leaving therecord free for any other update request (Figure 20).
 RPG
 C NEXT BEGACT PRESS MAIN*
 C read(N) EMPRCD 80C if *IN80 = *ONC EndOfFile dsply RCC elseC write 'MAIN'C endif
 *C ENDACT
 However, if the user now decides to change a record, you will have to readit again from the file without the operation code extender to place a lock onit. Otherwise, the UPDATE operation would fail as it always expects a lockedrecord.
 But looking at the modified action subroutine for the Change push button,you can see it is not that simple. The record was accessible, since it wasread first by this user. However, it may have been updated or deleted byanother user by the time the first user reads the record again for update.Figure 20 shows a modified action subroutine for the Change push button.
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RPG
 FEmployeeF UF A E K DISK REMOTE USROPNF PREFIX(F)
 *D WdwFields DSD Number 7S 0D Firstname 20AD Lastname 20A
 *D FileFields DSD FNumber 7S 0D FFirstname 20AD FLastname 20A
 **
 C CHANGE BEGACT PRESS MAIN*
 C FNumber chain EMPRCD 80C if *IN80 = *ONC NotFound dsply RCC else
 * record was foundC if FileFields <> WdwFieldsC OtherUpd dsply RCC else
 * no update since last readC read 'MAIN'C move WdwFields FileFieldsC update EMPRCDC endif
 *C endif
 *C ENDACT
 Figure 21. Modified Action Subroutine for the Change Push Button
 Therefore, we first need to check whether the CHAIN opcode finds therecord or not. If it's not there anymore, a message is issued giving thisinformation to the user. (At this point, you might consider asking the userwhether or not to add it again.)
 Rereading Record for UpdateIf the record is found, it now is locked by the CHAIN opcode. The next thingto verify is, if another job updated the record since the first read (with nolock). To be able to read the record again through the CHAIN and compare
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the content of the record with the content of the first (no lock) read, wechanged the names of the record fields using the PREFIX keyword.
 Doing so, we have now three different versions of our record fields for theemployee number, the first name and the last name:
 The entry field parts of the GUI show the values as they were changedby the user.
 Since we didn't read the content from these entry field parts, thecorresponding VisualAge for RPG variables (Number, Firstname , andLastname) still contain the values as read from the file through theREAD(N) opcode.
 The input buffer of the file (FNumber, FFirstname, and FLastname) itselfcontains the contents of the record fields as it is available in thedatabase file from the second read (for update).
 Comparing the content of the VisualAge for RPG variables with the inputbuffer fields allows us to determine whether there has been an update ornot. If there was no update, we receive the new content from the entry fieldparts of the GUI into the corresponding VisualAge for RPG variables, copy itto the file buffer variables and update the record in the database file.
 Keep in mind, that this approach works only if the key of the database file isunique, so that the CHAIN operation will always fetch the correct record. Ifthe key is not unique, you may be able to identify the correct record usingthe RECNO keyword.
 Commitment ControlThe commitment control feature of OS/400 allows you to process severaldatabase changes as one unit. Every single database change is madetemporarily at first. Only if all of the necessary operations have beencompleted successfully are the changes permanently applied to thedatabase. If something goes wrong, while some but not all of the necessarychanges have been made, you can have OS/400 roll back the changes.
 Before we can use the commitment control feature of OS/400 withinVisualAge for RPG, we need to set up the environment for it first.
 JournalingOn the AS/400, we need to enable journaling for the database file that willbe accessed under commitment control. So, we create a journal receiver aswell as a journal object and start the journaling for our database to get allchanges logged:
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AS/400 command
 CRTJRNRCV JRNRCV(REINHARD/EMPLOYEEF)TEXT('Journal receiver object for EMPLOYEEF')
 CRTJRN JRN(REINHARD/EMPLOYEEF)JRNRCV(REINHARD/EMPLOYEEF)TEXT('Journal object for EMPLOYEEF')
 STRJRNPF FILE(REINHARD/EMPLOYEEF)JRN(REINHARD/EMPLOYEEF)
 Commitment control is started for a job through the Start CommitmentControl command (STRCMTCTL). To have this command executed in theDDM job serving the database requests of our VisualAge for RPGapplication, we must specify a lock level other than < N O N E > on the Locklevel page of the Define AS/400 Information notebook (see Figure 22). Asyou can see, commitment control is restricted to only one AS/400. However,you can still access all files residing on other AS/400 servers withoutcommitment control.
 Figure 22. Lock Level for Commitment Control
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Lock LevelWhich of the available lock levels you choose depends on the type ofcommitment control you want to have. Commitment control is exercised bykeeping record locks for all changed records of the database file until thechanges made are permanently applied or removed. With the lock levelparameter, you specify which record locks are kept:
 *CHG Every record read for update for a file opened under commitmentcontrol is locked. If a record is changed, added, or deleted, itremains locked until the changes made are permanently appliedor removed. Records that are accessed for update operations butare released without being changed are unlocked.
 *CS Every record accessed for files opened under commitmentcontrol is locked. A record that is read but not changed ordeleted is unlocked when a different record is read. Records thatare changed, added, or deleted are locked until the changes arepermanently applied or removed.
 *ALL Every record accessed for files opened under commitmentcontrol is locked until the changes are permanently applied orremoved.
 As soon as the STRCMTCTL command is executed successfully in the DDMjob of our VisualAge for RPG application, the record locks for the filerunning under commitment control are kept according to this setting. In thefile description specification for this file, we need to specify the COMMITkeyword, so that VisualAge for RPG knows which file has to run undercommitment control.
 Commit and RollbackAll changes to this database file will be temporary, lasting only until theprogram executes a COMMIT operation code. At this point, all record locksare released and the changes are permanently applied.
 If a file operation is unsuccessful, the program can execute a ROLBKoperation code. This will remove all changes done, since the last COMMITopcode was executed (or the file was opened). Record locks are alsoreleased. An implicit rollback is performed if the VisualAge for RPGapplication is terminated (normally or abnormally) before a COMMIT isexecuted. So, don't forget to supply a COMMIT before leaving yourapplication.
 ExampleThe sample source in Figure 23 gives you an overview of the structure of aVisualAge for RPG application using commitment control
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RPG
 FEmployeeF UF A E K DISK REMOTEF COMMITFSalaryF UF A E K DISK REMOTEF COMMIT
 :
 C UPDATE BEGACT PRESS MAIN*
 C commit:
 C Number chain EMPRCD 80C EmpNbr chain SALRCD 81
 :C update EMPRCD 80
 :C update SALRCD 81C if *IN81 = *ONC rolbkC elseC commitC endif
 *C ENDACT
 Figure 23. Using Commitment Control
 The file and the commitment control operation codes don't need to beenclosed in a single action or user subroutine. However, if commitmentcontrol spans over multiple action subroutines, you need to make sure thatthe sequence of the operations is always consistent.
 The COMMIT keyword also has an optional parameter that allows you toswitch commitment control on and off for a certain file during runtime. Thefield specified is implicitly defined as a one-byte character field andinitialized with '0' (*OFF). As the file needs to be closed when changing thisvalue, you will have to specify the USROPN keyword as well. Figure 24shows an example of the use of the switching parameter for COMMIT.
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RPG
 FEmployeeF UF A E K DISK REMOTEF USROPNF COMMIT(CmtMark)
 :
 C *INZSR BEGSRC eval CmtMark = *ONC open EmployeeF
 :C ENDSR
 :
 C CMTOFF BEGACT PRESS MAIN*
 C commitC close EmployeeFC eval CmtMark = *OFFC open EmployeeF
 *C ENDACT
 Figure 24. Switching COMMIT On and Off
 Record BlockingTo improve the performance of an application that sequentially reads datafrom an AS/400, VisualAge for RPG implements record blocking whereapplicable. This means that the records of a file are not read one by one,but as a block of multiple sequential records. Blocking reduces the numberof remote accesses to the AS/400 and, therefore, can improve performancesignificantly.
 VisualAge for RPG offers default record blocking if any of the following istrue:
 The file is opened for output only and contains only one record format.
 The file is a combined file.
 The file is opened for input only and contains only one record format.The file addition entry (column 20) is blank and only the followingoperation codes are used to access the file:
 − OPEN
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− READ
 − FEOD
 − CLOSE
 The RECNO keyword (allowing access by relative record number) hasnot been specified on the file description specification.
 In addition to this default record blocking, you can enable additional recordblocking explicitly through the BLOCK keyword. Specifying BLOCK(*YES) onthe F-spec of the accessed files tells VisualAge for RPG to perform recordblocking during runtime even if the following operation codes are used onan input-only file:
 CHAIN
 SETLL
 SETGT
 RPG
 FMyFile IF E K DISK REMOTEF BLOCK(*YES)
 *C MyKey setll MyRcdC read MyRcd 80
 If you don't want to have record blocking at all, you can specify BLOCK(*NO)on a file description specification. This disables even the default recordblocking of VisualAge for RPG. It can be useful if you already know thatthere will be just a few sequential read operations on your file, so thatreading blocks of records would affect the performance rather unfavorably.
 Exception HandlingWhenever an exception occurs during the access to an AS/400 database fileand no error indicator has been specified on the operation codes that raisedthe exception, the VisualAge for RPG default exception handler receivescontrol (Figure 25).
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Figure 25. Default Exception Handler
 It allows the user to have the runtime perform one of the following actions:
 *DEFAULT Return control from the current action subroutine andperform the default processing associated with the currentevent.
 *NODEFAULT Return control from the current action subroutine but do notperform any default processing. If the Last Record (LR)indicator is on when processing reaches this point, thecomponent is terminated.
 *ENDCOMP Terminate the component abnormally.
 *ENDAPPL Terminate all currently active components, ending theapplication.
 If you want to have your own exception handler invoked instead of thedefault, you can register a user subroutine through the INFSR keyword inthe F-specs of the database file. The specified subroutine receives controlas soon as an exception occurs while accessing the file it is registered for.Within this subroutine, you now can handle file exceptions differently as thedefault exception handler would do. Additional information regarding theerror can be received through the informational data structure (INFDS):
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RPG
 FEmployeeF UF A E K DISK REMOTE USROPNF INFDS(InfDs)F INFSR(InfSr)
 *D InfDs DSD Status *STATUS
 We are using here only the status field out of the INFDS, which allows us todistinguish between the different exceptions that are possible. For furtherinformation about the INFDS and its content, refer to the VisualAge for RPGLanguage Reference manual.
 In the example in Figure 26, we have created our own exception handlersubroutine. It handles only the exception 1021, which occurs when a WRITEoperation is trying to add a record to a unique keyed file that alreadyexisted (duplicate key). If this exception is raised during a WRITE operation,we are reading the already existing record and updating its content.
 RPG
 D DupKey C 1021*
 C InfSr BEGSR*
 C select*
 C when Status = DupKeyC update EMPRCDC movel '*DEFAULT' ReturnPoint 12
 *C otherC movel *BLANKS ReturnPoint
 *C endsl
 *C ENDSR ReturnPoint
 Figure 26. Example of an Exception Handler Subroutine
 Exception ResumeThrough the value in factor 2 of the ENDSR opcode, you can determine howthe application resumes after leaving your exception handler subroutine. Inthe case of the duplicate key exception, we specify *DEFAULT, which means
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that control returns to the statement immediately following the operationcode that raised the exception.
 As we want to have the default exception handler take care about all otherexceptions, we specify *BLANKS for factor 2. The other available values forthe factor 2 of the ENDSR are *NODEFAULT, *ENDCOMP and *ENDAPPL.They correspond to the options available through the default exceptionhandler as shown earlier.
 The sample exception handler is called recursively if the CHAIN or UPDATEoperations are unsuccessful and, as a result, raise another exception. Thisresults in an infinite loop. You can avoid looping by using an indicator asshown in Figure 27.
 RPG
 D DupKey C 1021*
 C InfSr BEGSR*
 C if *IN01 = *ONC movel *ON *INLRC returnC else
 *C movel *ON *IN01C select
 *C when Status = DupKeyC update EMPRCDC movel '*DEFAULT' ReturnPoint 12
 *C otherC movel *BLANKS ReturnPoint
 *C endsl
 *C movel *OFF *IN01C ENDSR ReturnPoint
 Figure 27. Avoiding Recursion in an Exception Handler
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Local FilesThe interface used in VisualAge for RPG to access a local ASCII file on yourPC is very similar to that used for AS/400 database file access. You mustdefine the characteristics of the file through file description specifications.You can then apply the different operation codes used for sequential orrelative-record-number processing. Record locking is not available here.
 File DefinitionLet's first look at what needs to be considered when defining a local file. Asa local file is always program-described ('F' in column 22 of the F-spec), wealso need to specify the layout of its records. This is done using input andoutput specifications such at these:
 RPG
 FRstFile UF F 100 DISKF RCDLEN(RcdLen)F RECNO(RRN)
 *D RcdLen S 5P 0 INZ(*ZERO)D RRN S 5P 0 INZ(*ZERO)
 *IRstFile NSI A 1 100 RstRecord
 In our example, we defined a program-described file called RstFile forupdate with a maximum record length of 100 bytes. Through its inputspecification, we specified that we want the entire content of a record readfrom the file placed in a single field RstRecord. So, this field has to bedefined with the same length as the record (100 bytes).
 Record LengthThe RCDLEN keyword was added because we want to control the reallength of the records. Local files usually don't contain records of the samefixed length. So, VisualAge for RPG is determining the end of a record bysearching for the hexadecimal representation of a carriage-return/line-feedcombination (CRLF), when reading from the file. The variable specified as aparameter of the RCDLEN parameter contains the actual length of therecord just read.
 Additionally, when writing a record to the file (either through an UPDATE,WRITE, or EXCEPT operation code), VisualAge for RPG writes a record of thespecified maximum length, placing the CRLF combination at the end. Thus,all updated or added records always have the same length. If you want to
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keep variable length records, you can specify a smaller number of bytes tobe written to the file using the variable of the RCDLEN keyword.
 The RECNO keyword can be used to obtain the relative record number ofthe record the file is currently positioned to. In a later example, you will seehow this can help us to access the correct record.
 File NameDuring runtime, VisualAge for RPG looks for a file in the applicationdirectory with the same name as specified in the F-spec (RstFile in ourexample). If you want to specify a different name, you can use the EXTFILEkeyword to specify a variable that contains the external name of your localfile:
 RPG
 FRstFile UF F 100 DISK USROPNF EXTFILE(FileName)F RCDLEN(RcdLen)F RECNO(RRN)
 *D FileName S 15A INZ('.\\QCMDEXC.RST')D RcdLen S 5P 0 INZ(*ZERO)D RRN S 5P 0 INZ(*ZERO)
 *IRstFile NSI A 1 100 RstRecord
 As it is possible to change the value of the variable to a different file nameduring runtime, the EXTFILE keyword requires the USROPN keyword. Youmust open and close the file yourself.
 Another option would be to specify a different file name through the DefineAS/400 information notebook. On its Files page you can specify the file witha server entry of *CLIENT (Figure 28).
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Figure 28. Defining a Local File in the Add File Alias Name Window
 Using this interface for your local files allows you to maintain them togetherwith all other external information. As mentioned earlier, a local file can beprocessed only sequentially or by relative-record number. Thus, only asubset of VisualAge for RPG's operation codes are allowed:
 CHAIN Random retrieval from a file through RRN
 CLOSE Close files
 DELETE Delete record
 EXCEPT Calculation time output
 OPEN Open file for processing
 POST Post information into the information data structure
 READ Read a record
 READP Read prior record
 UPDATE Modify existing record
 WRITE Create a new record
 We will now use some of the operation codes to access the .RST file of aVisualAge for RPG application that allows to submit commands to an AS/400using the QCMDEXC API. As we mentioned in “An Easy Approach,” the .RSTfile contains the information defined through the Define AS/400 Informationnotebook in ASCII format.
 The .RST file of our QCMDEXC sample contains the definitions of twoservers MCEAS4 and MCEAS7 as well as the definition for the QCMDEXCAPI:
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RST File
 DEFINE_SERVER SERVER_ALIAS_NAME(MCEAS4)REMOTE_LOCATION_NAME(IVL$3006)TEXT()
 DEFINE_SERVER SERVER_ALIAS_NAME(MCEAS7)REMOTE_LOCATION_NAME(IVL$100F)TEXT()
 DEFINE_PROGRAM PROGRAM_ALIAS_NAME(QCMDEXC)REMOTE_PROGRAM_NAME(*LIBL/QCMDEXC)SERVER_ALIAS_NAME(MCEAS4)TEXT(QCMDEXC API entry)
 We want to use this information to fill a combination box in the GUI of ourapplication with the defined server alias names, and change the server aliasfor the QCMDEXC API, if the user selects another entry from thatcombination box.
 After adding a combination box part called Server to the GUI, we use itsCREATE event to read the server definitions from the file and fill the list ofServer with the server alias names (Figure 29).
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RPG
 C SERVER BEGACT CREATE FRA0000B*
 C open RstFile*
 C read RstFile 80C dow *IN80 = *OFF
 *C selectC when *IN10 = *OFF andC %scan('DEFINE_SERVER':RstRecord) <> 0C eval Start = %scan('(':RstRecord) + 1C eval Length = %scan(')':RstRecord) - StartC eval %setatr('FRA0000B':'SERVER':'AddItemEnd')C = %subst(RstRecord:Start:Length)
 *C when *IN10 = *OFF andC %scan('DEFINE_PROGRAM':RstRecord) <> 0C movel *ON *IN10
 *C when *IN10 = *ON andC %scan('SERVER_ALIAS_NAME':RstRecord) <> 0C eval Start = %scan('(':RstRecord) + 1C eval Length = %scan(')':RstRecord) - StartC eval %setatr('FRA0000B':'SERVER':'Text')C = %subst(RstRecord:Start:Length)C movel *ON *IN80C endsl
 *C read RstFile 80C enddo
 *C ENDACT
 Figure 29. Using a Create Event to Read Server Definitions
 Within a do-while (DOW) loop we are reading through the .RST filesequentially, until the end-of-file condition is raised (*IN80 is set to on). Forevery found record, we are checking whether it contains information weneed for the combination box.
 If the string 'DEFINE_SERVER' is detected, we know we have found the aliasname for one of the defined servers. So, we scan for the left and rightparentheses that enclose this alias name and add it to the list portion of thecombination box.
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If instead the string 'DEFINE_PROGRAM' is found, *IN10 is set to *ONindicating, that the last server definition has been passed.
 The last WHEN opcode checks for the current server alias name of theQCMDEXC API. Therefore, it searches for the next record containing thestring 'SERVER_ALIAS_NAME'. The name found between the parentheses isthen used to set the Text attribute of the combination box (Figure 30). Therelative record number of this record is saved into variable AliasRRN as wewill need this information later.
 Figure 30. QCMDEXC Sample with Server List
 If the user now selects another entry from the list of available servers, weneed to change the SERVER_ALIAS_NAME for the QCMDEXC programdefinition. The action subroutine for the SELECT event of the combinationbox part is the place to make the necessary changes to our .RST file(Figure 31).
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RPG
 D Server S 10A INZ(*BLANKS)*
 D ServerAlias DSD RstRecord 100A
 *IRstFile NSI A 1 100 RstRecord
 :
 C SERVER BEGACT SELECT FRA0000B*
 C eval ServerC = %getatr('FRA0000B':'SERVER':'Text')
 *C AliasRRN chain RstFile 80C eval %subst(RstRecord:Start:11)C = %trim(Server) + ')'C update RstFile ServerAlias
 *C ENDACT
 Figure 31. Action Subroutine for the Select Event of the Combination Box
 Here, we are using our saved relative record number to CHAIN into the fileagain and read the desired record directly. The buffer of the file getschanged to contain the new server alias name and the record is updated.The link of the QCMDEXC API has been changed now to another server.
 This example should give you an idea how local file access can be usedwithin your application. The VisualAge for RPG Language Reference manualcontains further information about the other operation codes and morecomplex input and output specifications.
 SQL SupportVisualAge for RPG supports the access of DB2 databases through SQL.These databases may be local on your workstation, on other workstationnodes, or on an AS/400 system. We show you how SQL statements can beincluded into your source, what happens during the build process, and whatto consider when the application is installed into another databaseenvironment.
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VisualAge for RPG supports the level of function available in DB2 Version1.2. However, your application will be able to access DB2 on otherplatforms or PCs using more recent releases of DB2 as long as only theVersion 1.2 functions and statements are used.
 Embedding SQLIn your VisualAge for RPG source, every SQL statement must be precededby an /EXEC SQL phrase coded in columns 7-15. The statement itself can becoded in the same line starting in column 17 and can span more than oneline. Each of these lines must start with a plus ( + ) sign in column 7 followedby a blank in column 8. The end of a SQL statement must be indicated bycoding an /END-EXEC phrase in columns 7-15 of a new line.
 RPG
 C/EXEC SQLC+ SELECT Number, FirstName, LastNameC+ INTO :Number, :FirstName, :LastNameC+ FROM EmpTableC+ WHERE Number = 12C/END-EXEC
 With the exception of the SQL statements INCLUDE, BEGIN DECLARE, andEND DECLARE, that can be defined anywhere in your source before thecompile-time data definition (** in columns 1 and 2), all SQL statementsmust be coded in the calculation specifications. VisualAge for RPGcomments (* in column 7) are allowed within an embedded SQL statement.Alternatively, SQL comment indicators (--) can be used to mark the rest ofthe current line as comment.
 Host VariablesThe identifiers in the INTO clause of the SQL statement (Figure 32) are hostvariables, which allow communicating information between SQL and thehosting VisualAge for RPG language. These host variables are identified bya preceding colon (:) and can be of one of the following VisualAge for RPGdata types:
 Character
 Graphic
 Packed decimal
 Zoned decimal
 Binary numeric
 Date
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Time
 Time stamp
 RPG
 D/EXEC SQLD+ INCLUDE SQLCAD/END-EXEC
 :C/EXEC SQL
 * This SELECT returns a single rowC+ SELECT Number, FirstName, LastNameC+ INTO :Number, :FirstName, :LastNameC+ FROM EmpTable -- employee tableC+ WHERE Number = 12C/END-EXEC
 Figure 32. Sample SQL Statement
 Although you do not need to specify the same names as those of thecorresponding SQL column name, we recommend it for betterdocumentation and program understanding.
 Data Type MappingHow the different SQL data types are mapped to the VisualAge for RPG datatypes is shown in Table 3.
 Table 3. Data Type Mapping between SQL and VisualAge for RPG
 SQLData Type
 VARPGData Type
 Format(Col 43)
 Length(Cols44-51)
 DecimalPositions(Cols 52)
 CHARCTER(m) character A m n/a
 GRAPHIC graphic G m*2 n/a
 DECIMAL(m,n) packed decimal P m/2+1 n
 SMALLINT 4-digit binary B 2 0
 INTEGER 9-digit binary B 4 0
 DATE date D 10 n/a
 TIME time T 8 n/a
 TIMESTAMP timestamp Z 26 n/a
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Data mapping works in both directions, SQL to VARPG and VARPG to SQL.If a zoned decimal variable is used as host variable, VisualAge for RPGconverts the content to packed decimal before and after the DB2 operation.
 When the host variable type doesn't match the column definition,appropriate conversions take place. This is also true for the SQL data typesREAL, DOUBLE and VARCHAR, which are not supported by VisualAge forRPG. You can still access then using a different host variable data type.The conversion will be made and you will receive a message indicating thattruncation occurred.
 When you are defining the host variables for the SQL statements in yourVisualAge for RPG application, please keep in mind that the limits for thevarious data types may differ between SQL and VisualAge for RPG. Forexample, a host variable of the character type may have a maximum lengthof 254 bytes, while VisualAge for RPG allows specifying up to 32767 bytes.Refer to the documentation of your DB2 database to find these data typelimits.
 All variables within your source are considered to be used as host variableswith the exception of multiple occurrence data structures, indicators (*INxx),tables, indexed arrays, or the reserved words UDATE, UDAY, UMONTH, andUYEAR. This differs from the SQL standard, which expects all host variablesto be defined within the BEGIN DECLARE and END DECLARE SQLstatements. You can still use these SQL statement to document your hostvariables. However, the VisualAge for RPG compiler will not indicate anyhost variable that has not been defined.
 Single occurrence data structures with no subfields are treated likevariables of normal data character type. Data structures with subfields areconsidered host structures. They can be used as a convenient way tospecify a series of host variables. So, our first sample SELECT statementcan be modified to use such a host structure as shown in Figure 33.
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RPG
 D EmplRow DSD Number 7S 0D FirstName 20AD LastName 20A
 *C/EXEC SQLC+ SELECT Number, FirstName, LastNameC+ INTO :EmplRowC+ FROM EmpTableC+ WHERE Number = 12C/END-EXEC
 Figure 33. Using Host Structure in SELECT Statement
 Connecting to the DatabaseBefore an SQL table or view can be accessed within your VisualAge for RPGapplication, you first need to connect to the database, where the table orview resides. This connection can be made explicitly through the SQLstatement CONNECT TO or through an implicit connect.
 Using the implicit method means that a connection to a database isestablished by the system as soon as your VisualAge for RPG applicationtries to execute its first SQL statement. This connection remains active untilthe application is terminated.
 The name of the database, the user identification, and the password neededto establish the connection must be supplied through the environmentvariables DB2DBDFT, DB2USERID, and DB2PASSWORD. These can be set inyour AUTOEXEC.BAT file or from a command prompt window:
 Batch file
 SET DB2DBDFT=VARPGSET DB2USERID=STADE7SET DB2PASSWORD=STADE7
 Using the explicit connect method allows you to specify the database name,user ID, and password during runtime in the same way as host variablescan be specified for this information on the CONNECT TO statement:
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RPG
 D Database 10A INZ('VARPG')D Userid 10A INZ('STADE7')D Password 10A
 *C movel 'STADE7' Password
 *C/EXEC SQLC+ CONNECT TO :Database USER :Userid USING :PasswordC/END-EXEC
 Regardless of which method you use, the connection is always limited to theVisualAge for RPG application. So, another explicit CONNECT TO isperformed in one of the application's components, it will either reset thecurrent connection or cause an error message to be issued (if there arepending row locks and no COMMIT or ROLLBACK was performed before thesecond connect).
 Sample SQL ApplicationLet's create a sample VisualAge for RPG application that accesses adatabase file using different SQL statements. We will modify the employeelist example, that was already used in “AS/400 Files and Record I/O.”
 For this example, a subfile part has to be filled with information foremployees, where the lowest and highest employee number of the rows tobe displayed can be specified (see Figure 34). To help the user choose anemployee number range that makes sense, we add two read-only entryfields showing the lowest and highest employee number available in thetable.
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Figure 34. Employee List Example Using SQL
 To keep the example simple, the accessed table EmplTable consists of onlythree columns. The following SQL statement was used to create it:
 SQL
 CREATE TABLE EmplTable (Number DECIMAL(7,0),Firstname CHARACTER(20),Lastname CHARACTER(20))
 Database ConnectionThe first thing to do is to establish a connection to our database. An explicitCONNECT TO statement could be placed into the initialization subroutine(*INZSR) of our VisualAge for RPG application. However, we want to get thenecessary information from the user through a separate window (seeFigure 35), so we start an already available component called DBLOGON,which does this for us.
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Figure 35. Database Logon Component
 We don't look at this component in more detail, beyond noting that itensures that all necessary information is specified by the user, updates theparameters with the entered information, and signals successful completionin an indicator variable (entry field part) called DONE. This is the code:
 RPG
 C *INZSR BEGSR*
 C start 'DBLOGON'C parm 'VARPG' Database 10C parm 'STADE7' Userid 10C parm Password 10
 *C ENDSR
 The indicator's CHANGE event can be monitored by our application using acomponent reference part (see Exercise 5, “Using the ComponentReference Part” for further details about component reference parts).
 When the NOTIFY event for the component reference part is raised, we knowthat the information necessary to connect to the database is available. Thus,we can now perform the CONNECT TO operation.
 To verify that the CONNECT statement is completed successfully, we arechecking the content of SQLCOD (SQL codes below zero indicate an error).Although we did not include the SQL communications area (SQLCA), itssubfields are available within our application. This is because VisualAge forRPG always includes SQLCA (Figure 36).
 Chapter 3. Data Access 77

Page 102
                        

RPG
 DSqlExcpt M MSGNBR(*MSG0001)D MSGDATA(SQLCOD)
 :C DBLOGON BEGACT NOTIFY MAIN
 *C/EXEC SQLC+ CONNECT TO :Database USER :Userid USING :PasswordC/END-EXECC if SQLCOD < 0C SqlExcpt dsply RCC movel *ON *INLRC else
 *C/EXEC SQLC+ SELECT MIN(Number), MAX(Number)C+ INTO :Min, :MaxC+ FROM EmplTableC/END-EXECC write 'MAIN'C eval %setatr('MAIN':'MAIN':'Visible') = 1C endif
 *C ENDACT
 Figure 36. Checking the SQL Return Code
 Before we make the MAIN window of our sample application visible, aSELECT INTO statement is executed on the employee table. The SQLfunctions MIN() and MAX() determine the lowest and highest employeenumber in the table and pass this information into the host variables Minand Max. As these are also the names of the corresponding entry fieldparts, this information can be updated through a WRITE to the MAIN window.
 Database CursorWe cannot use a simple SELECT INTO statement to fill the subfile. This isbecause more than just one row is likely to be returned (even though thespecified range of numbers would result in only one row). As a result, wehave to declare an SQL cursor in this case, which is basically nothing morethan a temporary space, which holds the result of a SELECT statement andallows accessing the rows one at a time.
 Let's next look at the action subroutine for the PRESS event of the Readpush button to see how SQL cursor processing can be embedded intoVisualAge for RPG (Figure 37).
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RPG
 D EmplRow DSD Number 7S 0D FirstName 20AD LastName 20A
 :C READ BEGACT PRESS MAIN
 *C clear EMPLLISTC read 'MAIN'
 *C/EXEC SQLC+ WHENEVER SQLERROR GOTO SqlErrReadC/END-EXEC
 *C/EXEC SQLC+ DECLARE c1 CURSOR FORC+ SELECT Number, FirstName, LastNameC+ FROM EmplTableC+ WHERE Number BETWEEN :Low AND :HighC/END-EXECC/EXEC SQLC+ OPEN c1C/END-EXECC/EXEC SQLC+ FETCH c1 INTO :EmplRowC/END-EXECC dow SQLCOD <> 100C write EMPLLISTC/EXEC SQLC+ FETCH c1 INTO :EmplRowC/END-EXECC enddoC/EXEC SQLC+ CLOSE c1C/END-EXECC goto EndRead
 *C SqlErrRead tagC SqlExcpt dsply RC 9 0C EndRead tag
 *C ENDACT
 Figure 37. Action Subroutine for the Press Event of the Read Push Button
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Before we can use an SQL cursor, we need to declare it. This is donethrough the SQL statement DECLARE CURSOR, where a unique cursorname (c1) is assigned to a SELECT statement. The SELECT statement in ourexample provides all employee rows from the table called EmplTable withan employee number in the specified range. Low and High are the names ofthe corresponding entry field parts, where the user can specify the range.
 When the SQL cursor is opened by executing the SQL OPEN statement, theSELECT statement is actually executed and the results are placed into thetemporary space represented by the cursor.
 The rows of the cursor can now be accessed through the SQL statementFETCH. In our example, we fetch the rows from the cursor sequentially andreceive the content into a host structure called EmplRow. Instead, we couldhave also specified separate host variables for each column of the table(separated by commas).
 After every FETCH statement, we are checking the content of SQLCOD. Ifthe FETCH has been successful, the record is added to the subfile partcalled EMPLLIST. A SQL code of 100 signals that there was no rowremaining in the cursor and nothing could be fetched. In this case, thecursor is closed through the SQL statement CLOSE.
 SQL ExceptionsIn the above example, we are using a particular method to handle SQLexceptions. The SQL statement WHENEVER SQLERROR defines a branchtag, which will get control as soon as one of the subsequent SQL statementsresults in a SQL code below zero. Once a WHENEVER SQLERROR has beencoded in your program, the branch tag definition remains active untilanother WHENEVER SQLERROR statement with a different tag or with theclause CONTINUE is specified. See Figure 38.
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RPG
 C/EXEC SQLC+ WHENEVER SQLERROR GOTO ...C/END-EXEC
 *C/EXEC SQLC+ FETCH c1 INTO :EmplRowC/END-EXEC
 *C/EXEC SQLC+ WHENEVER SQLERROR CONTINUEC/END-EXEC
 Figure 38. Example of a Branch Tag Definition
 It is important to keep this in mind, as the branch tag must reside in thesame (action or user) subroutine as the SQL statement that might raise anSQL exception. The piece of code shown in Figure 39 fails to compile andreturns an error message RNF8530E.
 RPG
 C READ BEGACT PRESS MAIN*
 C/EXEC SQLC+ FETCH c1 INTO :EmplRowC/END-EXEC
 *C ENDACT
 :C *INZSR BEGSR
 *C/EXEC SQLC+ WHENEVER SQLERROR GOTO SqlErrC/END-EXEC
 *C goto EndInzSrC SqlErr tagC SqlExcpt dsply RC 9 0C EndInzSr tag
 *C ENDSR
 Figure 39. Example of Branch Tag
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Currently, the database connection will be active until the program ends. So,the user is able to press the Read push button multiple times, specifyingdifferent ranges of employee number. If you would like to end theconnection explicitly (for example, because you want to connect to adifferent database), you can use the SQL statement DISCONNECT. We areusing it in the action subroutine for the PRESS event of the Exit push buttonin our example to clean up things:
 RPG
 C EXIT BEGACT PRESS MAIN*
 C/EXEC SQLC+ DISCONNECT :DatabaseC/END-EXEC
 *C movel *ON *INLR
 *C ENDACT
 Sorting RecordsThere is one problem left: The list of employees is not sorted. When weused record I/O processing to fill the subfile, we were reading from a keyedphysical file, so that the list was always sorted by employee numbers. Toachieve the same thing within SQL, we can add an ORDER BY clause to ourSELECT statement:
 RPG
 C/EXEC SQLC+ DECLARE c1 CURSOR FORC+ SELECT Number, FirstName, LastNameC+ FROM EmplTableC+ WHERE Number BETWEEN :Low AND :HighC+ ORDER BY NumberC/END-EXEC
 This would work perfectly. But wouldn't it be nice to have the user decidewhether to sort the list by number, first name, or last name? All we wouldneed to do is add another column name specified for the ORDER BY. But asthis is a column name, not just a value, we can't use it as a host variable.
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Dynamic SQLOne way of providing user choice in sorting would be to code three differentDECLARE CURSOR statements for each sorting choice. However, if we usedynamic SQL instead, then we can assemble the SQL statement duringruntime. Figure 40 shows the modified action subroutine for the PRESSevent of the Read push button:
 RPG
 D DclCsr C 'SELECT Number, +D Firstname, Lastname +D FROM EmplTable +D WHERE Number BETWEEN ? AND ? +D ORDER BY 'D DclCsrC1 S 254A
 :C READ BEGACT PRESS MAIN
 *C clear EMPLLISTC read 'MAIN'C selectC when %getatr('MAIN':'ORDNBR':'Checked') = 1C movel 'Number ' OrderBy 10C when %getatr('MAIN':'ORDFIRST':'Checked') = 1C movel 'Firstname ' OrderByC when %getatr('MAIN':'ORDLAST':'Checked') = 1C movel 'Lastname ' OrderByC endsl
 *C/EXEC SQLC+ WHENEVER SQLERROR GOTO SqlErrReadC/END-EXEC
 *C movel *BLANKS DclCsrC1C eval DclCsrC1 = DclCsr + OrderBy
 *C/EXEC SQLC+ PREPARE DeclareCursor FROM :DclCsrC1C/END-EXEC
 *C/EXEC SQLC+ DECLARE c1 CURSOR FOR DeclareCursorC/END-EXEC
 Figure 40 (Part 1 of 2). Modified Action Subroutine for the Press Event
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RPG (continued)
 C/EXEC SQLC+ OPEN c1 USING :Low, :HighC/END-EXECC/EXEC SQLC+ FETCH c1 INTO :EmplRowC/END-EXECC dow SQLCOD <> 100C write EMPLLISTC/EXEC SQLC+ FETCH c1 INTO :EmplRowC/END-EXECC enddoC/EXEC SQLC+ CLOSE c1C/END-EXECC goto EndRead
 *C SqlErrRead tagC SqlExcpt dsply RC 9 0
 *C EndRead tag
 *C ENDACT
 Figure 40 (Part 2 of 2). Modified Action Subroutine for the Press Event
 The DECLARE CURSOR statement no longer contains the SELECTstatement. Instead, an SQL statement named DeclareCursor must bespecified. This SQL statement name represents the SQL statement preparedbefore, using the SQL statement PREPARE. This PREPARE routine expectsa character host variable (DclCsrC1) that contains the SELECT statement tobe prepared.
 In our example, we have the user choose between the different sortingoptions by selecting one of three radio buttons ORDNBR, ORDFIRST andORDLAST. Depending on which one is selected, we assemble the hostvariable for the SELECT. Figure 41 shows the list sorted by employee lastname.
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Figure 41. Employee List Sorted by Last Name
 Have you noticed that the host variables Low and High are no longer part ofthe character variable that is used for the PREPARE portion of the SELECTstatement? This is because host variables are not allowed in a SQLstatement to be prepared in dynamic SQL. You can, however, useparameter markers that are represented by question marks (?). Theseparameter markers are replaced during runtime by the content of those hostvariables specified on the USING clause of the OPEN statement. Thesequence in which you specify these host variables must correspond to the(relative) position of the parameter markers.
 Build Process and OptionsBefore VisualAge for RPG is able to compile a component that containsembedded SQL statements, you need to set up the build options properly.There are two pages on the Build options notebook, that allow you to dothis.
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Database NameThe most important information is the DB2 Database Name entry on the DB2notebook page (see Figure 42), as this will be the DB2 database from whichthe VisualAge for RPG compiler will retrieve the necessary informationabout the tables and views accessed.
 Figure 42. Build Options Window, DB2 Page
 During the build, VisualAge for RPG automatically starts the databasemanager for this DB2 database and establishes an SQL connection to it,using the user ID and password supplied on the DB2 connect notebook page(see Figure 43).
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Figure 43. Build Options Window, DB2 Connect Page
 Binding to the DatabaseProviding the information on the Build Options notebook is enough to haveVisualAge for RPG compile a component containing embedded SQLstatements. During this build process, a .BND file is created containing allthe information regarding the different SQL statements as well as the tablesand views used in the application.
 By default, the .BND file has the same name as all the other files of yourapplication and is placed together with them into the application's runtimedirectory (RT_WIN32 or RT_WIN). To change its name, type the new nameinto the entry field beside the Bind file check box. This check box ischecked by default; if you deselect it, the .BND file is no longer created.
 This .BND file is needed to bind the VisualAge for RPG application to theDB2 database that will be used during runtime. An SQL package is createdfor this application in the database, allowing it to connect to the databaseand execute its SQL statements.
 To have this bind performed automatically as part of the build process, youmust select the Package name check box on the DB2 Build Options
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notebook page. You can also invoke the bind process manually by callingthe BIND command through the DB2 command line processor. This is veryuseful if your application needs to be set up for a database that you don'thave access to.
 SQL CLP
 I: \>DB2CMD
 DB2CLP I:\>DB2 CONNECT TO varpg
 Database Connection Information
 Database product = DB2/Windows 95 2.1.2SQL authorization ID = STADE7Local database alias = VARPG
 DB2CLP I:\>DB2 BIND SqlSmpl3.bnd COLLECTION varpg
 LINE MESSAGES FOR SqlSmpl3.bnd------ --------------------------------------------------------------
 SQL0061W The binder is in progress.SQL0091N Binding was ended with "0" errors and "0" warnings.
 DB2CLP I:\>DB2 LIST PACKAGES
 NAME CREATOR BOUNDBY TOTALSECT VALID FORMAT ISOLATION BLOCK-------- -------- -------- --------- ----- ------ --------- -----SQLSAMPL STADE7 STADE7 1 Y 1 CS USQLSMPL2 STADE7 STADE7 2 Y 1 RR NSQLSMPL3 STADE7 STADE7 2 Y 1 RR NSQLSMPL4 STADE7 STADE7 3 Y 1 RR U
 4 record(s) selected.
 DB2CLP I:\>
 Figure 44. Binding to Database
 The LIST PACKAGES command can be used to verify that the package hasbeen added to the database successfully.
 Also included in the package created during bind are the other optionsavailable on the DB2 page of the Build Options notebook: Date/Time format,Isolation Level, and Record blocking.
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The Date/Time format option is used if you are receiving the content of dateor time columns into character host variables. Table 4 illustrates thedifferent formats.
 Table 4. Date and Time Formats
 Date/TimeFormatOption
 Description Date Format Time Format
 EUR European Standard dd.mm.yyyy hh.mm.ss
 USA U.S. Standard mm/dd/yyyy hh.mm AM (or PM)
 ISO InternationalStandardOrganization
 yyyy-mm-dd hh.mm.ss
 JIS Japanese IndustrialStandard
 yyyy-mm-dd hh.mm.ss
 Record BlockingRecord blocking becomes important, when a SELECT statement returnsmultiple rows. The application must declare a cursor and use the FETCHstatement to retrieve the rows one at a time. With a remote database, thismeans that each request and each reply must travel across the network.With a large number of rows, this leads to a significant increase in networktraffic.
 When you specify record blocking and use a read-only cursor, the DatabaseManager at the database server returns a block of rows to the databaseclient in one network transmission. These rows are retrieved one at a timefrom the database client when Database Manager processes a FETCHrequest. When all rows in the block have been fetched, Database Managerat the database client sends another request to the remote database, untilall output rows have been retrieved.
 Record blocking can lead to results that are not entirely consistent with thedatabase when used in combination with the cursor stability oruncommitted-read isolation levels (see below).
 The following list shows you the available record blocking options and theireffects:
 No blockingNo record blocking occurs for any cursor.
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Read-only and ambiguous cursorsRecord blocking is performed for read-only and ambiguouscursors. An ambiguous cursor is a dynamic cursor that does notinclude either the FOR READ ONLY clause or the FOR UPDATEclause. A cursor is considered read-only, if one of the followingis true:
 The cursor is based on a read-only SELECT statement suchas join or union SELECTs.
 The cursor is declared with a DISTINCT, ORDER BY, GROUPBY, or FOR FETCH ONLY clause.
 Read-only cursorsFor all read-only cursors, record blocking is performed.
 Through the Isolation level setting you can control which rows of a cursorwill be locked until the next SQL COMMIT or ROLLBACK statement isperformed:
 Repeatable readAll rows accessed by the application will remain locked until thenext commit or rollback. Using this isolation level, you can makesure that a record read by your application is not updated byanother application.
 Cursor stabilityOnly the last fetched row is locked. As soon as the next row isfetched, the lock is released. However, if an update was done onthe row, it remains locked until the next commit or rollback.
 Uncommitted readNo lock is placed on a row that is read by a FETCH or SELECTINTO statement. This should be your preferred choice if you onlyread the rows of a cursor.
 The locking of rows affects only different VisualAge for RPG applications, notdifferent components of the same application.
 Data AreaIn addition to file access through record I/O and SQL, VisualAge for RPG isalso able to access AS/400 data areas. These are often used on the AS/400to exchange information between different programs running in the same ordifferent AS/400 jobs.
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Defining a Data AreaTo use data areas within a VisualAge for RPG application, you need todefine them within the definition specifications or using the DEFINEoperation code. In the D-specifications the keyword DTAARA can bespecified for a stand-alone field, a data structure, or a data structuresubfield. To define a data area through the DEFINE operation code, thereserved word *DTAARA must be specified in its factor 1, while the dataarea's name is coded in the result field:
 RPG
 D MyDtaAra S 20A DTAARA*
 D MyDs DS DTAARAD Part01 10AD Part02 10A
 *D MyDta S 20A
 **
 C *DTAARA define MyDta
 By default, VisualAge for RPG runtime looks for a data area in the librarylist on the AS/400 with the name specified in columns 7-21 on the D-spec orin the result field of the DEFINE opcode. To override this name, you canspecify an external name through the optional parameter of the DTAARAkeyword or a factor 2 of the DEFINE opcode.
 RPG
 D MyDtaAra S 20A DTAARA(MyDtaAra4)*
 D MyDta S 20A**
 C *DTAARA define MyDtaAs4 MyDta
 Another method to override the name specified within the VisualAge forRPG source is through an entry on the Data areas page of the Define AS/400Information notebook (Figure 45). Please note, if an external name hasbeen specified in your program, the name specified as Data area alias mustbe equal to this name.
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Figure 45. Define AS/400 Information Window, Data Areas Page
 Reading and Writing Data AreasTo read the content of a data area, you can use the IN operation code. Itretrieves the content of the data area into the defined field or subfields ofthe defined data structure. If the reserved word *LOCK is specified, anexclusive-read (*EXCLRD) lock is placed on the data area. Other programsare thus allowed to read the content of the data area without being able toplace their own lock.
 An IN operation with *LOCK in factor 1 is the prerequisite for executing anOUT operation, which writes the content of the defined field or the subfieldsof the defined data structure back to the data area. Usually, an OUToperation also releases the lock on the data area. If you would like to keepthe lock, *LOCK must be specified in factor 1:
 RPG
 C *LOCK in MyDta*
 C in MyDtaDs*
 C out MyDta
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On both operations, the internal name of the data area must be specified infactor 2. Instead, you can use the special word *DTAARA, causing theoperation to be performed on all available data areas. But you then need tomake sure that all data areas are in the appropriate state. For example, theOUT operation in the following sample will fail as data area MyDtaDs hasnot been locked when read.
 RPG
 C *LOCK in MyDta*
 C in MyDtaDs*
 C out *DTAARA
 Instead of executing an OUT operation with a blank factor 1, you can alsouse the UNLOCK operation code to release the lock for a data area.
 Data Area Data StructureIf you specify a U in column 23 of a data structure definition for a data area,it becomes a data area data structure. This is a special type of data areadefinition, for which an implicit IN (*LOCK) is executed during programinitialization (before *INZSR is executed). When the program terminates, animplicit OUT operation is performed. This happens even if the lock on thisdata area was released by an UNLOCK:
 RPG
 D MyDtaDs UDS DTAARA(DtaAraAs4)D DtaDsFld 20A
 If you have defined such a data area data structure, and VisualAge for RPGruntime cannot find the corresponding data area on the AS/400 duringstartup, it creates it for you in library QTEMP. For any ordinary data area, anexception is raised in this case, which can be handled in the *PSSRsubroutine. The status field in the program status data structure will containone of the error codes listed in Table 5.
 Table 5 (Page 1 of 2). Error Codes for Data Area Access
 Error Code Condition
 00401 Data area specified on IN/OUT not found
 00411 Data area type or length does not match
 00412 Data area not locked for output
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Table 5 (Page 2 of 2). Error Codes for Data Area Access
 Error Code Condition
 00413 Error on IN/OUT operation
 00414 User not authorized to use data area
 00415 User not authorized to change data area
 00421 Error on UNLOCK operation
 00431 Data area previously locked by another program
 00432 Data area locked by program in the same process
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Chapter 4. Programs, Procedures, and Functions
 In this chapter, we show the abilities of VisualAge for RPG to invoke andcommunicate with local and remote programs, VisualAge for RPGprocedures, and functions from a foreign dynamic link library. We explainwhat the different operation codes, such as CALL, CALLP, CALLB, andSTART do, how parameters are being passed, and how return codes can beretrieved.
 AS/400 Programs and CommandsWhile working in a client/server environment, it may sometimes benecessary to execute programs or commands on your AS/400 servers. Forexample, you may need to change the library list, do overrides to yourdatabase files, use AS/400 objects that can't be accessed by any RPGoperation code directly, or use other functionality of the AS/400.
 For example, it could be necessary to place certain information into aspooled file on the AS/400. Unfortunately, we can't access an AS/400 printerfile from our VisualAge for RPG application. Thus, we need to invoke anAS/400 program that receives the information to be printed and does thespooling for us.
 The CALL OpcodeThe VisualAge for RPG interface used to invoke an AS/400 program is theCALL operation code. It always calls the program represented by the namein factor 2:
 RPG
 D PrtToAS400 S 20A INZ('PRTCUST')D LINKAGE(*SERVER)
 *C call PrtToAS400 60
 This name must be defined in the D-specs either as a constant or as a fieldinitialized with the program name. Optionally, you can specify the libraryname as well.
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RPG
 D PrtToAS400 C CONST('MYLIB/PRTCUST')D LINKAGE(*SERVER)
 *C call PrtToAS400 60
 Through the keyword LINKAGE(*SERVER), the VisualAge for RPG runtimeknows that the program to be called resides on an AS/400 system. If nothingelse is specified in your application, the runtime will look for an AS/400program object with the same name as the CONST (or INZ) value of theD-spec in the specified library. If only a program name is supplied, thelibrary list of the user that signed on to the applications default server issearched.
 If an error message tells you that a default server could not be found foryour application, you most probably didn't define one through the DefineAS/400 Information dialog of the GUI Designer. This dialog is also the placewhere you should specify the location of your AS/400 program, instead ofhard-coding the program name and library information into the programitself. On its Program notebook page (Figure 46), you can maintain allAS/400 programs called by your application.
 Figure 46. Define AS/400 Information Window, Program Page
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The link defined here is stored, together with all other AS/400 relatedinformation, in the .RST file of your project. You can easily change it later,when you ship the application and run it in another environment. Thedefinition is:
 RST File
 :DEFINE_PROGRAM PROGRAM_ALIAS_NAME(PRTCUST)
 REMOTE_PROGRAM_NAME(*LIBL/PRTCUSINF)SERVER_ALIAS_NAME(MYAS400)TEXT(Print customer information)
 :
 This information is now used by the VisualAge for RPG runtime to locate theprogram object, if the variable or constant for the program name has beeninitialized without library information. The specified value is then treated asan alias name that resolves through the appropriate entry in the .RST file.
 While the call to PrtToAS4_1 invokes program PRTCUSINF from the librarylist, the second call to PrtToAS4_2 searches for program PRTCUST in libraryMYLIB:
 RPG
 D PrtToAS4_1 C CONST('PRTCUST')D LINKAGE(*SERVER)
 *D PrtToAS4_2 C CONST('MYLIB/PRTCUST')D LINKAGE(*SERVER)
 *C call PrtToAS4_1 60
 *C call PrtToAS4_2 60
 ParametersIf you need to pass parameters, you can do so by coding a PLIST name intothe result field of the CALL opcode or through PARM opcodes immediatelyfollowing the CALL:
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RPG
 D PrtToAS400 S 20A INZ('PRTCUST')D LINKAGE(*SERVER)
 *D CustNbr S 7AD CustName S 40AD CustCity S 30A
 *C call PrtToAS400 60C parm CustNbrC parm CustNameC parm CustCity
 Parameters are always passed by reference; that is, you have direct accessto their changed values as soon as control returns back to your VisualAgefor RPG application.
 As no prototyping is possible, you need to make sure that the attributes ofthe arguments correspond to the parameter definition of the called AS/400program. Otherwise, you may experience unpredictable results, dependingon what is overlaid by the content of an incorrectly passed parameter.
 ExceptionsIf an error occurs during the call, a resulting indicator in columns 73 and 74is set on and the program status data structure is updated. The *STATUSfield contains a return code of 00202 or 00211, while the exception type inpositions 40-42 is set to *RT.
 To get more detailed information about errors that can occur duringexecution of the AS/400 program, we suggest you implement an additionalparameter for your calls. This could be a data structure containing, forexample, the exception ID and exception data information from the programstatus data structure of the called program.
 RPG
 DErrorCode DSD ExcptID 7A INZ(*BLANKS)D* Exception IdD ExcptData 100A INZ(*BLANKS)D* Exception data
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The AS/400 program is then responsible for monitoring the exceptions andfilling the data structure properly. In ILE RPG/400, this could look like theexample in Figure 47.
 RPG
 HFPRTCUSINFFO E PRINTER INFSR(*PSSR)F USROPN
 *D PSDS SDSD EXCP_TYPE 40 42D EXCP_NUM 43 46D EXCP_DATA 91 170
 *D/COPY REINHARD/QRPGLESRC,ErrorCode
 *C *entry plistC parm CustNbrC parm CustNameC parm CustCityC parm ErrorCode
 *C open PRTCUSINFFC write PRTCUSTRC close PRTCUSINFF
 *C movel *ON *INLR
 *C *PSSR begsrC eval ExcptID = EXCP_TYPE + EXCP_NUMC eval ExcptData = EXCP_DATAC movel *ON *INLRC endsr '*DETL'
 Figure 47. Monitoring Exceptions
 Back in your VisualAge for RPG application, you can use this additionalinformation, for example, to react to an error in much more detail. Or, youcan display a message containing the exception ID and data for unexpectederrors, so that you get more information if an error occurs (Figure 48).
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RPG
 D/COPY *REMOTE REINHARD/QRPGLESRC,ErrorCode*
 D PrtError M MSGNBR(*MSG0002)D MSGDATA(ExcptID:ExcptData)
 *C call PrtToAS400 60C parm CustNbrC parm CustNameC parm CustCityC parm ErrorCode
 *C if Excpt_ID <> *BLANKSC PrtError dsply RCC endif
 Figure 48. Displaying Message with Exception ID and Data
 We are using the /COPY *REMOTE compiler directive to include theErrorCode data structure from the AS/400 source member used in the ILERPG/400 program. Thus, we don't have to maintain two versions of thesame include file and we also make sure that this parameter has the sameattributes in both programs.
 Asynchronous CallUsually, a call to an AS/400 program is done synchronously, so theVisualAge for RPG application on the PC is waiting for the AS/400 programto complete before it executes the statements following the CALL. However,it is also possible to call an AS/400 program and have the VisualAge forRPG application resume immediately. The only thing to do is to add theNOWAIT keyword to the definition of the program name variable:
 RPG
 D PrtToAS400 S 20A INZ('PRTCUST')D LINKAGE(*SERVER)D NOWAIT
 *C call PrtToAS400 60C parm CustNbrC parm CustNameC parm CustCityC parm ErrorCode
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Now, the program will be submitted without waiting for its completion. Theerror indicator in columns 73 and 74 is set to *ON only if the submit itselfwent wrong. An error during execution of the AS/400 program will not beindicated to the calling VisualAge for RPG application.
 ParametersWhen using asynchronous calls, parameters are passed by value. As aresult, you do not get any feedback about the results of the AS/400program's execution. You keep the old parameter values, even if they werechanged by the called program.
 But suppose we do not want to wait for the completion of the AS/400program, but still need the feedback from it. In our Spooling example, itmight take some time to have a complex spooled output finished. It does notmake sense to have the user on the PC wait for the completion. Theanswer is to use a data queue.
 Data QueueWe can use the same data queues that we would use in a similarasynchronous environment on the AS/400. As we are able to invoke AS/400programs, we can call the data queue APIs. The data queue is created witha length of 114 bytes:
 The first 7 bytes are for the customer number, so we know to whichrecord each entry belongs.
 The next 7 bytes contain the message ID, if an error occurred.
 The remaining 100 bytes are for the exception data (the message text).
 Instead of setting the ErrorCode parameter, the called AS/400 program addsan entry to the data queue object for every entry that is spooled (seeFigure 49).
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RPG
 HFPRTCUSINFFO E PRINTER INFSR(*PSSR)F USROPN
 *D PSDS SDSD EXCP_TYPE 40 42D EXCP_NUM 43 46D EXCP_DATA 91 170
 *C *entry plistC parm CustNbrC parm CustNameC parm CustCity
 *C open PRTCUSINFFC write PRTCUSTRC close PRTCUSINFF
 *C movel CustNbr DtaQEntryC exsr SndDtaQC movel *ON *INLR
 *C *PSSR begsrC eval DtaQEntry = CustNbrC + EXCP_TYPE + EXCP_NUMC + EXCP_DATAC exsr SndDtaQC movel *ON *INLRC endsr '*DETL'
 *C SndDtaQ begsrC call 'QSNDDTAQ'C parm 'PRTCUSINFQ' DtaQName 10C parm '*LIBL' DtaQLib 10C parm 114 DtaQELen 5 0C parm DtaQEntry 114C endsr
 Figure 49. Using Data Queues
 When we call our VisualAge for RPG application, the invocation of theAS/400 program changes so that we no longer need to pass the ErrorCodeparameter. Because it would be passed by value, it would not return anyerror information.
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To get feedback from the data queue, we add a timer part, which sends aTICK event every 10 seconds (Interval attribute is set to 10000, Multiplierdefaults to 1). On every TICK event, we have the application check for anentry from the data queue object on the AS/400, as shown in Figure 50.
 RPG
 D PrtError M MSGNBR(*MSG0002)D MSGDATA(RcdNbrD :ErrIDD :ErrMsg)D PrtOK M MSGNBR(*MSG0003)D MSGDATA(RcdNbr)
 *** TICK event of the new Timer part*
 C CHKDTAQ BEGACT TICK PRTMON*
 C call RcvDtaQC parm DtaQNameC parm DtaQLibC parm DtaQELenC parm DtaQEntryC parm Wait
 *C selectC when DtaQELen > 0C and %subst(DtaQEntry:15:100) <> *BLANKSC eval RcdNbr = %subst(DtaQEntry:1:7)C eval ErrID = %subst(DtaQEntry:8:7)C eval ErrMsg = %subst(DtaQEntry:15:100)C PrtError dsply RCC when DtaQELen > 0C and %subst(DtaQEntry:15:100) = *BLANKSC PrtOK dsply RCC endsl
 *C ENDACT
 Figure 50. Using the Tick Event for Monitoring a Data Queue
 If there is an entry, we check whether or not an exception occurred. If therewas an exception, a message is issued showing the employee number ofthe record processed when the exception was raised, as well as theexception ID and the message text. If everything went fine, an appropriatecompletion message is issued for every processed record.
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AS/400 CommandsUsing the QCMDEXC or QCMDDDM APIs makes it possible to executecommands on an AS/400. While QCMDEXC is run in the AS/400 job thatperforms all operations on programs and data areas, QCMDDDM can beused to execute commands in the DDM job responsible for the file I/O. Thisis very helpful, if you need to do things like database overrides or library listchanges. But you can, for example, also provide an AS/400 command linewithin your application through this interface (see Figure 51).
 Figure 51. Submit AS/400 Commands Window
 The PRESS event for the Execute push button reads the command enteredinto the entry field part and calls QCMDEXC to execute it on the AS/400, asshown in Figure 52.
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RPG
 D QCmdExc S 10A INZ('QCMDEXC')D LINKAGE(*SERVER)D CmdLen S 15P 5 INZ(255)
 *C EXECUTE BEGACT PRESS FRA0000B
 *C read 'FRA0000B'
 *C call QCmdExc 60C parm CmdC parm CmdLen
 *C if *IN60 = *OFFC *MSG0001 dsply RC 9 0C elseC CmdError dsply RCC endif
 *C ENDACT
 Figure 52. Executing a Remote Command
 Handling AS/400 ExceptionsThere is a problem if an exception occurs, however. The messages fromthe AS/400 are not accessible from VisualAge for RPG. The program statusdata structure indicates only a status code 00202, "Called program orprocedure failed." which doesn't tell the user what really went wrong.
 It may be better to call a small CL program on the AS/400 instead ofQCMDEXC directly. This CL program will, in turn, call QCMDEXC, but it willalso monitor for any exception that occurs. In that case, the programreceives the message ID and text of the last received diagnostic or escapemessage and provides this information back to your application as twoadditional parameters, as shown in Figure 53
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CL
 PGM PARM(&CMD &CMDLEN &MSGID &MSGTEXT)DCL VAR(&CMD) TYPE(*CHAR) LEN(255)DCL VAR(&CMDLEN) TYPE(*DEC) LEN(15 5)DCL VAR(&MSGID) TYPE(*CHAR) LEN(7)DCL VAR(&MSGTEXT) TYPE(*CHAR) LEN(132)DCL VAR(&MSG) TYPE(*CHAR) LEN(1000)
 CHGVAR VAR(&MSGID) VALUE(' ')CHGVAR VAR(&MSGTEXT) VALUE(' ')
 CALL PGM(QCMDEXC) PARM(&CMD &CMDLEN)
 MONMSG MSGID(CPF0000 CPD0000 MCH0000) EXEC(DO)RCVMSG MSGQ(*PGMQ) MSGTYPE(*DIAG) RMV(*NO) +
 MSG(&MSG) MSGID(&MSGID)IF COND(&MSGID *EQ ' ') THEN( +
 RCVMSG MSGQ(*PGMQ) MSGTYPE(*EXCP) +RMV(*NO) MSG(&MSG) MSGID(&MSGID))
 CHGVAR VAR(&MSGTEXT) VALUE(%SST(&MSG 1 132))ENDDO
 ENDPGM
 Figure 53. Monitoring Exceptions in a CL Program
 In your VisualAge for RPG application, only the program name in the D-specneeds to be changed and the two new parameters must be added to theCALL. The error indicator on the CALL statement is no longer necessary,as the called CL program handles all exceptions itself. To determinewhether an error occurred, we are now looking for the content of the MsgIDfield, as shown in Figure 54.
 You can then issue messages on the workstation with detailed informationabout the error that occurred on the AS/400 (see Figure 55).
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RPG
 D QCmdExc S 10A INZ('CMDEXEC')D LINKAGE(*SERVER)D CmdLen S 15P 5 INZ(255)
 *C EXECUTE BEGACT PRESS FRA0000B
 *C read 'FRA0000B'
 *C call QCmdExcC parm CmdC parm CmdLenC parm MsgID 7C parm MsgText 132
 *C if MsgID = *BLANKSC *MSG0001 dsply RC 9 0C elseC CmdError dsply RCC endif
 *C ENDACT
 Figure 54. Executing a Remote Command Through CL Program
 Figure 55. Error Details
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Local ProgramsFrom VisualAge for RPG, it is also possible to call programs, that reside onthe local PC like .EXE, .BAT, and .COM files. You may, for example, want tocall another application or tool from your VisualAge for RPG application, orrun system functions of your hosting operating system like copying filesfrom one directory to another.
 VisualAge for RPG offers two different operation codes to invoke a localprogram.
 CALLP OperationThe CALLP operation executes the local program synchronously. Thus,your VisualAge for RPG program waits for the called program to completebefore it continues execution.
 CALLP uses the free-form style, where the extended factor 2 holds the nameof the prototype of the called program, as well as all parameters to bepassed. The prototype must be defined in the D-specs providing the externalname of the called program through the CLTPGM keyword:
 RPG
 D ChgHlpFile PR CLTPGM('CHGHLPF.BAT')*
 C callp ChgHlpFile
 The specified value can be a variable, which enables you to specify theprogram name dynamically during runtime. The program as provided inCLTPGM is searched using the PATH environment variable. Make sure thatthe extension is included. Otherwise, the VisualAge for RPG runtime islooking for .EXE files only.
 If you precede the name by .\\ , the VisualAge for RPG runtime will also lookinto the current directory (the directory, the application is called from):
 RPG
 D ChgHlpFile PR CLTPGM(PgmName)*
 D PgmName S 15A INZ(*BLANKS)*
 C eval PgmName = '.\\CHGHLPF.BAT'C callp ChgHlpFile
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All parameters that need to be passed to the program must have an entryimmediately following the prototype line for the program. Please note, thatthis is just the prototype; the variable definitions need to be codedseparately. Additionally, all parameters can be passed by value only. So, theprototypes need to include the keyword VALUE:
 RPG
 D ChgHlpFile PR CLTPGM('. \\CHGHLPF.BAT')D FromFile 12A VALUED ToFile 12A VALUE
 *D FromFile S 12A INZ('CONTAINE')D ToFile S 12A INZ('CONTAENU')
 *C callp ChgHlpFile(FromFile:ToFile)
 And here is the batch file, so you see what is called:
 Batch file
 @echo off@del %2.HLP >nul@copy %1.HLP %2.HLP >nul@echo on
 START OperationThe START operation can be used to invoke a local programasynchronously and immediately continue execution of your callingVisualAge for RPG program.
 As this opcode is also used to invoke a VisualAge for RPG component, theVisualAge for RPG runtime needs to distinguish between these two types ofobjects. It does this through the keyword LINKAGE(*CLIENT). If the variableor constant specified in factor 2 has this keyword in its definitionspecification, the VisualAge for RPG runtime assumes the value to be alocal program:
 RPG
 D ChgHlpFile S 15A INZ('. \\CHGHLPF.BAT')D LINKAGE(*CLIENT)
 *C start ChgHlpFile
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As for the CALLP operation, the VisualAge for RPG runtime is searching thedirectories in the PATH environment variable for the program to be called.Specifying \\ in front of the name will result in the runtime search in thecurrent directory as well.
 Parameters do not need to be prototyped and are always passed by value.They can be specified as parameter list (PLIST) in the result field of theSTART operation or as consecutive PARM opcodes. It is your responsibilityto invoke the program, providing arguments with the correct attributes.
 ExamplesTo give you an idea of what can be done with the CALLP and STARTopcodes, here are some samples.
 Changing PasswordAssume you would like to have the users of your application change theirpasswords to the serving AS/400 regularly (always a good idea). What aboutthe automatic logon feature of VisualAge for RPG?
 You could have the Define Server Logon dialog of VisualAge for RPGinvoked by your application automatically through this interface, enablingthe user to change the automatic logon password as necessary.
 This feature may come in handy when used with the sample of section“AS/400 Commands,” which submits commands to the AS/400. After addinganother push button to its graphical user interface, the PRESS event willsimply call program FVDEPW.EXE, which is shipped with VisualAge for RPG.
 RPG
 D ChgLogonInf PR CLTPGM('FVDEPW.EXE')
 :
 C CHGPWD BEGACT PRESS FRA0000B*
 C callp ChgLogonInf*
 C ENDACT
 The Define Server Logon dialog shows up in front of the application windowdisabling any input to it (Figure 56). A START operation instead of theCALLP used would keep the application window enabled.
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Figure 56. Define Server Logon Window
 Changing ServerThe same sample application could also be enhanced to be able to changethe server on the fly, before submitting the command. The Define AS/400Information dialog can be invoked by calling FVDERST.EXE providing the.RST file as parameter. The action subroutine of the PRESS event for a newpush button could do this:
 RPG
 D ChangeServer PR CLTPGM('FVDERST.EXE')D PgmName 255A VALUE
 :
 C CHGSRV BEGACT PRESS FRA0000B*
 C callp ChangeServer('QCMDEXC.RST')*
 C ENDACT
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Please note that PgmName is a prototype only and is not used on theCALLP opcode. Instead, the .RST file is passed as literal.
 You could also use these two features to write your own setup andmaintenance tool. If so, you may want to add another window allowing youto specify the .RST file to be edited. Besides improving the GUI look of yourtool, using the FVDERST.EXE for this purpose ensures that the .RST file doesnot contain invalid data. Invalid data could happen, if you allowed the userto use an ASCII editor instead.
 Calling REXXAnother good example would be to call REXX.EXE (shipped with VisualAgefor RPG) to enable your application to execute REXX code (Figure 57). Itexpects a .CMD file with REXX instructions as parameter.
 Figure 57. Executing REXX Code
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ProceduresVisualAge for RPG supports procedures that enable you to write your codein a more modular way. Local variables and prototyping reduce the risk ofunwanted side effects, and your code becomes more reliable. Additionally,VisualAge for RPG allows you to separate certain functions from the rest ofyour code, making your code more readable and maintainable. Functionalitycan be reused in other applications.
 Prototyping and InvocationTo call a VisualAge for RPG procedure, you first need to define its interfaceby specifying the prototype in the D-specs. This prototype is examined bythe VisualAge for RPG compiler, to make sure that all invocations of theprocedure are correct. This includes the number and nature of theparameters as well as the data type of the return code.
 The following sample source shows the prototype and invocation of a simpleVisualAge for RPG procedure. Its purpose is to place the window of aVisualAge for RPG application into the middle of the screen, before showingit to the user:
 RPG
 D CenterWindow PR
 :
 C MAIN BEGACT CREATE MAIN*
 C callp CenterWindowC eval %setatr('MAIN':'MAIN':'Visible') = 1
 *C ENDACT
 The CALLP opcode, as used here, is one of the options to invoke aprocedure. It calls the procedure synchronously waiting for its completionbefore continuing execution.
 ImplementationLooking at the implementation, you find the executable statements of theprocedure enclosed by two procedure specification lines. TheseP-specifications mark the beginning (B in column 24) and end (E in column24) of the procedure definition (Figure 58).
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RPG
 PCenterWindow BDCenterWindow PI
 * System attributesD %DspWidth S 4P 0D %DspHeight S 4P 0
 * Local variablesD winWidth S 4P 0D winHeight S 4P 0
 *C 'MAIN' getatr 'Width' winWidthC eval %setatr('MAIN':'MAIN':'Left')C = (%DspWidth - winWidth) / 2
 *C 'MAIN' getatr 'Height' winHeightC eval %setatr('MAIN':'MAIN':'Bottom')C = (%DspHeight - winHeight) / 2C + winHeight
 *PCenterWindow E
 Figure 58. Procedure Specification: CenterWindow
 Directly below the beginning P-specification follow the D-specifications thatdefine the procedure's interface: the parameters and the type of the returncode. These must match the corresponding prototype. As we don't useparameters or a return code in our first example, the procedure interfacedefinition consists of just one line with a PI entry in columns 24 and 25.Together with the two P-specs, these D-specification lines make up theprocedure's header.
 The body of the procedure may consist of additional definition or calculationspecification lines only. This means that, for example, files must be definedoutside of any procedure. However, they are still accessible within aprocedure.
 The same restriction applies to data areas as well as preruntime andcompile-time arrays. They can't be defined within the scope of a procedure,but accessing their data from a procedure is possible.
 VariablesAll variables defined within a procedure have local scope only and areaccessible within the procedure only. If a variable of global scope is definedwith an identical name, it is not accessible within the procedure and,therefore, remains unchanged.
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By default, local variables are stored into automatic storage. Therefore, if aprocedure is called multiple times, they are initialized every time. However,the keyword STATIC can be specified to store a variable in static storage,keeping its value across multiple invocations of the same procedure. Thiscould be used, for example, to implement a counter to keep track of howoften the procedure was called. Please note, that the scope of the variableremains unchanged (it's still local).
 ParametersBesides the global variables, that are always accessible in any procedure(with the one exception outlined earlier), you can also use parameters topass information to your procedure. These are passed by value, byreference, or by constant reference.
 Which of these methods is used to pass your parameters has to be specifiedin the procedure prototype as well as interface. Coding the keyword VALUEfor a parameter results in a pass by value. Any change to the parameterwithin the procedure will not be returned to the calling procedure. This, forexample, allows you to specify a literal or even an expression as the valuefor the parameter.
 A parameter is passed by reference, if the VALUE keyword is not specified.Any change to it within the procedure is returned to the calling procedure atthe end of the called procedure.
 CodingTo show you the coding of parameters, we will enhance our first exampleand replace the CenterWindow procedure by a new PositionWindowprocedure. This procedure will be able to position the window on the screendepending on two passed parameters.
 The first parameter, VPosition specifies the vertical position of the windowand may have the values Left, Center, or Right. The second parameter,HPosition, is used for the horizontal positioning and can contain Top, Center,or Bottom.
 Through a third parameter, ErrCode, which is passed by reference, wereturn to the calling procedure one of the following:
 0, to signal successful completion of the procedure
 -1, to signal an invalid vertical positioning parameter
 -2, to signal an invalid horizontal positioning parameter
 The prototype of the new procedure now looks like this:
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RPG
 DPositionWindow PRD VPosition 6A VALUED HPosition 6A VALUED ErrCode 1P 0
 The implementation changes as shown below in Figure 59.
 RPG
 PPositionWindow BD PID VPosition 6A VALUED HPosition 6A VALUED ErrCode 1P 0
 ** System attributes
 D %DspWidth S 4P 0D %DspHeight S 4P 0
 ** Local variables
 D winWidth S 4P 0D winHeight S 4P 0
 *C z-add *ZERO ErrCode
 *C 'MAIN' getatr 'Width' winWidthC selectC when VPosition = 'Left'C eval %setatr('MAIN':'MAIN':'Left') = 0C when VPosition = 'Center'C eval %setatr('MAIN':'MAIN':'Left')C = (%DspWidth - winWidth) / 2C when VPosition = 'Right'C eval %setatr('MAIN':'MAIN':'Left')C = %DspWidth - winWidthC otherC eval ErrCode = -1C endsl
 *
 Figure 59 (Part 1 of 2). Procedure Specification: PositionWindow
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RPG (continued)
 C 'MAIN' getatr 'Height' winHeightC select
 *C when HPosition = 'Top'C eval %setatr('MAIN':'MAIN':'Bottom')C = winHeight
 *C when HPosition = 'Center'C eval %setatr('MAIN':'MAIN':'Bottom')C = (%DspHeight - winHeight) / 2C + winHeight
 *C when HPosition = 'Bottom'C eval %setatr('MAIN':'MAIN':'Bottom')C = %DspHeightC otherC eval ErrCode = -2C endsl
 *PPositionWindow E
 Figure 59 (Part 2 of 2). Procedure Specification: PositionWindow
 For the invocation, Factor 2 of the CALLP opcode now contains the name ofthe procedure prototype followed by the parameters to be passed. As thefirst two parameters are passed by value, literals are allowed during theinvocation. The third parameter value can be examined after returning fromthe procedure, to see if an invalid value was specified for one of the first twoparameters:
 RPG
 C z-add *ZERO ErrCode 1 0C callp PositionWindow('Right':'Bottom':ErrCode)C if ErrCode <> 0C DspErr dsply RC 9 0C endif
 Specifying the keyword CONST for a parameter in the procedure prototypeand interface will have it passed as a constant reference. The parameter ispassed by reference, but any attempt to change its content within theprocedure will result in compile time errors such as RNF5346 ("Result ofEVAL operation must not be a field that cannot be modified").
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For example, the EVAL opcode in the piece of code shown in Figure 60would result in this error.
 RPG
 D AddNumbers PRD NumA 6P 0 CONSTD NumB 5P 0 VALUE
 *D NumA S 6P 0D NumB S 5P 0
 *C callp AddNumbers(NumA:NumB)
 **
 P AddNumbers BD PID NumA 6P 0 CONSTD NumB 5P 0 VALUE
 *C eval NumA = NumA + NumB
 *P AddNumbers E
 Figure 60. Procedure Prototype with Constant Reference Parameter
 If you want to allow a value for one of the parameters to be omitted by usingthe *OMIT figurative constant, you must enable your procedure to handlethis situation by specifying the OPTIONS(*OMIT) keyword for theseparameters.
 A parameter must be passed by reference or as a CONST reference to allowthe *OMIT feature, as shown in Figure 61.
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RPG
 D AddNumbers PRD NumA 6P 0D NumB 5P 0 CONST OPTIONS(*OMIT)
 *D NumA S 6P 0D NumB S 5P 0
 *C callp AddNumbers(NumA:*OMIT)
 **
 P AddNumbers BD PID NumA 6P 0D NumB 5P 0 CONST OPTIONS(*OMIT)
 *C if NumB = *NULLC eval NumA = NumA + 1C elseC eval NumA = NumA + NumBC endif
 *P AddNumbers E
 Figure 61. Using a CONST Reference to Allow the OMIT Option
 Return ValuesUsing procedures gives you a lot of advantages over user subroutines. Yourcode becomes more modular and parameter checking is done. However,with the definition of a return value, procedures become even morepowerful.
 A return value is defined in the D-spec of the procedure interface line (PI incolumns 24 and 25). As its data type and length is checked by the compiler,it needs to be prototyped in the procedures prototype line (PR in columns 24and 25) as well.
 Looking at our example, the PositionWindow procedure could be enhancedto pass the information of the third parameter (the error code) through thereturn value back to its caller. Here is the prototype of the procedure:
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RPG
 DPositionWindow PR 1P 0D VPosition 6A VALUED HPosition 6A VALUE
 In the implementation, the procedure header is changed accordingly and thecode that manipulated the ErrCode parameter is replaced by a RETURNoperation. The appropriate error code values that are to be passed back tothe caller have to be placed into the RETURN statement's factor 2, as shownin Figure 62.
 RPG
 PPositionWindow BD PI 1P 0D VPosition 6A VALUED HPosition 6A VALUE
 ** System attributes
 D %DspWidth S 4P 0D %DspHeight S 4P 0
 * Local variablesD winWidth S 4P 0D winHeight S 4P 0C 'MAIN' getatr 'Width' winWidthC select
 *C when VPosition = 'Left'C eval %setatr('MAIN':'MAIN':'Left') = 0
 *C when VPosition = 'Center'C eval %setatr('MAIN':'MAIN':'Left')C = (%DspWidth - winWidth) / 2
 *C when VPosition = 'Right'C eval %setatr('MAIN':'MAIN':'Left')C = %DspWidth - winWidth
 *C otherC return -1C endsl
 *
 Figure 62 (Part 1 of 2). PositionWindow Procedure with Return Value
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RPG (continued)
 C 'MAIN' getatr 'Height' winHeightC select
 *C when HPosition = 'Top'C eval %setatr('MAIN':'MAIN':'Bottom')C = winHeight
 *C when HPosition = 'Center'C eval %setatr('MAIN':'MAIN':'Bottom')C = (%DspHeight - winHeight) / 2C + winHeight
 *C when HPosition = 'Bottom'C eval %setatr('MAIN':'MAIN':'Bottom')C = %DspHeight
 *C otherC return -2C endsl
 *C return 0
 *PPositionWindow E
 Figure 62 (Part 2 of 2). PositionWindow Procedure with Return Value
 To receive the return value, we need to replace the CALLP by an EVALopcode. The PositionWindow procedure now is invoked as part of anexpression. When control returns, the return value is assigned to the errorcode variable:
 RPG
 C z-add *ZERO ErrCode 1 0C eval ErrCodeC = PositionWindow('Right':'Bottom')C if ErrCode <> 0C DspErr dsply RC 9 0C endif
 It is important to remember that a procedure invoked within an expressionalways needs to return a value. When designing a procedure, you need tomake sure that a return without a return value is not possible. However, as
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a procedure can be invoked as part of an expression, we can put it directlyinto the expression of the IF opcode this way:
 RPG
 C if PositionWindow('Right':'Bottom') <> 0C DspErr dsply RC 9 0C endif
 External ProceduresUp to now, we have examined the basics about procedures: how to defineand prototype them, and where they get invoked. The modularity we canachieve with this knowledge is a big advantage. But we still cannot separateprocedures from the rest of our code and make them reusable from anotherVisualAge for RPG application.
 Utility DLLTo address the separation difficulty, VisualAge for RPG supports thecreation of a utility dynamic link library (DLL), that can be linked to anyVisualAge for RPG application that intends to use the contained procedures.
 Before we implement such a utility DLL, let's first have a look at its generalstructure in Figure 63.
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RPG
 H NOMAIN** Global definitions
 FMyFile ...IMyFile ...D GlobalVar S 100A
 ** Prototype
 DExtProc PR 4P 0D P1 5P 0 VALUED P2 10A VALUEDIntProc PR 5P 0D P1 10A VALUE
 ** Procedure definition (will be exported)
 PExtProc B EXPORTD PI 4P 0D P1 5P 0 VALUED P2 10A VALUE
 *C here's the code of ExtProcC eval P1 = IntProc('Literal')C some more code
 *PExtProc E
 ** Procedure definition (internal only)
 PIntProc BD PI 5P 0D P1 10A VALUE
 *C here's the code of IntProc
 *PIntProc E
 Figure 63. General Structure of Utility DLL
 The keyword NOMAIN has to be added to the control specification of yoursource. This is the indicator that instructs the VisualAge for RPG compiler togenerate a .DLL and .LIB file instead of the .EXE and .DLL file for a usualVisualAge for RPG application.
 The NOMAIN keyword can be followed by file and input specifications ordefinition specifications for global variables. Everything defined here isaccessible across all procedures of the utility DLL.
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You must also include prototypes for any procedure defined in the DLL thatmust be accessible from outside. If a specific procedure is to be accessiblefrom outside, indicate that with the keyword EXPORT in the beginningP-spec of the procedure's definition header. Without this keyword, theprocedure will be callable from any procedure in the DLL, but completelyhidden to the outer world.
 When dealing with utility DLLs, consider the following restrictions:
 A utility DLL may contain calculation specifications within proceduresonly. Therefore, BEGSR and ENDSR operations must be completelyenclosed within a procedure.
 No GUI operation codes or built-in functions are allowed. This includesSTART, STOP, SETATR, GETATR, SHOWWIN, CLSWIN, and READS aswell as %GETATR and %SETATR. The DSPLY opcode is allowed, butwill be ignored when the procedure is called by a VisualAge for RPGapplication. To include any of these opcodes in your procedure, placethem into separate source files and include them through the /COPYcompiler directive.
 *INZSR and *TERMSR are not permitted.
 *ENTRY PLIST is not allowed.
 The default exception handler is not invoked when an exception occursin the utility DLL.
 We now extend our window positioning example to address the fact that thePositionWindow procedure doesn't calculate the new vertical and horizontalitself. Instead, it invokes two new procedures VPosWindow andHPosWindow, passing either procedure the width (or height, respectively) ofthe display and the window as well as the positioning information Left,Center, or Right (or Top, Center, or Bottom, respectively).
 The return value of these two procedures will contain the newly calculatedvalue for the LEFT (or BOTTOM, respectively) attribute of the window part tobe positioned. If you pass to the procedures a window size that is largerthan the corresponding size of the display, -1 will be returned. If thepositioning value is invalid, the return value will be -2.
 We now look at the PositionWindow procedure, from which the two newprocedures will be invoked. Please note that the procedure can't beexported, as it contains GUI operation codes. It remains a part of ourVisualAge for RPG application. Figure 64 shows the code for the procedure.
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RPG
 PPositionWindow BD PI 1P 0D VPosition 6A VALUED HPosition 6A VALUE
 * System attributesD %DspWidth S 4P 0D %DspHeight S 4P 0
 * Local variablesD winWidth S 4P 0D winHeight S 4P 0D newPos S 4P 0
 * Prototype of local proceduresDVPosWindow PR 4P 0D dspHeight 4P 0 VALUED winHeight 4P 0 VALUED position 6A VALUEDHPosWindow PR 4P 0D dspWidth 4P 0 VALUED winWidth 4P 0 VALUED position 6A VALUE
 *C 'MAIN' getatr 'Width' winWidthC eval newPosC = VPosWindow(%DspWidth:winWidthC :VPosition)C if newPos >= 0C eval %setatr('MAIN':'MAIN':'Left') = newPosC elseC return -1C endif
 *C 'MAIN' getatr 'Height' winHeightC eval newPosC = HPosWindow(%DspHeight:winHeightC :HPosition)C if newPos >= 0C eval %setatr('MAIN':'MAIN':'Bottom') = newPosC elseC return -2C endif
 *C return 0
 *PPositionWindow E
 Figure 64. PositionWindow Procedure with Local Procedure Prototype
 The two new procedures are prototyped within the scope of the callingPositionWindow procedure. They can be called from this procedure only. If
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they need to be called from anywhere else in the program, the prototypemust be repeated there as well.
 The SELECT constructs have been replaced by the invocation of theprocedures. As the return value may contain error codes (-1 or -2), we needto make sure that the return value is not used as the new value for the LEFTand BOTTOM attributes of the window. Instead, we will return fromPositionWindow with an appropriate return value.
 You can avoid the negative return codes by checking the parameters beforecalling one of the procedure. In this case, you can code the invocation asfollows:
 RPG
 :*
 C 'MAIN' getatr 'Width' winWidthC if VPosition <> 'Left'C or VPosition <> 'Center'C or VPosition <> 'Right'C return -1C elseC eval %setatr('MAIN':'MAIN':'Left')C = VPosWindow(%DspWidthC :winWidthC :VPosition)C endif
 *:
 VPosWindow and HPosWindow reside in a utility DLL called SERVICE.DLL.
 As the prototype information needs to be placed into the utility DLL as wellas into all VisualAge for RPG programs that may call the procedures, weplaced it into a separate /COPY file (Figure 65). This way we make surethat the interface of the procedures is defined correctly for all occurrences.
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RPG
 H NOMAIN** Prototype of the DLL's interface
 D/COPY I:\VARPG\SERVICE\SERVICE.CPY*
 PVPosWindow B EXPORTD PI 4P 0D dspWidth 4P 0 VALUED winWidth 4P 0 VALUED position 6A VALUE
 *C if dspWidth < winWidthC return -1C elseC selectC when position = 'Left'C return 0C when position = 'Center'C return (dspWidth - winWidth) / 2C when position = 'Right'C return dspWidth - winWidthC otherC return -2C endslC endif
 *PVPosWindow E
 *PHPosWindow B EXPORTD PI 4P 0D dspHeight 4P 0 VALUED winHeight 4P 0 VALUED position 6A VALUE
 *C if dspHeight < winHeightC return -1C elseC selectC when position = 'Top'C return winHeightC when position = 'Center'C return (dspHeight - winHeight) / 2 + winHeightC when position = 'Bottom'C return dspHeightC otherC return -2C endslC endif
 *PHPosWindow E
 Figure 65. Using a COPY File for Procedure Prototypes
 The build process generates a SERVICE.DLL and a SERVICE.LIB file. Whilethe DLL is stored in the RT_WIN32 subdirectory, the .LIB file is placed in theutility component's project directory.
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BindingTo use the procedures of this utility DLL in our window positioning example,we need to link the DLL to it during the program's build process. This canbe done by specifying the .LIB file through the Link libraries and objectsentry field of the build options (Figure 66).
 Figure 66. Build Options Window, Compile Page
 The procedures get bound to the application statically. The compiler listingshows the external information in its External References section:
 Listing
 E x t e r n a l R e f e r e n c e s
 Statically bound procedures:Procedure ReferencesVPOSWINDOW 0HPOSWINDOW 0
 * * * * * E N D O F E X T E R N A L R E F E R E N C E S *
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It is also possible to have an EXE file created from a source that containsonly procedures. However, the EXE keyword must be specified in thecontrol specifications.
 In addition to the restrictions of a utility DLL, the source file must have aprocedure definition with the same name as the source file itself. This is themain procedure that is invoked when the EXE is called. Any other includedprocedures cannot be exported to the outside world. They can be calledfrom other procedures in the same EXE file only.
 The only allowed method of passing parameters is by value. A return valuemust be of type binary or integer, but is not accessible if the calling programis a VisualAge for RPG application.
 The general structure of such an EXE file is as shown in Figure 67.
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RPG
 H EXE** Global definitions
 FMyFile ...IMyFile ...D GlobalVar S 100A
 ** Prototype
 DMainProc PRD P1 5P 0 VALUED P2 10A VALUEDIntProc PR 5P 0D P1 10A VALUE
 ** Main procedure definition
 PMainProc BD PID P1 5P 0 VALUED P2 10A VALUE
 *C here's the code of MainProcC eval P1 = IntProc('Literal')C some more code
 *PMainProc E
 ** Procedure definition (internal only)
 PIntProc BD PI 5P 0D P1 10A VALUE
 *C here's the code of IntProc
 *PIntProc E
 Figure 67. General Structure of an EXE File Example
 You can call this EXE file from whatever application you want. If it isanother VisualAge for RPG program, the CALLP together with the CLTPGMkeyword is to be used (see “Local Programs”).
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Functions from Foreign DLLsIt may sometimes be necessary to invoke from a DLL a function that waswritten in a different language than VisualAge for RPG. For example youmay need to perform mathematical calculations that are not supported byVisualAge for RPG, or to access the APIs of Client Access/400.
 PrototypingVisualAge for RPG allows the invocation of functions from foreign DLLs, aslong as they follow the __cdecl linkage convention. The two operation codesavailable are CALLP and CALLB. Additionally, a prototyped function can beinvoked within an expression using IF or EVAL opcodes.
 CALLP should be your first choice, as CALLB doesn't support anyprototyping and offers no additional features over CALLP. It is provided forcompatibility only, as VisualAge for RPG applications that use this opcodemay have been migrated from OS/2.
 As for the CALLP syntax, it really makes no difference whether you arecalling a procedure of a VisualAge for RPG utility DLL or a function from aDLL written in a different programming language. Look at “Procedures” forbasic syntax information.
 ConsiderationsThere are some special considerations when working with foreign DLLs, forexample, function names. By default, the VisualAge for RPG compiler islooking for a function with the name of the prototype in any of the specifiedDLLs. However, this search is not case sensitive and, therefore, wouldn't besuccessful if the DLL exports a function in lower or mixed case.
 We need to establish a link between the prototype name and the name ofthe function exported from the DLL. This is done through the EXTPROCkeyword, which can be specified on the prototype D-spec:
 RPG
 D Sin PR 8F EXTPROC('getSin')D Radian 8F VALUE
 *D Cosin PR 8F EXTPROC('getCosin')D Radian 8F VALUE
 **
 C eval SINE = Sin(RADIAN)C eval COSINE = Cosin(RADIAN)
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Instead of the literal, you can code a procedure pointer. This allows you todynamically call one of several possible functions. However, you mustmake sure that the return values and the attributes of all passed parametersare the same (Figure 68).
 RPG
 D Sin PR 8F EXTPROC('getSin')D Radian 8F VALUED Cosin PR 8F EXTPROC('getCosin')D Radian 8F VALUE
 *D TrigonFunc PR 8F EXTPROC(TrigonFuncP)D Radian 8F VALUED TrigonFuncP S * PROCPTR
 *D Function S 5A INZ(*BLANKS)D Result S 8F INZ(*BLANKS)
 **
 C selectC when Function = 'sin'C eval TrigonFuncP = %paddr('getSin')C when Function = 'cosin'C eval TrigonFuncP = %paddr('getCosin')C otherC InvalidFct dsply RC 9 0C endsl
 *C eval Result = TrigonFunc(RADIAN)
 Figure 68. Procedure Pointer
 Note, that the prototypes of the callable functions need to be included in thecode. Otherwise, the procedure address cannot be resolved.
 During runtime, VisualAge for RPG is looking for the .DLL file in thedirectory of your application. However, placing it into a directory that is partof the PATH environment variable should work as well. This would have theadded advantage that only one copy of a commonly used DLL needs to existon the target PC.
 If implemented in C, the functions getSin and getCosin look like this:
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C
 #include <math.h>
 double getSin(double radian){
 return( sin(radian) );}
 double getCosin(double radian){
 return( cos(radian) );}
 Null-Terminated StringsIf the functions to be called are written in C or C + + , alphanumericparameters often need to be passed as null-terminated strings.
 One way to do this is to define a data structure that consists of thealphanumeric variable to be passed and a 1-byte field initialized with x'00',like this:
 RPG
 D MyFunc PR EXTPROC('myFunc')D String 32767A OPTIONS(*VARSIZE)
 *D NullString DSD MyParm 10AD Nullterm 1A INZ(X'00')
 *C callp MyFunc(NullString)
 Please note that the keyword OPTIONS(*VARSIZE) can be used, if thefunction is able to handle strings with variable lengths (such as (char *) inC). This allows you to pass character strings of any size (up to 32767 bytes).
 Using the OPTIONS(*STRING) keyword, passing null-terminated strings ismuch easier. Have a look at the following example, which calls a C functionto determine the real length (without the trailing blanks) of an alphanumericfield:
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RPG
 D Length PR 4B 0 EXTPROC('Length')D String * CONST OPTIONS(*STRING)
 *D String S 255AD StrLen S 4B 0
 *C eval StrLen = Length(%trimr(String))
 The C function Length simply returns the output of the standard strlen()function:
 C
 #include <string.h>
 long int Length(char *string){
 return( strlen(string) );}
 Through the OPTIONS(*STRING) keyword, an alphanumeric parameter isfirst copied into a temporary variable. (That's why the parameter must bepassed by value or by constant reference.) It then gets an X'00' added at itsend, which is needed by most C functions. Using the %TRIMR built-infunction makes sure that the X'00' is added directly after the last nonblankcharacter.
 The %LEN built-in function, together with %TRIMR, would give the sameresult as the C function:
 RPG
 D String S 255AD StrLen S 4B 0
 *C eval StrLen = %len(%trimr(String))
 With the null-terminated string support of VisualAge for RPG you will be ableto create your own VisualAge for RPG procedure to calculate the length of agiven string. Even literals and expressions are allowed parameter values(see Figure 69).
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RPG
 D Length PR 4B 0D String * CONST OPTIONS(*STRING)
 *D String S 255AD StrLen S 4B 0
 *C eval StrLen = Length(String)
 **
 P Length BD PI 4B 0D String * CONST OPTIONS(*STRING)
 *C return %len(%trimr(%str(String)))
 *P Length E
 Figure 69. Using Null-Terminated String
 The %STR built-in function is used here to provide the string, which has apointer variable pointing to it, and which is terminated by X'00'.
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Chapter 5. Messages
 Messages are always important for an application, as they build one of theinterfaces to the user. Good messages can help greatly while the user isinteracting with the application. In this chapter, we show you the differentways to define and display various types of messages. We show how theycan be used during validity checking of user input, whether to enforce adecision from the user, or to confirm a requested action.
 Messages in Your SourceOne way to define a message is to code appropriate definition specifications(M in column 24) using various VisualAge for RPG keywords. This definitionis always split into two parts.
 Message StyleFirst, you need to specify the type and look of the message. The STYLEkeyword is used to define whether a message is displayed as information(*INFO), warning (*WARN), or exception (*HALT) message:
 RPG
 D Warning M STYLE(*WARN)D BUTTON(*OK)
 Depending on this keyword, an appropriate icon is displayed in the messagewindow (see a warning message sample in Figure 70).
 ButtonsWith the BUTTON keyword, the number and text of the available pushbuttons can be defined. The available values are *OK, *CANCEL, *RETRY,*ABORT, *IGNORE, *ENTER, *NOBUTTON, and *YESBUTTON. You canspecify up to three values separated by a colon (:) character.
 Figure 70. Example of a Warning Message
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The second part of the message definition is done through another messageD-spec. Here, the message text to be displayed must be specified throughthe MSGTEXT keyword:
 RPG
 D Message M MSGTEXT('This is a warning -D message.')
 To display a message, the DSPLY operation code is used. It expects themessage text as factor 1 and the message type definition as factor 2:
 RPG
 C Message dsply Warning RC 9 0
 The result field must be a numeric field with a length of 9 bytes and 0decimal positions. If control returns to the VisualAge for RPG application,the variable specified here will contain a numeric representation of the pushbutton pressed by the user.
 Return CodesThe return value from the message box was not useful in our first example,where the only choice was the OK push button. However, suppose a user isin the middle of changing the fields of a certain record. By accident, theuser presses the Exit push button, which ends the application. Wouldn't itbe good to display a message to the user asking for a confirmation(Figure 71)?
 Figure 71. Example of a Message Seeking Confirmation
 This can easily be done, as the VisualAge for RPG sample in Figure 72shows:
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RPG
 D ExitType M STYLE(*WARN)D BUTTON(*YESBUTTOND :*NOBUTTON)
 *D ExitPgm C 'Do you really want to -D exit the application?'
 *D RC S 9P 0
 *C EXIT BEGACT PRESS MAIN
 *C ExitPgm dsply ExitType RCC if RC = *YESBUTTONC movel *ON *INLRC endif
 *C ENDACT
 Figure 72. Sample Code to Insert a Confirmation Message
 You don't need to code a message D-spec for factor 1 of the DSPLY opcode;any literal, named constant, or variable is allowed as well.
 You can check the return code variable in the result field against thenumeric representation of the available push buttons. However, the easiestand best documenting method is to use the same figurative constants in thecompare expression as you used as values for the BUTTON keyword.
 Define Messages DialogThe other method of defining the messages for your application is throughthe Define messages dialog of the GUI designer (Figure 73). You shouldprefer this method, as you can omit most of the message definitions fromyour VisualAge for RPG source. Additionally, this prepares your applicationfor national language support (NLS) enhancements (refer to chapterChapter 7, “National Language Support”).
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Figure 73. Define Messages Dialog Window
 Message DefinitionIf you select the Create push button, another window appears allowing youto define the parts of a message (Figure 74). Everything that is availablethrough the various VisualAge for RPG keywords is also available here. TheType combination box allows you to specify the style of the message, whilethe Message entry field shows the text to be displayed. The BUTTONkeyword is represented by the Button combination box.
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Figure 74. Edit Message Window
 In addition, you can also define additional attributes for the messagewindow, that are not available through VisualAge for RPG keywords. Forexample, if more than one push button is defined for the message window,you can select a default push button that receives the PRESS event, whenthe Enter key is pressed.
 Selecting the Movable check box allows the user to move the messagewindow into the background and go on with the application. By default, thischeck box is not selected, so that the message window becomes applicationmodal, forcing the user to reply to the message before being able tocontinue the application.
 The Message Help multiline edit allows you to specify help information forthe message window. For further information regarding second-level helptext and information presentation facility (IPF) tags, refer to Chapter 6,“Defining Help.”
 Displaying MessagesHow can these messages be displayed to the user? Once again, the DSPLYopcode does the job.
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Instead of specifying the message text in factor 1, you code the message IDassigned to the message on the Define Messages dialog (see Figure 74),preceded by a asterisk (*) character:
 RPG
 C if %getatr('MAIN':'EMPLIST':'NbrOfSel') = 0C *MSG0001 dsply RCC else
 ** Code to be performed, if there was an entry selected*
 C endif
 The message D-spec in factor 2 representing the style becomes obsolete, asthis information is available through the message ID. However, if you specifya message D-spec in factor 2, it overlies the definition of the Define Messagedialog.
 Instead of the message ID, you can also specify a message definition name,which is linked to the message ID through the MSGNBR keyword:
 RPG
 D NotSelected M MSGNBR(*MSG0001)*
 C NotSelected dsply RC
 This makes your code more readable, as someone looking at the sourcegets an idea of what kind of message is displayed without having to invokethe Define Messages dialog. If you want to keep the message ID variable,you can also code like this:
 RPG
 D Number S 8AD NotSelected M MSGNBR(Number)
 *C movel '*MSG0001' NumberC NotSelected dsply RC
 Replacement VariablesThere is more you can do with this kind of predefined message. Forexample, assume you are designing an application to maintain a list ofemployees. Most probably, there will be a Remove push button to allow the
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user of the application to remove the name of an employee who has left thecompany.
 To avoid an accidental removal, you may want to display a message, whenthe Remove push button is pressed, asking the user to confirm the action.Wouldn't it help to have the information of the selected entry in the messagetext?
 Text SubstitutionTo achieve this, VisualAge for RPG offers the text substitution feature. In theDefine Messages dialog, you can specify replacement variables within themessage text. Replacement variables are entered as a percent sign (%)followed by a number ranging from 1 to 9 (see Figure 75).
 Figure 75. Specifying Replacement Variables in the Edit Messages Window
 These replacement variables are filled with the content of those variablesspecified through the MSGDATA keyword on the message definitionspecification. See Figure 76.
 Chapter 5. Messages 143

Page 168
                        

RPG
 D FirstName S 10AD SurName S 10A
 *D RemoveEmp M MSGNBR(*MSG0002)D MSGDATA(FirstName:SurName)
 *C if %getatr('MAIN':'EMPLIST':'NbrOfSel') = 0C *MSG0001 dsply RCC elseC RemoveEmp dsply RCC if RC = *YESBUTTONC eval %setatr('MAIN':'EMPLIST':'RemoveItem')C = %getatr('MAIN':'EMPLIST':'FirstSel')C elseC eval %setatr('MAIN':'EMPLIST':'DeSelect') = 0C endifC endif
 Figure 76. Coding for Replacement Variables
 In our example, this is the first and last name of the employee. Themessage will be shown as in Figure 77.
 Figure 77. Message Window with Substitution Text
 Did you notice the blanks following the first and the last name? This isbecause VisualAge for RPG is filling up each entire field, defined ascharacters 10 bytes in length. If you want to get rid of these trailing blanks,define the message with just one replacement variable. The variable thenneeds to contain the rest of the message, starting from its first variable part:
 144 VisualAge for RPG

Page 169
                        

RPG
 D RemoveEmp M MSGNBR(*MSG0002)D MSGDATA(RemoveEmpE)
 *D RemoveEmpE S 35A INZ(*BLANKS)
 *C eval RemoveEmpE = %trim(FirstName ) + ' 'C + %trim(SurName)C + ' from the list box?'C RemoveEmp dsply RC
 The message will now be displayed as shown in Figure 78.
 Figure 78. Substitution Text without Blanks
 Message SubfileAnother way of displaying messages in VisualAge for RPG is through amessage subfile part. Like a message window, it is able to displaymessages defined in the Define Messages dialog as well as text provided byyour program logic.
 Whether a subfile message is better or worse than a message windowdepends on the situation.
 Multiple MessagesWhile the message window always displays just one message, a messagesubfile can show multiple messages at the same time. As the user canscroll through the list of messages, this might be the better choice if thesequence of messages is important or if more than one error occurs at thesame time.
 On the other hand, if you have an inquiry message that needs a responsefrom the user, a message subfile doesn't make much sense. It is better touse a message window that allows the user to select one of the displayedpush buttons.
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If you add a message subfile to the GUI of your application, it is alwaysplaced at the bottom of the window frame (Figure 79). It is not possible toplace it elsewhere or resize its width. This is done automatically when thewindow itself is resized. The height of the message subfile can be changedto fit your needs. If more messages are added to the message subfile thancan be displayed at one time, the user will be shown a scroll bar, allowinghim or her to scroll through the messages.
 Figure 79. Example of an Employee List Window with Message Subfile
 Adding MessagesWithin your VisualAge for RPG source code, you can add messages to themessage subfile using its AddMsgID or AddMsgText attributes. While theAddMsgText expects a character string, the AddMsgID needs a numericvariable or literal representing the ID of the message as defined in theDefine Messages dialog.
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In our example, we are issuing messages if no first or no last name wasspecified before pressing the Add push button. If both are missing, wedisplay both messages in the subfile (Figure 80).
 Figure 80. Message Example Window—Subfile with Two Error Messages
 Using a message window here would mean that the user first gets amessage for the missing first name and, after this error is fixed, anothermessage for the missing last name. This is hardly optimal applicationdesign.
 Coding a Message SubfileIn the action subroutine of the PRESS event of the Add push button, afterclearing the message subfile through its RemoveMsg attribute, checks areperformed on the content of the FirstName and SurName entry fields. If theycontain blanks, an appropriate message is added to the message subfile foreach of them, and the focus is set to the first blank entry field (Figure 81).
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RPG
 C read 'MAIN'*
 C eval %setatr('MAIN':'MSGSFL':'RemoveMsg') = 0*
 C if FirstName = *BLANKSC eval %setatr('MAIN':'MSGSFL':'AddMsgID') = 3C eval %setatr('MAIN':'FIRSTNAME':'Focus') = 1C endifC if SurName = *BLANKSC eval %setatr('MAIN':'MSGSFL':'AddMsgID') = 4C if %getatr('MAIN':'MSGSFL':'Count') = 0C eval %setatr('MAIN':'SURNAME':'Focus') = 1C endifC endif
 *C if %getatr('MAIN':'MSGSFL':'Count') = 0
 ** Add the code that adds the item to the list here.*
 C endif
 Figure 81. Adding Messages to the Message Subfile
 The Count attribute makes it possible to determine the number of messagescurrently in the message subfile. If there is no existing message, and allnecessary information has been specified by the user, a new item can beadded to the subfile.
 The code that adds the item to the list will also be enhanced to issue acompletion message into the message subfile. This message, definedthrough the Define Message dialog, contains two replacement variablesrepresenting the first and last name of the employee who was added to thelist.
 To fill the variables with proper values, we are using the MsgSubTextattribute of the message subfile. As we are passing two substitution texts,we need to place a blank between them, so that VisualAge for RPG knowswhere the first ends and the second begins.
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RPG
 C eval %setatr('MAIN':'EMPLIST':'Sequence') = 1C eval %setatr('MAIN':'EMPLIST':'InsertItem')C = NameC eval %setatr('MAIN':'MSGSFL':'MsgSubText')C = %trim(Firstname)C + ' ' + %trim(SurName)C eval %setatr('MAIN':'MSGSFL':'AddMsgID') = 5C movel *BLANKS Name
 The piece of code in Figure 82 shows the action subroutine of the SELECTevent of our message subfile. This event occurs if a message was selectedor deselected by the user. We are using the NbrOfSel, Count, Index,Selected, and GetItem attributes of a message subfile to find the selectedentry. We then focus on the appropriate entry part for which this messagewas issued.
 RPG
 C MSGSFL BEGACT SELECT MAIN*
 C if %getatr('MAIN':'MSGSFL':'NbrOfSel') > 0C 'MSGSFL' getatr 'Count' Count 5 0C 1 do Count Idx 5 0C eval %setatr('MAIN':'MSGSFL':'Index') = IdxC if %getatr('MAIN':'MSGSFL':'Selected') = 1C 'MSGSFL' getatr 'GetItem' MyMessage 255C selectC when %scan('firstname':MyMessage) <> 0C eval %setatr('MAIN':'FIRSTNAME':'Focus') = 1C when %scan('nurname':MyMessage) <> 0C eval %setatr('MAIN':'SURNAME':'Focus') = 1C endslC endifC enddoC endif
 *C ENDACT
 Figure 82. Handling the SELECT Event of the Message Subfile
 We achieved here a functionality similar to the one available during thebuild process of the GUI designer. If errors are found during the buildprocess, double-clicking on the error message in the Error Messages
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window positions you on the source statement that caused the errormessage.
 Messages as LabelsMessages that are defined in the Define Messages dialog can also be usedto set the Label attribute of a part (if the part supports the Label attribute).The following example source shows how this is done:
 RPG
 C eval %setatr('MAIN':'MYTEXT':'Label')C = '*MSG0001'
 The message identifier must be enclosed by single quotes. apostrophes.Therefore, it is not possible to specify the name of a message definitionhere.
 Using messages as labels is very useful, if your intention is to write anNLS-enabled application. If you want to know more about this topic, refer toChapter 7, “National Language Support” for further details.
 Here, we use this feature to implement an information area as it is providedin the GUI designer of VisualAge for RPG in a sample clipboard editor.After defining the informational messages in the Define Messages dialog, wefirst add a static text part, which has a Label attribute, at the bottom of ourGUI for the application as shown in Figure 83.
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Figure 83. Edit Clipboard Window—Example with Static Text Part
 In the VisualAge for RPG source code, we need to add action subroutinesfor the MOUSEMOVE event of those parts, for which help information shouldappear in the information line. The following is the action subroutine for theMOUSEMOVE event of the WRITE push button:
 RPG
 C WRITE BEGACT MOUSEMOVE MAIN*
 C eval %setatr('MAIN':'INFOLINE':'Label')C = '*MSG0003'
 *C ENDACT
 If the user now moves the mouse pointer over different parts of theapplication's GUI, the static text part INFOLINE shows the appropriateinformation (Figure 84).
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Figure 84. Clipboard Example with Information Line
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Chapter 6. Defining Help
 In this chapter, you explore the help facilities of VisualAge for RPG andlearn how to define help text for context-sensitive help and second-levelhelp for messages. We also explain the basics of the InformationPresentation Facility (IPF), which is used to create the .HLP file forapplications, and show you how its tags can be used to create your ownapplication help.
 Context-Sensitive HelpThe first type of help we examine is context-sensitive help. This is the helpfor a part of your graphical user interface. The help window will bedisplayed, if the user presses the F1 function key while the part has got thefocus. Figure 85 shows the help text defined for the Read from the clipboardpush button of our sample clipboard editor.
 Figure 85. Context-Sensitive Help for a Push Button
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LPEX EditorTo add context-sensitive help for a GUI part you must invoke the LPEX editorfrom the GUI designer of VisualAge for RPG via the context menu of thatpart (Figure 86).
 Figure 86. The Context Menu of a Push Button Part
 Selecting the Help text menu choice results in making LPEX load (or create)a .VPF file with the name of your application (see Figure 87). In this .VPFfile, VisualAge for RPG will save the context-sensitive help for all parts ofthe application.
 Default HeaderIf you invoke the Help text menu option for the first time, a default header isadded at the bottom of the .VPF file. The first three IPF tags are alreadythere.
 The .* identifies the line as comment line.
 The :h1. marks a header of level 1. Levels between 1 and 6 are allowed.You can use those headers in your help as well.
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The r e s = (resource) parameter is used by VisualAge for RPG to assignthis piece of help information as context-sensitive help for the part usedto invoke the editor. Therefore, it is important that you don't change thesupplied number. Otherwise, VisualAge for RPG may no longer find thedefined help. The rest of the line represents the header text to bedisplayed at the top of the help window. By default, this contains theVisualAge for RPG name of the part.
 The :p. marks the beginning of a new paragraph in your text. Use thistag every time, if you don't want IPF to attach the subsequent text to theend of the previous paragraph. (Any blank line is removed during thebuild of a .HLP file.)
 In Figure 87, the word Help represents the help text you want to key inas help for the selected part.
 Figure 87. Default .VPF File
 The following IPF source was used as the source for the context-sensitivehelp for the Read from the clipboard push button as already shown inFigure 85:
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IPF
 :h1 res=15.READ FROM CLIPBOARD push button.*:p.Press the :hp2.Read from the clipboard:ehp2. pushbutton to read the content of the system clipboard into the:hp2.Multi-line edit:ehp2. part.
 HighlightingDid you notice the :hp2. and :ehp2. tags? Those are highlighting tags, thatshow the enclosed text as bold . More highlighting tags are available(ranging from 1 to 9), so you can display a text in various styles. Forexample, the :hp1./:ehp1. tags cause the enclosed text to be displayed asitalics.
 After saving the application, the VisualAge for RPG build process alsogenerates the .HLP file using this source. If there is an error in your .VPFfile, the Error List window comes up with an error message telling youwhat's wrong. The Error List window shown in Figure 88 resulted from amissing :ehp2. tag.
 Figure 88. Error List Window Showing a Sample Message
 As we want to show you some more basic tags, let's look at thecontext-sensitive help for the multiline edit part contained in the sampleclipboard editor (Figure 89). In addition to some further highlighting, itincludes an ordered list as well as a note at the bottom.
 Looking at the source, you will see how easily this can be defined. Theitems of the ordered list are enclosed by the tags :ol. and :eol.. Every item ispreceded by a :li. tag. To point the user to an important part of the text,enclose it into the note tags :nt. and :ent., as done in Figure 90.
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Figure 89. Windows Help Window—Help for the Multiline Edit
 IPF
 :h1 res=12.MULTI-LINE EDIT..*:p.The multi-line edit part will hold the content of the system clipboard,when the :hp2.Read from clipboard:ehp2. push button has been pressed.:p.You might change the clipboard's content by directly typing intothis MLE. Its context menu will assist while editing.:p.To delete the entire content from the MLE:ol.:li.:hp2.Move:ehp2. the mouse pointer to the MLEand :hp2.press:ehp2. the right mouse button. The context menu appears.:li.:hp2.Select:ehp2. the :hp1.Select All:ehp1. menu choice.:eol.:nt.All changes not take effect, before you select the :hp2.Write to clipboard:ehp2. push button.:ent.
 Figure 90. Source for Multiline Edit Help Window
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Resource IdentifierNote that the multiline part got a different resource ID assigned as the Readfrom clipboard push button. All parts used in your project will have such aunique resource identifier.
 You may wonder whether it is possible to invoke the editor with the .VPF filejust once and code the context sensitive help for all your parts directly, eventhough you don't know the resource IDs for all the parts. Yes, it's possible.
 You can find the resource ID for a certain part by invoking its propertiesnotebook (Figure 91). In the window's title line, the resource ID is displayedin brackets.
 Figure 91. Properties Notebook with Bracketed Resource ID
 You have to be very careful if you are editing the .VPF file this way,however. Not all parts support the context-sensitive help, and you couldinclude a typo that might cause unpredictable results.
 If you invoke the editor for every part first, then default headers get added tothe .VPF file. You can still edit the .VPF file afterwards. Remember, do nottouch the r e s = parameter if you are not sure.
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The Help Push ButtonProviding context-sensitive help is always a good thing to do. But it mayalso be necessary to implement a Help push button, which, if it is pressed,displays more general help about the application or the currently displayedwindow.
 Adding such a Help push button to our graphical user interface is easilydone. But how to get the help displayed when the push button is getspressed is another matter. Usually, the PRESS event occurs and theassociated action subroutine is executed.
 Redirecting EventsThere is a function in VisualAge for RPG that allows us to redirect thePRESS event of a push button part. On the Action page of its propertiesnotebook (see Figure 92) we can select the Display help radio button, whichwill cause help information to be displayed when the PRESS event occurs.
 Figure 92. Push Button Part Properties Notebook, Action Page
 The help displayed here, however, is the context-sensitive help of the pushbutton part itself. We must then add the help text to the .VPF file. If the Helppush button is pressed now, the help window displaying general help aboutthe application pops up (see Figure 93).
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Figure 93. General Help Window for the Clipboard Editor
 SymbolsIf we look at the source, we can find out how the command-line invocation ofthe sample application is included:
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IPF
 :h1 res=19.General Help.*:p.The :hp2.Clipboard Editor:ehp2. sample application can beused to maintain the textual part of your system clipboard. Graphicalparts in the clipboard are ignored.:p.Click :link reftype=hd res=11.here:elink. to get moreinformation regarding the applications window and its parts.:p.To invoke it from the command line type in the following command::xmp.
 C:&bsl.path&bsl.CLIPBOAR.EXE:exmp.
 That may look strange. It is fairly clear that the :xmp. and :exmp. are thetags used to enclose an example. They change the font to monospaced andswitch automatic reflowing off, so that the lines stay as they were specified.But what about those &bsl. tags? These are predefined symbols, used todisplay a character that may not be on your keyboard. The &bsl. stands forbackslash and inserts the \ character. For a complete list of availablepredefined symbols, please refer to the IPF reference manual.
 Hypertext LinksThere is more to discover in the general help text. In Figure 93, the wordhere is not just underlined, it represents a hypertext link to acontext-sensitive help text of another part. The resource ID as specified forthe r e s = parameter of the :link. tag is 11. Looking through the propertiesnotebooks of the available parts shows that this ID is associated with thewindow part itself.
 If we move the mouse pointer to this word, it changes to a pointing hand.Pressing the left mouse button will show the help defined for the windowpart (see Figure 94).
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Figure 94. Help for the Window Part
 On the window in Figure 94, the words Clipboard Editor are again hypertextlinks. The source in Figure 95 shows that the resource ID is 19, which isassociated with the help defined for the Help push button.
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Embedded ImagesDirectly following the first paragraph in Figure 95, we included a bitmap ofthe application's main window, so that the user can look at the parts of thewindow, which are described further down in the help text. The :artwork.keyword can be used for this purpose.
 IPF
 :h1 res=11.MAIN window.*:p.This is the main window of the :link reftype=hd res=19.ClipboardEditor:elink. application. It is of type :hp1.Window withcanvas:ehp1. and contains all other parts, that make up thegraphical user interface of the sample.:p.:artwork name='CLIPEDIT.BMP' align=center.:p.The other parts used to build the graphical user interface are::ul.:li.a :link reftype=hd res=12.Multi-line edit:elink.:li.a :link reftype=hd res=15.Read fromclipboard:elink. push button:li.a :link reftype=hd res=13.Write toclipboard:elink. push button:li.an :link reftype=hd res=16.Exit:elink. pushbutton:li.a :link reftype=hd refid=HELPPB.Help:elink.push button:li.and an :link reftype=hd res=18.Informationarea:elink.:eul.
 Figure 95. Source Code for the Main Window Help
 Further down in the help text for the window part, we list all parts of theapplication. All have been implemented as hypertext links, allowing the userto jump from one help window to another.
 Please note that we are using the re f id= parameter for the Help pushbutton help. Here, we want to explain the use of the push button itself, notthe display of the general help for the application. So, we use thisreferencing parameter instead of the r e s = parameter. The headerinformation of the corresponding help text definition has to replace the r e s =parameter with an i d = parameter:
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IPF
 :h1 id=HELPPB.HELP push button
 The list itself is an unordered list, instead of the already used ordered list(:ol./:eol.). The begin and end tags for an unordered list are :ul. and :eul..
 Using the IPF tags described (and other IPF tags) enables you to createhelpful and comprehensive information for the user of your application. Theextent to which you need to use these features will depend on usercharacteristics and skill level.
 Displaying Table of ContentsWhen the user invokes help via F1 or the Help push button, the standardWindows 95 or Windows NT help facility is used. This also allows the user todisplay the table of contents of the entire help file by pressing the Contentspush button. For our VisualAge for RPG sample application, the table ofcontents consist of all header tag (:h1-6.) entries defined in the IPF sourceas hypertext links in the order they were added to the .VPF file (seeFigure 96).
 Figure 96. Sample Table of Contents of a Help File
 All are at the same level, and VisualAge for RPG adds an entry to the file,representing the application's name (HELP00 in this case).
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To change the heading, you can replace some of the :h1. entries with :h2. oranother heading tag. Rearranging the help text can also be used to changethe sequence of the table entries.
 The additional entry comes from another file residing in the source directoryof your application. The .IPF file shown below controls the .VPF and the .IPMfiles used to create the .HLP file: (The .IPM file contains the second-leveltext for predefined messages. This is discussed in further detail in“Second-Level Help for Messages.”)
 IPF
 :userdoc.:h1. Help00:p. Help00..im Help00.ipm.im Help00.vpf:euserdoc.
 Commenting the :h1. and :p. lines out removes this additional item from thetable of contents (Figure 97).
 Figure 97. Altered Sample Table of Contents
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Second-Level Help for MessagesThe other type of help text available within VisualAge for RPG issecond-level help for messages, which is also defined using IPF.
 To add help information for a predefined message, invoke the Definemessages dialog. If you select the Edit push button the Edit Message windowcomes up. In Figure 98, this window shows the confirmation message forthe Exit push button of our sample clipboard editor.
 Figure 98. Adding Message Help in the Edit Message Window
 In the Message Help multiline edit field, you can add the help information forthe message. Doing this will result in adding a Help push button to themessage window (Figure 99 ).
 Figure 99. Message Window with Additional Help Push Button
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Pressing the Help push button (or the F1 function key) provides additionalinformation to the user as to why the message occurred, and whatconsequences selecting Yes will have (Figure 100).
 Figure 100. Help for the Exit Push Button
 As mentioned, the information specified in the Message Help multiline editfield is stored as an IPF source file with the extension .IPM in your project'sdirectory. Therefore, instead of using quotation marks or uppercase tohighlight text portions, you can use IPF tags to format the information. If, forexample, you want the Yes and No push buttons displayed as bold , add the:hp2. and :ehp2. IPF tags (see Figure 101).
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Figure 101. Use IPF Tags in the Message Help Multiline Edit Field
 Please note that we also made the words Multiline edit a hypertext link tothe context-sensitive help information for that part of the GUI. This allows usto reuse this already available piece of help information in the second-levelhelp text of a message. If you do, the help text now shows up as shown inFigure 102.
 Figure 102. Message Help Window MSGOOO5 with IPF Tags
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If we look at the table of contents (Figure 103), we can see that thesecond-level help text has been added to it.
 Figure 103. Table of Contents with Second-Level Topics
 Every second-level help text is shown as an entry at the top of the list. Tochange this so that the messages appear at the end of the list, look at the.IPF file of your project, which controls the other files (.VPF and .IPM) duringthe build:
 IPF
 :userdoc..* :h1. Help02.* :p. Help02..im Help02.ipm.im Help02.vpf:euserdoc.
 Among other things, the .IPF file controls the sequence of the .IPM and .VPFfile. Through the .im tag, the .IPM file gets imbedded into the help file first,followed by the .VPF file. Replacing these two .im lines makes the messagehelp appear below the context-sensitive help topics (Figure 104).
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Figure 104. Table of Contents with Second-Level Help at the Bottom
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Chapter 7. National Language Support
 In this chapter, we discuss the national language support features ofVisualAge for RPG. We point out the areas where problems can occur whendeveloping applications for different languages, and we also show youcoding techniques that make your code more language independent.
 Labels in GUI PartsFirst, we look at the design phase of a graphical user interface. Many of theparts you are using to compose the windows of your application have TEXTand LABEL attributes. They may be specified directly through the propertiesnotebook of these parts. For example, look at Figure 105. It shows the GUIof the Container example shipped with VisualAge for RPG. Any textdisplayed here, such as the window and container titles, the push buttonlabels, or the static text represents attributes that were specified whileputting the parts for the GUI parts together.
 Figure 105. GUI for Container Example
 The advantage of this approach is that you need not alter these settingswithin your RPG code. If these attributes need changes during run time, as
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for implementing an information area such as the GUI Designer, a SETATRopcode has to be coded.
 Label SubstitutionIf you are focusing on writing an application that is independent of nationallanguage, hardcoding TEXT and LABEL attributes into the GUI itself is not agood approach. You must then change these attributes for all affected partsthrough your RPG code when starting the application—for example, for theCREATE event of the window. Therefore, you would have to maintaindifferent versions of your RPG code for every language you intend tosupport.
 The better alternative is to use label substitution instead. This can bespecified for any TEXT and LABEL attribute by coding a caret sign (^ )followed by a free label name. In Figure 106, the originally specified title ofthe window is replaced by the substitute label ^Title, which is definedthrough the properties notebook.
 Figure 106. Window Part Properties Notebook, General Page
 All parts that support TEXT and LABEL attributes and that allow you tospecify them through their properties notebook such as windows, static text,push and radio buttons, check and group boxes, notebook pages, and menuitems also allow you to use label substitutions instead.
 172 VisualAge for RPG

Page 197
                        

Label NamesWhen coding for label substitution, always use label names that reflect thepart they are used for. It is good coding style to use the real attribute valueof a part as its label name. For example, the label substitution name for theClose push button could be ^Close. Figure 107 shows the Containerexample using label substitution for all TEXT and LABEL attributes.
 Figure 107. Container Example with Label Substitution
 While designing the GUI, keep in mind that the size of the values you wantto put into TEXT and LABEL attributes differ significantly from one languageto another. Therefore, make sure that the parts are large enough to hold theentire text or label for any of the supported languages. However, as this canresult in too large a distance between an entry field part and a describingstatic text part, such as the VSpacing and HSpacing static text parts in theContainer example. Take the additional step of making sure that the TEXTattribute is aligned to the right of the part (Figure 108).
 Figure 108. VSpacing and HSpacing Static Text Parts
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Compiling and running this application now would result in a windowshowing the names of the label substitutes as their TEXT and LABELattributes. To change this, open the Define Messages dialog. As shown inFigure 109, a label message has been generated for each of the labelsubstitutions specified in the GUI.
 Figure 109. Define Messages Dialog
 You can edit the message text for every label to show the correct value forthe TEXT and LABEL attributes of all parts of the GUI. You don't need to gointo any properties notebook to change these attributes. However, there aremore benefits than this when using label substitution instead of justhardcoding static text, and they are discussed in “Message Versions.”
 First, lets look into another area, where hardcoding might prevent you fromdeveloping a language-independent application: the RPG source code.
 RPG Constants and LiteralsIt may sometime be necessary to change the TEXT and LABEL attribute fora certain part within your RPG source. For example, if you would like toinsert an information area that gives the user help information for a part themouse pointer is pointing to, you must code an action subroutine for theMOUSEMOVE event:
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RPG
 C EXIT BEGACT MOUSEMOVE MAIN*
 C eval %setatr('MAIN':'INFOLINE':'Label')C = 'Press this button to exit the 'C + 'application.'
 *C ENDACT
 This is burdensome in an NLS environment. You can easily replace theliteral by a constant or variable name defined in the D-Specs, but you muststill maintain a different version of your RPG source for every supportedlanguage.
 Using MessagesYou can get around this difficulty by using messages. First, you define anappropriate message through the Define Messages dialog and then assign itto the attribute of the part as follows:
 RPG
 C EXIT BEGACT MOUSEMOVE MAIN*
 C eval %setatr('MAIN':'INFOLINE':'Label')C = '*MSG0001'
 *C ENDACT
 Using this coding technique makes your RPG source independent of thelanguage. You then have to change the message text through the DefineMessage dialog, where you already placed all your substitute labels.
 The same approach should be used for the DSPLY opcode. Never use theMSGTEXT keyword when defining a message variable in the D-Specs:
 RPG
 D MsgTxt M MSGTEXT('Value is invalid')D OK M STYLE(*HALT)D BUTTON(*OK)
 *C MsgTxt dsply OK rc 9 0
 Instead, define a message for that literal and specify the MSGNBR keyword:
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RPG
 D MsgTxt M MSGNBR(*MSG0001)D OK M STYLE(*HALT)D BUTTON(*OK)
 *C MsgTxt dsply OK rc 9 0
 ConstantsIf you need to define constants in your program and have them appear tothe user, place the D-specs into a /COPY member and prepare separateversions for every supported language. You can then use the conditionalcompile feature of VisualAge for RPG to have the proper /COPY memberincluded. The coding is as follows:
 RPG
 D/IF DEFINED(ENGLISH)D/COPY I:\VARPG\MyConst.ENU
 *D/ELSEIF DEFINED(GERMAN)D/COPY I:\VARPG\MyConst.DEU
 *D/ELSED/COPY I:\VARPG\MyConst.DFT
 *D/ENDIF
 On the Build Options dialog (see Figure 110) you can now specify theappropriate condition name through the User defines entry field:
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Figure 110. Build Options Dialog, Compile Page
 Message VersionsNow that we have converted much of the former static text to messages,let's see how to get multiple versions of our messages.
 All messages defined through the Define Messages dialog, regardless ofwhether they are used as a substitution label, for the DSPLY opcode, or fora message subfile, are stored in a single ASCII file in your project. The file,which has an extension of .TXM, can be found in the source directory ofyour application (see “Help Text” for information regarding the handling ofthe second-level help text for messages). For the modified Containerexample, the content of this message file looks like the list in Figure 111.
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Flat f i le
 MSGMSG0001P: Employee Number must be specifiedMSG0002P: Employee Name must be specifiedMSG0003I: as Chil&dMSG0004I: &Add RecordMSG0005I: &ArrangeMSG0006I: &ClearMSG0007I: &CloseMSG0008I: VARPG Container ExampleMSG0009I: &DetailMSG0010I: HSpacingMSG0011I: &IconMSG0012I: Enter data in the entry fields below, and press Add ...MSG0013I: NameMSG0014I: Employee NumberMSG0015I: &RemoveMSG0016I: VARPG - Container ExampleMSG0017I: &TreeMSG0018I: &Tree lineMSG0019I: VSpacingMSG0020I: &View
 Figure 111. Message File for the Container Example
 To reproduce this message file for another language, create a copy of itfirst. You can then use an ASCII editor to key the translated message textinto the original .TXM file. However, make sure that the sequence of themessages in the file remains unchanged.
 It is probably a better idea to copy the .TXM file to something likexxxENU.TXM (to reflect it contains the messages in English language) andthen modify the message text in the original .TXM file through the DefineMessages dialog for whatever language you want to support (seeFigure 112). You can make another copy of this changed version of the.TXM file afterward, such as xxxDEU.TXM if it contains the German version.
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Figure 112. Defining German Versions of the Messages
 While translating the label messages for parts that have a mnemonic keyassigned (by specifying an & in front of the character representing themnemonic), try to keep the same characters for all supported languages.This makes your application more consistent. This is especially important ifyou are developing a multinational application (refer to “MultilanguageApplication” for further details).
 During compilation, the only thing that happens to messages is that the.TXM file is copied from the source directory of your application to theRT_WIN32 or RT_WIN subdirectory. So, for example, if you compile theContainer example with the English message file active (ContaENU.TXMrenamed to Containe.TXM), the GUI looks like the original version shippedwith VisualAge for RPG (refer to Figure 105).
 However, copying the ContaDEU.TXM file with the German messages asContaine.TXM file into the RT_WIN32 subdirectory and calling the applicationagain makes it look like Figure 113.
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Figure 113. GUI in German Language for the Container Example
 For any additional language you need to support, you need only add andmaintain another .TXM file for your application.
 Column HeadingsThere are two parts, the subfile and container part, that can have columnheadings for the contained columns. The only place where these columnheadings can be changed is the properties notebook for each of the twoparts. Achieving an NLS-sensitive solution is still doable.
 Let's look at the detail view of the Container example as shown inFigure 114. This view can be selected by the user through the pop-up menuof the container. Doing so adds a line of column headings below thecontainer's title but above the records in the container.
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Figure 114. Detail View of Container Part
 These headings always show the information specified on the Propertiesnotebook of the container part. Figure 115 shows the properties for thesecond column of the container part in the Container example.
 Chapter 7. National Language Support 181

Page 206
                        

Figure 115. Properties of Column Number
 To solve this problem, we add another static text part to the GUI of ourapplication (Figure 116). We place it, where the column headings of thedetailed view of the container part appear. The background and font havebeen changed, so that it resembles the original column headings.
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Figure 116. Adding a Static Text Part
 Its LABEL attribute contains the label substitution ^Header, so that we willbe able to maintain different headers for each language through themessage file (see Figure 117 which shows the German version).
 Note the vertical bar (|) character as the first character of the message. Thisprevents VisualAge for RPG from removing the leading blanks needed toadjust the column headings.
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Figure 117. Change in the ^Header Substitution Label—Edit Message Window
 There is still some work left. The column headings are displayed only for thedetail view of the container. We need to deselect the VISIBLE attribute onthe Properties notebook of the static text part and make it visible only if theuser selects the Detail menu item from the pop-up menu:
 RPG
 C MNI00043 BEGACT MENUSELECT FRA00038*
 C 'CT1' Setatr 3 'View'C 'CT1HDR' Setatr 1 'Visible'
 *C ENDACT
 It is important to have the VIEW attribute of the container-changed first.Otherwise, the static text part with the column headings will be overlaid bythe container part. Additionally, we need to make sure that another eventdoesn't overlay the container the static text part. For example, selecting theRemove menu item from the pop-up menu of the container results in anupdate of the container part, which would overlay the static text. Therefore,at the end of these events, we need to update the static text part as well:
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RPG
 C MNI00048 BEGACT MENUSELECT FRA00038*
 C 'CT1' Getatr 'FirstSel' TmpID 6 0C 'CT1' Setatr TmpID 'RemoveRcd'C if %getatr('FRA00038':'CT1HDR':C 'Visible') = 1C 'CT1HDR' Setatr 0 'Visible'C 'CT1HDR' Setatr 1 'Visible'C endif
 *C ENDACT
 Finally, if the user selects another view, we will switch the VISIBLE attributeoff again.
 Figure 118 shows the detail view of the modified Container example with thenew column headings in German.
 Figure 118. Modified Dialog View, German Version
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Help TextAn integral part of an application is the help feature. Let's see how we canachieve to have help text in the same national language as the applicationitself.
 If you have added some help text through the pop-up menus of the differentparts of your window or the Define Messages dialog, VisualAge for RPGstores it into three different files, that are used to create a .HLP file:
 .IPF The file with this extension contains all control informationneeded to create the .HLP file.
 .VPF This file contains the stored help text that has been specified forthe parts help.
 .IPM This file stores the second-level help text stored for messagesthat were defined through the Define Messages dialog.
 To create separate versions of help text for every supported language, makea copy of these three files that are stored in the source directory of yourapplication (for example, use ContaENU to save the English version of thesefiles).
 Now, through the GUI Designer, change the help information of the originalfiles to another language. Use the Help text menu items from the pop-upmenus of the parts to change the help text to another language. For thesecond-level help text go to the Define Messages dialog.
 After saving the project, make another copy of the .IPF, .VPF, and .IPM filesto preserve the translated versions of these files.
 You can also use an ASCII editor to make the necessary changes, but if youdo, be careful to preserve the references of the different help textparagraphs to their corresponding parts of the GUI. In the .IPM file, do notchange any information in header lines such as
 IPF
 :h1 res=99.MSG0001
 A change would corrupt the connection between the message identifier andthe second-level text associated with it.
 In the .VPF file, do not change or remove the heading tags or the resourceID. These are essential if VisualAge for RPG is to find the correct help forparts of the graphical user interface.
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An English IPF entry and the corresponding German text IPF entry is shownhere:
 IPF
 .*:h1 res=57.List of added items.*:p.Press the right-hand mouse button to get a pop-up menu with allavailable operations you are allowed to perform on the container andits items.
 IPF
 .*:h1 res=57.Liste der hinzugefuegten Saetze.*:p.Druecken Sie den rechten Mausbutton um ein Menu mit allenFunktionen zu bekommen, die Sie auf dem Container bzw. denenthaltenen Saetzen ausfuehren duerfen.
 The text immediately following the r e s = tag should be translated, as it getspresented to the user as the header information for the help text (refer toFigure 119).
 Figure 119. Help Text for the Container Part—German version
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Building the Help FileNow, where we have edited the sources needed to build the .HLP file, howdo we actually get it created?
 There are two options to choose from:
 Change the names of the .IPF, .IPM, and .VPF files of the language forwhich you want to create the .HLP file back to their original names andinvoke the build from the GUI designer.
 Perform only those steps of the build process manually, that are neededto create the .HLP file.
 For the second option, consider the following sample batch file,
 Batch file
 d: \adtswin \system \ ipfxlate.exe imbed %1.ipf imbed.ipfd:\adtswin\system\ipfxlate.exe rtf imbed.ipf %1.rtfd:\adtswin\system\hcrtf.exe -xn %1.hpj
 Here, d: is the drive on which you installed VisualAge for RPG and %1 is thename of your application. You need to rename the language-specific .IPF,.IPM, and .VPF files to the applications defaults before calling this batch file.A new .HLP file will be created. Copying it to the RT_WIN32 subdirectory willmake it the active .HLP file during run time.
 Multilanguage ApplicationUp to now, we have learned how to create an application for a specificlanguage, depending on the source files we specify for the build process.But what about a multilanguage application?
 Assume you want to create an application that first displays a window inwhich the user can choose a language and then shows information to theuser in the chosen language. For example, an airport information terminalthat serves travelers from all over the world should be able to directtravelers to different facilities of the airport in any of several languages.
 To make our Container example a multilanguage application, we first createthis starting window. It could, for example, look like Figure 120, where flagsof the different countries are used to allow the user to identify the preferredlanguage.
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Figure 120. Window to Select a Language
 If one of the graphic push buttons is pressed, the window should disappearfrom the screen, while Container example window FRA00038 is shown,displaying all information in the chosen language. To achieve this, we beginby deselecting the Open Immediately check box from the Properties windowof the Container example. We will then add the following action subroutinefor the PRESS event of all graphic push buttons (the English version isshown here):
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RPG
 C ENGLISH BEGACT PRESS MAIN*
 C eval %setatr('*COMPONENT':'*COMPONENT':C 'MsgFile') = '.\\ContaENU.TXM'
 *C callp ChgHlpFile('ENU')
 *C eval %setatr('MAIN':'MAIN':'Visible') = 0
 *C showwin 'FRA00038'
 *C ENDACT
 The MsgFile attribute of the *COMPONENT part is used, to have theVisualAge for RPG runtime environment search in the specified message filefor messages that couldn't be found in the .TXM file that has the same nameas the application.
 As we want the VisualAge for RPG runtime to find all messages in thespecified alternate .TXM file, we provide an empty original .TXM file. Thisneeds to hold just one line containing the keyword MSG. For everysupported language, we also provide an alternative .TXM file with allmessages used by the application.
 Depending on the pressed image push button, we then switch among thesedifferent alternate .TXM files.
 We also prepare different versions of the .HLP file, one for every supportedlanguage. To make sure the help texts are displayed from the correct .HLPfile, invoke the procedure ChgHlpFile with the following prototype:
 RPG
 D ChgHlpFile PR CLTPGM('.\\CHGHLPF.BAT')D PartName 3A VALUE
 Behind this procedure stands a simple batch file, which deletes the currentversion of the application's .HLP file and recreates it using the version in thechosen language:
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Batch file
 @echo off@del CONTAINE.HLP >nul@copy CONTA%1.HLP CONTAINE.HLP >nul@echo on
 Finally, if the Close push button is selected here, the application should notend, but return to the language selection window. Therefore, we do not setLR to *ON, but close the Container example window and make the menuselection window visible again, as follows:
 RPG
 C PSB0003B BEGACT PRESS FRA00038*
 C clswin 'FRA00038'*
 C eval %setatr('MAIN':'MAIN':'Visible') = 1*
 C ENDACT
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Chapter 8. Managing Projects
 In this chapter, we show you more about VisualAge for RPG projects, theirstructure, and how they can be manipulated using the project organizer andthe available tools. We also show you how to deal with nonvisualcomponents. Finally, we offer you some guidelines you can use if you aredeveloping applications together with other programmers and you wantthem to share their work.
 Project StructureRegardless of whether you are developing a VisualAge for RPG applicationor a component, VisualAge for RPG always refers to the development as aproject. This term is basically a virtual folder, which holds all the associatedfiles logically together and defines the actions and tools available for theentire project or parts of it.
 Creating a ProjectA project is created whenever you save the development environment for aVisualAge for RPG application for the first time using the Save asApplication dialog (see Figure 121). You assign a name to it and specifywhether you want to have a VisualAge for RPG application created or aVisualAge for RPG component.
 Figure 121. Save as Application Dialog
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If you select the New component check box, a VisualAge for RPG dynamiclink library is created as the target object of the build process, which maybe called by other VisualAge for RPG components. However, if you selectthe New application check box, an EXE file will be created in addition to theVisualAge for RPG DLL, allowing you to invoke the DLL and passparameters to it.
 Source FilesTo hold all the different source files of the project, a source directory withthe name specified in this dialog is created. The following list shows thepossible file extensions and a brief description of their content: (All fileshave the same source file name as specified in the corresponding entry fieldof the Save as Application dialog.)
 .VPG This file contains all VisualAge for RPG source code you havecoded.
 .TXM This file contains the predefined messages.
 .ODF This file contains the information about the windows and thecontained parts of your application. It also contains the linkinformation to the associated action subroutines and is used tocreate the .ODX file.
 .TXC This file contains the text that was added as technical descriptionin the properties notebook of the different GUI parts.
 .IPF This file contains the control information needed to create the.HLP file using the .IPM and the .VPF files.
 .IPM This file contains the second-level help text specified for thepredefined messages.
 .VPF This file contains the context-sensitive help information for thedifferent parts of the GUI.
 .TRC Whenever a problem occurred during the last build process, thisfile contains the executed commands and all resulting messages.
 .EVT This file contains feedback information about the compiler, whichis displayed in the Error list window.
 .LST This file contains the compiler listing created on the last build.
 .RC There can be several of these resource files. They are used tocreate the links between the context-sensitive help and thedifferent parts of the application or component.
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Runtime FilesAdditionally, two subdirectories are added to the project's source directoryto hold the runtime files of the application or component. SubdirectoryRT_WIN32 holds the files created by a Windows 95 or Windows NT build,while RT_WIN contains the Windows 3.1 version of the files, after thecorresponding build is performed. The following list shows the possible fileextensions and their meaning:
 .DLL This file contains the executable code for the VisualAge for RPGapplication or component.
 .EXE The .EXE file is created for a VisualAge for RPG application onlyand allows invoking the application's DLL.
 .ODX The .ODX file contains all the information about the GUI of theapplication or component and the links to the associated actionsubroutines.
 .HLP This file contains the context-sensitive help information as wellas the second-level help text for predefined messages.
 .TXM This file contains the information on all messages definedthrough the Define messages dialog.
 .RST The .RST file contains all the server aliases, file overrides, dataarea overrides, program overrides, and lock level informationyou define for your application using the Define AS/400information notebook.
 .BND The .BND file is created if your application contains embeddedSQL statements and the Bind file check box on the DB2 page ofthe Build options notebook is checked. It contains all informationnecessary to perform a bind to the DB2 database to be accessed.
 Project FileAll the information specified in the Save as Application dialog is saved into aproject file with the project name as file name and an extension of IVG. Thisis now used as an entry point to the project and all of the availableVisualAge for RPG utilities require this file in order to find their way to thedifferent parts of the project. For example, if you would like to load acertain VisualAge for RPG application or component into the GUI designer,the Open Component dialog expects you to specify the correspondingproject file (see Figure 122).
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Figure 122. Open Component Dialog
 As you can see in the sample IVG file below, the build options for Windows95 or Windows NT buildOpts and Windows 3.1 buildWinOpts are alsoincluded in this file. Therefore, do not touch this file. If you should corrupt itscontent, the VisualAge for RPG utilities may be unable to read it any more.For example, if you split the build option lines, so that they span more thanone line, the continuations are ignored when loading the project. Thesample IVG file is as follows:
 Project ( IVG) fi le
 -VRPG300ProjectInfosourceDir=I:\VARPG\SqlSampltargetPgm=SQLSampl.EXEbuildOpts=0 /GL 10 /Ti /RN /RT /SVC /SVG /L /LX /LV /LC /LD /LE ...buildWinOpts=0 /TW /GL 10 /Ti /RN /RT /SVC /SVG /L /LX /LC /LD ...
 Where the IVG file is physically stored depends on the type of object youhave specified in the Target folder or Project entry field of the Save asApplication dialog. If an ordinary Windows 95 or Windows NT folder isselected, the IVG file is put into the corresponding drive or directory.
 However, if you specify another project here, the IVG file is stored in thesource directory of that project. The saved project then shows up as asubproject of the enclosing project.
 Using this method of saving a project allows you to group different projectstogether. You can organize complex applications into project hierarchies,
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which give you a visual perspective of how your code is structured (seeFigure 123). It also enables the different VisualAge for RPG utilities (refer toTable 6) to take care of these subprojects, if they perform an action on theenclosing project.
 Figure 123. Complex Project Hierarchy
 Only the project file of the component is stored into the source directory ofthe enclosing application or component. The source as well as the runtimefiles of the subcomponent remain in their own source directory structure.
 Utilities and ActionsVisualAge for RPG offers a large variety of utilities, that allow to performactions on the different parts of your projects. They all have in common thatthey know how to read and interpret the content of a project's IVG file andkeep the structure of a project consistent when they work with its parts.
 For example, if you would like to rename the source directory of yourproject, it is not sufficient to use the Rename function provided in theWindows 95 or Windows NT explorer, or execute the RENAME command in aDOS prompt. As these tools won't update the content of the project's IVG
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file, the project structure would be destroyed. The GUI Designer would nolonger be able to locate the files of the project. The Rename Utility ofVisualAge for RPG, however, takes care of these dependencies and makesall necessary changes.
 Utility DescriptionIn Table 6, all available VisualAge for RPG utilities as well as the actionsthey perform are listed. Additionally, hints are provided about their usage.
 Table 6 (Page 1 of 5). VisualAge for RPG Utilities
 Utility Action(s) Additional Considerations
 GUI Designer This is the central utilitywhen developing VisualAgefor RPG applications. It canbe used to design the GUI ofyour application andincorporates many otherutilities to create andmanipulate the differentparts of a VisualAge for RPGproject.
 The Save As item of theProject menu can be used tocombine a duplicate and arename of the currentlyloaded project.
 ProjectOrganizer
 The Project Organizer givesyou a graphical view of yourproject structure. It alsoallows the invocation ofmany of the other VisualAgefor RPG utilities.
 LPEX Editor The LPEX editor is used toedit or browse the sourcecode of your application orcomponent. Additionally, youcan browse the compilerlisting and maintain the IPFsource of your helpinformation.
 Build All runtime files of yourapplication/component arecreated. The build utilityinvokes the VisualAge forRPG as well as the IPFcompiler. If all parts havebeen created successfully,the files are placed into theproper runtime subdirectoryof the project.
 The runtime files are alsocopied to the TESTsubdirectory of the ADTSWINdirectory. Refer to the Runand Debug utility entries foradditional information.
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Table 6 (Page 2 of 5). VisualAge for RPG Utilities
 Utility Action(s) Additional Considerations
 Error list The .EVT file of the project,which was created by theVisualAge for RPG compiler,is read and its content isdisplayed. A double-click ona listed message displaysthe corresponding line in theLPEX editor.
 Run This utility allows theexecution of a VisualAge forRPG application on adevelopment workstationwithout having the VisualAgefor RPG runtime installed.
 The runtime files in theproject's RT_WIN32 (orRT_WIN) subdirectory areused by this utility. For anycomponent that is started bythe application, the runtimefiles in the TESTsubdirectory of the ADTSWINdirectory are used.
 Debug The selected VisualAge forRPG application can bedebugged. Othercomponents that get startedby the application can beadded by the active utility.
 The runtime files in theproject's RT_WIN32 (orRT_WIN) subdirectory areused by this utility. For anycomponent that is started bythe application, the runtimefiles in the TESTsubdirectory of the ADTSWINdirectory are used.
 Duplicate The project's IVG file isduplicated into the specifiedfolder or project and allsource and runtime files arecopied to a new sourcedirectory.
 Only the project and sourcedirectory name are alteredfor the duplicated project.The file names remainunchanged.
 Rename Any of the followingattributes of a VisualAge forRPG projects can bechanged with this utility:
 the project name
 the file name
 the source directoryname
 Do not rename a project thatis currently loaded into theGUI Designer.
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Table 6 (Page 3 of 5). VisualAge for RPG Utilities
 Utility Action(s) Additional Considerations
 Delete All source and runtime filesof a project as well as itsIVG file are deleted.
 This includes the IVG file ofany subproject. However,the associated source andruntime files are not deleted.Therefore, in this case, it isbetter to delete thesubprojects, first.
 Not included are theversions of the runtime filesthat were copied to the TESTsubdirectory of the ADTSWINdirectory.
 Do not delete a project thatis currently loaded into theGUI Designer.
 Check-In A VisualAge for RPG projectis checked in as a part intoan Application DevelopmentManager/400 projecthierarchy. Any ADM/400 partlock is released.
 See “Share Your Work” forfurther details.
 Check-Out A VisualAge for RPG projectis checked out from theApplication DevelopmentManager/400 projecthierarchy it was previouslychecked into. Thecorresponding ADM/400 partis locked to prevent otherusers from checking out thesame ADM/400 part as well.
 See “Share Your Work” forfurther details.
 Extract A VisualAge for RPG projectis checked out from theApplication DevelopmentManager/400 projecthierarchy it was previouslychecked into without beinglocked.
 See “Share Your Work” forfurther details.
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Table 6 (Page 4 of 5). VisualAge for RPG Utilities
 Utility Action(s) Additional Considerations
 Backup The source and runtime filesof a project are compressedand saved as members ofeither a database file or asource physical file in aspecified library on theAS/400.
 The name for both filescorresponds to the namespecified for the files of theproject with an additionalending of 'DF' for thedatabase file (binary format)and 'SF' for the sourcephysical file (text format).
 All subprojects included in aproject selected for backupare also saved into thesame library on the AS/400.Each will result in a separateset of the two AS/400 files.
 Restore A previously savedVisualAge for RPG project isreceived from the AS/400and its entire structure isrestored on the workstation.
 The project might berestored to a differentworkstation or to a differentdirectory on the sameworkstation. The newlocation can be specifiedduring the restore.
 Possible subprojects must berestored separately.
 ApplicationPackaging
 The files in the RT_WIN32 orRT_WIN subdirectory of aproject as well as theruntime files in thecorresponding subdirectoryfor any subproject arepackaged to a diskette orinto a directory.
 Optionally, the VisualAge forRPG runtime code ispackaged as well.
 It is also possible to packageonly the VisualAge for RPGruntime. In this case, it isokay if no project name isspecified in the appropriateentry field.
 Define ServerLogon
 This utility allows defininguser ID and password fordifferent AS/400 servers.Each time an applicationneeds to connect to one ofthe defined AS/400 servers,the specified user ID andpassword are used insteadof prompting the user.
 This utility is not onlyavailable on thedevelopment workstation,but is also shipped as part ofthe VisualAge for RPGruntime.
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Table 6 (Page 5 of 5). VisualAge for RPG Utilities
 Utility Action(s) Additional Considerations
 Define AS/400Information
 This utility allows editing thecontent of the .RST file of aVisualAge for RPGapplication or component.
 The utility is shipped as partof the VisualAge for RPGruntime and, therefore,might also be used toconfigure the applicationaccording to theenvironment it will run in.
 Migration The source files of aV3R6M0 or V3R1M1 projectare migrated to a VisualAgefor RPG project for V3R2M0.
 Before migrating the sourcefiles, make sure they are alllocated in one directory. Themigration utility will notconvert files contained inany subdirectory.
 The directory must containthe .ODF file of the project.
 ComponentPackaging
 The files of a VisualAge forRPG project are compressedand packaged to thespecified target diskette ordirectory. You can select, viacheck boxes, whether theruntime, the source, or bothtypes of files should beincluded into the package.
 See “Share Your Work” forfurther details.
 ComponentInstallation
 The IVG file of a projectpreviously packaged usingthe Component Packagingutility is added in thespecified target folder orproject. The source files areinstalled into thealso-specified sourcedirectory.
 See “Share Your Work” forfurther details.
 User-definedPart
 Packaging
 The selected user-definedpart is packaged to thespecified target diskette ordirectory.
 See “Share Your Work” forfurther details.
 User-definedPart
 Installation
 The selected previouslypackaged user-defined partis added to the parts catalogas well as the parts paletteof the GUI Designer.
 See “Share Your Work” forfurther details.
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Now that we know what utilities are available, let's see how they can beinvoked.
 Using UtilitiesThe first place to go is into the Start menu of Windows 95 or Windows NT(see Figure 124). A menu item ADTS Client Server for AS/400 is added tothe Programs menu during installation of the product. This in turn containsmenu items for the different parts of the Application Development ToolsetClient Server/400 license program. Selecting the menu item VisualAge forRPG opens a list of many of VisualAge for RPG's utilities.
 Figure 124. Start Menu Chain
 This is the place, where you most probably will start the GUI Designer forthe first time.
 TaskbarIt is a fairly long way from the initial Start button to this last menu, so theApplication Development Toolset Client Server/400 offers its own Applicationbar (see Figure 125), which has a look and feel similar to those of thetaskbar of Windows 95 or Windows NT. Its VisualAge for RPG button opens alist with the same utilities.
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Figure 125. ADTS CS/400 Application Bar
 To invoke this bar, select the Start VisualAge menu item from the ADTSClient Server for AS/400 menu (see Figure 124) or start the BAR400.EXEprogram. Like the Windows 95 or Windows NT taskbar, you can move it toanother side of your screen by selecting it with the left-hand mouse buttonand dragging it to the new location. Through its context menu, you can alsospecify whether the bar is to always be on top of any other window andwhether it disappears as soon as it loses the focus.
 Most of the utilities can also be invoked by selecting an action from thecontext menu of a project's IVG file (see Figure 126). When a menu item isselected, the corresponding utility is started, passing it the name of the IVGfile. The Edit action, for example, starts the GUI Designer immediatelyloading the project it was selected for.
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Figure 126. Context Menu of an IVG File
 If you look at the File Types page of the Options notebook, which can beinvoked via the corresponding menu item in the View menu of a folder orWindows 95 or Windows NT Explorer. The file type VisualAge for RPGproject was added during the installation of VisualAge for RPG andrepresents the files with an extension of IVG.
 Editing one of the actions defined for this file type shows you its commandline interface (see Figure 127).
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Figure 127. Edit an Action of the VisualAge for RPG Project File Type
 If you select the Open action from the context menu of a IVG file, VisualAgefor RPG's Project Organizer is started, which allows you to invoke many ofthe utilities through its Project menu.
 Despite the fact that it also gives you a good overview of the structure ofyour project, it offers an option available nowhere else. The Target typemenu item of its Settings menu (Figure 128) allows you to change the typeof the project: VisualAge for RPG application or component.
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Figure 128. Changing the Type of a Project
 If this or any other option has been grayed out, check whether the projecthas been loaded into the GUI Designer. As the project's IVG file is updatedwhen the type is changed, the menu item is available only for a project notcurrently loaded.
 Last but not least, the GUI Designer allows you to invoke the differentutilities. Some are invoked implicitly, such as the editor, if an actionsubroutine should be coded. Others, such as the build, run, or debug utilitiesare executed explicitly by selecting the corresponding menu item from theProject menu or the toolbar item. Its Window menu even offers a ProjectOrganizer option to invoke the Project Organizer for the currently loadedproject.
 There are many different places from which to invoke the VisualAge for RPGutilities. However, Table 7 offers you an overview.
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Table 7 (Page 1 of 2). Invoking VisualAge for RPG Utilities
 Utility Command line interface
 Sta
 rtor
 App
 l.B
 arM
 enu
 GU
 ID
 esig
 ner
 Pro
 ject
 Org
 aniz
 er
 IVG
 Con
 text
 Men
 u
 GUI Designer X X X X FVDEGUIB ProjName.IVG
 ProjectOrganizer
 X X FVDEPORG ProjName.IVG
 LPEX Editor X X X CODEEDIT FileName.Ext
 Build 95/NT X X X FVDECPL ProjName.IVG
 Build Win 3.1 X X XFVDECPL ProjName.IVG/WIN
 Error list X CODEEVNT FileName.EVT
 Run X X X FVDEAPLN ProjName.IVG
 Debug X X XFVDEAPLN ProjName.IVG/DEBUG
 Duplicate X X FVDEDUP ProjName.IVG
 Rename X X FVDEREN ProjName.IVG
 Delete X X X FVDEDEL ProjName.IVG
 Check-In X XFVDEBKUP ProjName.IVG/ADMIN
 Check-Out X XFVDEREST ProjName.IVG/ADMOUT
 Extract X XFVDEREST ProjName.IVG/ADMEXT
 Backup X X X FVDEBKUP ProjName.IVG
 Restore X X X FVDEREST ProjName.IVG
 ApplicationPackaging
 X X X FVDIPACK ProjName.IVG
 Def. ServerLogon
 X X FVDEPW
 Def. AS/400Information
 X FVDERST FileName.RST
 Migration X FVDEMIG
 ComponentPackaging
 X FVDEKAPK
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Table 7 (Page 2 of 2). Invoking VisualAge for RPG Utilities
 Utility Command line interface
 Sta
 rtor
 App
 l.B
 arM
 enu
 GU
 ID
 esig
 ner
 Pro
 ject
 Org
 aniz
 er
 IVG
 Con
 text
 Men
 u
 Comp. Install X FVDEKAIN
 User-definedPartPackaging
 X FVDEKUPK
 User-definedPart Install
 X FVDEKUIN
 Nonvisual ComponentsWhen you are developing a nonvisual component and you have added eitherthe EXE or the NOMAIN keyword in the control specification definitions ofyour VisualAge for RPG source file, then you can use the VisualAge for RPGutilities for a visual component.
 Start the GUI Designer for a new project as usual, remove the predefinedwindow part through its context menu (Figure 129), add the VisualAge forRPG source using the LPEX editor, and save the project for the first time.The source directory and IVG file are created, enabling you to perform thebuild process and invoke the Run, Debug or any other available utility.
 Figure 129. Removing the Default Window Part
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The only problem when developing a nonvisual component in thisenvironment is the build process. As you don't have a GUI, you need the.EXE file (keyword EXE) or the .DLL and .LIB files (keyword NOMAIN) only,so the compile step of the build process would be enough. Instead, thebuild creates the .ODX and .HLP files for you as well; this, though not aninsuperable impediment, costs some extra performance.
 To avoid the extra overhead, consider invoking VisualAge for RPG'scompiler using its command interface. The file to be executed is calledFVDFNFE.EXE, which resides in the SYSTEM subdirectory of the ADTSWINdirectory. It expects the name of the .VPG file as a parameter, followed bythe list of compiler options. Table 8 shows the available options and theirmeaning.
 Table 8 (Page 1 of 2). Compiler Options
 Option Description
 General compile options
 /GL nn Specify the generation severity level. The range of errorsis 1 to 99.
 /BL filename Specify the .LIB and .OBJ files, which contain all functionscalled by the component.
 /D DefName Define DefName as user; define before compilation.
 /d or /TI Generate debug information.
 /RF Fix invalid numeric data.
 /RT Truncate numeric values, if an overflow occurs.
 /RN Allow null-capable fields from AS/400 files for input-onlyaccess. This option mutually excludes /RNU. Omitting bothmeans null-capable fields are not allowed.
 /RNU Allow null-capable fields from AS/400 files for read, write,and update access. Null values must be controlled by theprogram code. This option mutually excludes /RN. Omittingboth means null-capable fields are not allowed.
 /HCU Enable caching.
 /HCR Enable cache refresh.
 /SVC Convert variable-length characters to fixed-lengthcharacter variables.
 /SVG Convert DBCS graphic variables to fixed-length charactervariables.
 /Tw Generate a Windows 3.1 object.
 Listing options
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Please note that the SYSTEM subdirectory of the ADTSWIN directory mustbe added to the LIB environment variable to be able to invoke the compilerfrom the command line. You get an error message LNK1094 about a missingFVDRNRT.LIB, if this has not been done.
 For example, to generate the .LIB and .DLL file as well as a compiler listingfor a NOMAIN utility DLL project Service, the command to be executedwould look like this:
 Command
 D:\ADTSWIN\SYSTEM\FVDFNFE I:\VARPG\SERVICE\SERVICE.VPG /L
 Table 8 (Page 2 of 2). Compiler Options
 Option Description
 /L Create a compiler listing.
 /LX Create a field cross-reference list in the compiler listing.
 /LV Create a visual cross-reference list in the compiler listing.
 /LC Expand /COPY in the compiler listing.
 /LS Show skipped lines in the compiler listing.
 /LD Expand DDS in the compiler listing.
 /LE Show external references in the compiler listing.
 /LM2 Show second-level message text in the compiler listing.
 /LI '**' Use this option to specify up to two character forindentation in the compiler listing.
 /LP nn Specify the lines per page for the compiler listing.
 DB2 options
 /SN DBName Specify the SQL database name
 /SB [ BndName] Generate a SQL bind file (called BndName.BND).
 /SP [ PkgName] Generate a SQL package (called PkgName).
 /SF xxx SQL format for date/time columns (EUR, USA, ISO, or JIS)
 /SI xx SQL isolation level (RR, CS, or UR)
 /SR xxx Perform SQL record blocking (NO, ALL, UNAMBIG).
 DB2 connect options
 /SU UserID User ID used to connect to the SQL database.
 /SUP Password Password used to connect to the SQL database.
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All files are created in the directory, the command is executed from. Toavoid the path specification, you might add the SYSTEM subdirectory to yourPATH environment variable.
 The compile operation always ends without issuing any messages in theMS-DOS Prompt window. You have to look into the project's .EVT file forcompiler feedback. However, as the .EVT file is the file that is read by theError list utility (see Figure 130), you can look at its content using this utility.Beside the options mentioned in table Table 7, you can also invoke it fromthe Windows menu of the LPEX editor.
 Figure 130. Error List Utililty
 With LPEX, we have a highly programmable editor. Therefore, we can addthe command-line invocation of the compiler as an additional item to one ofits menus. The Actions menu might be the right place for this (seeFigure 131).
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Figure 131. New Menu Item in the Actions Menu
 To get this menu item included into the Actions menu, we added thefollowing two lines to the VRPG400.LXL macro in the MACRO subdirectory ofthe ADTSWIN directory:
 LPEX
 'SET ACTIONBAR.LP_ACTIONS.SEPARATOR''SET ACTIONBAR.LP_ACTIONS.VARPG_Compile CMPVARPG'
 Whenever the VARPG Compile item is selected, another LPEX macroCMPVARPG is invoked, which queries the user about the compiler options,starts the compiler, and invokes the Error list to show compiler feedback:
 LPEX
 'SET LINEREAD.TITLE Compiler Options''SET LINEREAD.PROMPT Specify compiler options:''LINEREAD 255''EXTRACT LASTLINE INTO MyOptions'
 'EXTRACT NAME INTO FileName''START FVDFNFE 'FileName MyOptions
 FileName = substr(FileName,1,length(FileName)-3) || "EVT"'START CODEEVNT 'FileName
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Share Your WorkIf you are not the only programmer in your company, you probably needyour colleagues to share parts or components you have developed.Additionally, you may need to maintain different versions of yourapplications or group a VisualAge for RPG application (or component)together with the AS/400 objects accessed by it.
 Sharing PartsIf you were the programmer who created the DBLOGON component used in“SQL Support” to get the logon information needed to connect to a DB2database from the user. It uses an entry field called DONE to signal itssuccessful completion. If another programmer wants to use this component,he or she will need to define a component reference part that monitors forthe CHANGE event of this entry field.
 It would be handy to provide a user-defined part to your colleagues, wherethe information about the component name, window name, part name, andevent name of the entry field part is already preset. If this user-defined partcould be added to the part catalog of the colleagues' workstations, theywould just have to drag and drop this part onto the GUI of their applicationand code its NOTIFY event.
 The question is how to transfer the user-defined parts from your workstationto that of a colleague. VisualAge for RPG offers a packaging and installutility for user-defined parts for this purpose. If you invoke the Packagingutility, it shows you all user-defined parts of your workstation (seeFigure 132).
 Select the parts you want to be packaged, specify the target diskette ordirectory where the package should be placed, and press the OK pushbutton. For each of the selected parts, an ODF file is created and, togetherwith the ICO file, is copied into the specified directory. Additionally, a filecalled VRPGUDPW.### is created which contains control information for thepackage.
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Figure 132. User-Defined Part Packaging Utility
 You can now ask all colleagues who want to use the DBLOGON componentto install this package onto their workstation using the User-defined PartInstall utility (see Figure 133). To see the parts of the package, yourcolleagues must specify the diskette or directory you saved it to and pressthe Fill push button.
 Figure 133. User-Defined Part Install Utility
 Please note, it is not necessary to install the entire package. Instead, it ispossible to select only those parts that are of interest. The selected partsare then added to the parts catalog as well as to the parts palette.
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Sharing ComponentsExchanging specialized parts for your graphical user interface is one thing.But you may also want to share program logic and complete components.One way to do that is to save your project in a directory on a drive sharedby all company (or department) programmers. If you also place the .IVGfiles on a shared drive, the projects should be accessible from anyworkstation.
 If you do that, however, make sure that the shared drive containing thesource directories of the projects has the same drive letter assigned onevery workstation. This is necessary because the .IVG file refers directly tothe drive letter the project's files were saved on.
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Chapter 9. Importing Display Files
 In this chapter, we demonstrate how you can use the import display filefunction of VisualAge for RPG. Because there are no data definitionspecifications (DDS) on the workstation, the migration from a 5250 screen toa GUI is usually not a 1:1 mapping of texts and entry fields. Also, you willmost likely change the appearance of the format. Some of your display filesmay not be worth migrating; it would be faster to recreate them again fromscratch.
 Screens and WindowsApplications that run on hosts such as AS/400 or S/390, with their greenscreen 5250 or 3270 interface, function in a fundamentally different way fromworkstation-based applications with GUIs. It's not only the appearance thatmakes them different, or the fact that users trade function keys for mouseclicks, it's also how a user navigates through the application.
 In most cases, one GUI window contains more information and lets a userdo more different things than does a 5250 window. Consider theomnipresent tool bar; by clicking on any of its icons, you can launchadditional applications, open new windows, run macros, print lists, andmuch more using very little window real estate. Think about how much textyou would need to put on a screen to describe the same functions.
 Before you start importing all display files from your AS/400 application andconverting them to VisualAge for RPG windows, step back and look atbranches of your application and search for ways to merge display formats.You will gain a clearer interface and also save performance by omitting theopening and closing of windows while you navigate through yourapplication. In the 5250 world, application users may consider it standardpractice that screens change entirely after certain keys are pressed. GUIusers usually stay in a few windows (sometimes only a single window) anduse pull-down and pop-up menus to invoke additional functions.
 Redesigning ScreensIf you are an AS/400 developer, you have no doubt created menu screensand their corresponding menu programs. They may have looked likeFigure 134.
 Copyright IBM Corp. 1998 217

Page 242
                        

à ðMENU The Bookmaster 18.09.97
 07:44:04Books Administration
 1. Titles 21. Backup2. Authors 22. List Books3. Stock 23. List Authors4. Orders 24. List Publishers5. Returns 25. List Orders
 26. List Back-Orders9. Search
 30. Shipping15. Mailings 31. Distribution16. Catalogs
 Selection or command==> __________________________________________________________________
 F1=Help F3=Exit F12=Cancelá ñ
 Figure 134. Traditional AS/400 Menu
 You select an item from the menu, enter the number and press Enter.According to your selection, the entire screen changes. The original designof the application probably entailed 20 different formats to accommodate allpossible menu selections and their application screens.
 Using a GUI, your application design follows a different approach. After apossible splash screen to welcome the user (and, more important, toinitialize the application in the background, such as opening the database orconnecting to a server), the main window opens. This is where users shouldspend most—if not all—of their time. This window closes only when the userexits the application.
 It is the responsibility of the application designer to find the GUI items (suchas database records, containers with icons, or sets of radio buttons or checkboxes) that are the most important in the application scenario. These itemsact as anchors for all subsequent actions from pull-down or pop-up menus.Instead of navigating through a series of screen formats, from a startingmenu to, for example, a maintenance screen for books, the user should beable to initiate the required action instantly.
 The first thing to get rid of in the original application design is the menuformat. Instead of using a full screen with menu choices, the possibleselections should be grouped in pull-down menus (see Figure 135).
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Figure 135. Example of a GUI Menu
 Without using up more than a little screen real estate, we have alreadyaccommodated all possible menu selections, and we didn't even mentionsubmenus and toggles as menu items.
 Look at every single application screen and assess whether or not itcontains enough information to justify giving it its own window.
 Sample ImportThe 5250 screens that are good canidates for a GUI window are the recordmaintenance formats that require static text and many entry fields. Youneed not keep the original entry fields. Depending on the type of entry fieldand its allowed values, you should consider GUI elements such as checkboxes (for binary values), radio buttons (for small selection groups),drop-down list boxes (for selections with long texts), or spin buttons (fornumeric ranges).
 Figure 136 is an example of a 5250 screen that we will import into VisualAgefor RPG. The format consists of static text, an output-only field (customernumber), various input fields, and date and time fields.
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à ðCUSTFM1 Customer Maintenance 19.09.97
 20:32:55
 Customer Number . . . . 1234567
 Company Name . . . . . ________________________________________
 Rep Number . . . . . . _____Contact . . . . . . . . ______________________________
 Address . . . . . . . . ________________________________________City, ZIP . . . . . . . _______________________________ ________Country . . . . . . . . _______________________
 Telephone . . . . . . . ________________Fax . . . . . . . . . . ________________
 Zip Location . . . . . _
 F3 = Exitá ñ
 Figure 136. Display Format to be Imported
 To import the format into VisualAge for RPG, use the Import Display Fileoption from the Server pull-down menu of the VisualAge for RPG mainwindow (Figure 137).
 Figure 137. Import Display File Menu Option
 The Import Display File window opens (Figure 138). From the File hierarchypane, select the AS/400 server of your choice and click on the + icon toexpand and show all libraries on that server. Notice that the File name entryfield is updated along with your selections in the pane below. The libraries
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listed depend on your AS/400 job description that your VisualAge for RPGjob is running under. If your library list does not contain the library with thedisplay file to be imported, simply type the library name into the File nameentry field and press Enter.
 In our example, the library GUIDES2 is not part of *LIBL, so it is not shown.After typing in
 <server >GUIDES2
 the appropriate information is extracted from the AS/400 and the hierarchyis expanded. Because this is the import function for display files, onlydisplay files are listed under the library name, even though the library onthe AS/400 may contain many more objects.
 Figure 138. Import Display File Window
 To see all formats that are defined in the display file, double-click on thedisplay file name. After the information is again extracted from the AS/400object, the record list is updated accordingly. Select the format you want toimport (in our case, only one format is defined) and click on the Importbutton. A Process List Request window appears briefly, informing you thatthe system is importing the record. After the process window disappears,your imported format is added to the parts catalog. If you selected the
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Catalog and palette radio button in Figure 138, your format is also placed onthe palette. However, this is rarely necessary because the imported formatis mostly used only once.
 Open the Parts Catalog window and locate the new format on the Importedpage (Figure 139). By default, the part name is the same as the formatname. You can override the default by changing the name during the importprocess or by modifying the part in the catalog.
 Figure 139. Parts Catalog Window with Imported Format
 To create a window from the newly imported format, drag the new part tothe project window and drop it on a Window with Canvas part in the projectwindow. If you do not have an unused window with canvas, drag a newwindow with canvas from the parts catalog's Frames page to the projectview first. The project view now contains a window with its canvas and, assubparts, all GUI elements that were identified on the original displayformat. The expanded view of the window may look like Figure 140.
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Figure 140. Imported Format Parts
 To see how the format actually looks in a window, double-click on thewindow part to open it. Be ready for a surprise (Figure 141).
 Figure 141. Imported Format as Window
 “Al l I get is one button?” Don't worry. All entry fields and texts are there,however, they may have fallen off the window. Resize or maximize the
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window so that all fields are visible and rearrange them. If you find only onestatic text field, try moving it a little; you will notice that they overlap eachother. Expose all fields by dragging them to different locations and soon youhave a window that you can actually start designing (Figure 142).
 Figure 142. Imported Format Adjusted to Fit
 After aligning static texts and entry fields (try the grid), adjusting the colors,and other cosmetic enhancements, your new window is ready to be used(Figure 143). All entry fields on the window have the same definitions (suchas length) as in the imported display file, as you can verify on the Data pageof the properties window. However, the Reference page does not contain alink to an AS/400 definition, so if you choose to change a field on theAS/400, your VisualAge for RPG window is not notified unless you define areference after the import.
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Figure 143. Finished Window from the Imported Format
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Part 2. Exercises
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Exercise 1. Creating a Simple VisualAge for RPG Application
 The exercises in Part 2 of this book are derived from an education class onVisualAge for RPG.
 Exploring the GUI Designer and Creating Action SubroutinesDuring this exercise, you learn more about the VisualAge for RPG GUIDesigner as we walk you through the following steps:
 1. Exploring the VisualAge for RPG GUI Designer:
 Starting the VisualAge for RPG GUI Designer
 Getting to know the components of the VisualAge for RPG GUIDesigner
 Using parts and GUI Designer components to create a graphicaluser interface
 Saving the GUI
 2. Creating action subroutines:
 Selecting events
 Working with the LPEX Editor
 Creating action subroutines to respond to events
 Building the application
 Running the application
 ObjectiveAs a result of this exercise, you can create the first window of your GUIapplication. In doing so, you can:
 Customize the VisualAge for RPG GUI Designer.
 Create a window with parts.
 Create action subroutines.
 Save your application.
 Build the application.
 Run the application.
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IntroductionYou need a workstation with Windows 95 or Windows NT and VisualAge forRPG installed with the minimum configuration described in the productmanuals.
 If you are using this book in class, user IDs are given to you by theinstructor. However, in this exercise, you are not working on an AS/400system, so you do not need a user ID.
 Starting the VisualAge for RPG GUI DesignerTo start the VisualAge for RPG GUI Designer for the first time:
 1. Locate and double-click on the Application Development Toolset ClientServer/400 icon on the desktop. This opens up the ApplicationDevelopment Toolset Client Server/400 folder and makes it the activewindow.
 2. Double-click on the VisualAge for RPG icon; the VisualAge for RPGfolder is shown.
 3. Double-click on the GUI Designer icon in the VisualAge for RPG folder tostart the GUI Designer.
 The VisualAge for RPG Product Information dialog is briefly shown, followedby a status window (Figure 144) indicating progress in the initializationprocess of the VisualAge for RPG GUI Designer.
 Figure 144. VisualAge for RPG Status Indicator
 The GUI Designer, including the Parts Palette and the first design window, isshown in Figure 145.
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Figure 145. VisualAge for RPG GUI Designer
 If necessary, rearrange the windows so that all are visible. Also, if needed,resize the Parts Palette so that all parts are visible.
 Components of the VisualAge for RPG GUI DesignerThe VisualAge for RPG GUI Designer consists of these major components:
 Menu barTool barProject viewParts palette
 Menu BarThe menu bar is located below the title bar of the VisualAge for RPGwindow. It provides a variety of tasks that you can use to create and modifyyour GUI application, customize the VisualAge for RPG GUI Designer, andget online help. To learn more about the menu bar:
 1. Press F10 to highlight the leftmost menu bar choice. Then, press F1while the menu-bar item is highlighted. A pull-down menu with menuchoices is opened.
 2. Press the right arrow key to scroll through the choices of the pull-downmenu. While doing this, look at the bottom of the VisualAge for RPG
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window. This is the information area; it briefly describes the actionperformed when you select one of the menu choices or one of the itemscontained in the pull-down menu of a menu bar choice.
 The Up and Down arrow keys can be used to navigate the menu choices.Detailed help for each choice is available by pressing F1 (see Figure 146).
 To become familiar with the available menu choices:
 1. Press F10 to highlight the Project menu bar choice.
 2. Use the Up, Down, Left, and Right arrow keys to scroll through all themenu choices. Look at the information area at the bottom of theVisualAge for RPG window to see what action the choices perform.
 Figure 146. Displaying Menu Help
 Tool BarThe tool bar is a menu of icons. It provides a fast-path access to some ofthe menu items on the menu bar. Invoking the action from an icon on thetool bar allows for quicker access to commonly used menu choices. Tolearn more about it,
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1. Move the mouse arrow cursor over the icons of the tool bar, one at atime. A short description of each icon's function is displayed in theinformation area.
 2. Click on the Font Palette icon. This is one of the rightmost icons on thetool bar. The Font Palette window is shown.
 3. Double-click on the System icon (at the upper left corner of the FontPalette window) to close it.
 Project ViewThe project view is used to hold all of the parts you create during yourVisualAge for RPG GUI Designer session. The project view can be changedto display the parts of a project in different views. This is demonstrated in alater exercise.
 Parts PaletteThe Parts Palette contains parts that you use to create the screen layout foryour GUI application. These parts act as a template to create parts from.To learn more about it,
 1. Move the mouse pointer over the parts on the Parts Palette window oneat a time. The information area at the bottom of the Parts Palettedisplays a short description of each part. To see a detailed descriptionof a part on the Parts Palette window, select a part with the left-handmouse button, and press F1.
 2. Click on the icon in the upper right corner of the Parts Palette window.The Parts Catalog window is shown. The Parts Catalog contains all theparts of the VisualAge for RPG GUI Designer, categorized by function, asindicated by the tabs. Click on the icon in the upper right corner of theParts Catalog to return to the Parts Palette window.
 Creating a Graphical User InterfaceDuring this exercise, you learn how to create a GUI by creating windowsand adding parts to windows. The GUI you are creating now is the firstwindow of a Customer Inquiry application. It is used to prompt for acustomer number.
 When the GUI Designer is started for a new project, it creates the firstdesign window for you. Notice also that a Window part has been added tothe project view. We use this window as the first window in our CustomerInquiry application. As with all parts, the initial part name is generated bythe GUI Designer, with the first few characters indicating the part type (forexample, FRA indicates a Frame Window part).
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A Note About NotebooksAs mentioned earlier, the Parts Palette contains parts that act as templates.Once the part has been created in the project view, its attributes, such asthe part name, can be changed. These changes are made by invoking theParts Properties properties notebook. A properties notebook consists ofpages as indicated by the labeled tabs. You go to a properties notebookpage by clicking on its tab with the left-hand mouse button. To close aproperties notebook, double-click on its System icon in the upper left corneror click on the icon in the upper right corner.
 Let's change some of the settings for the initial design window:
 1. Double-click on the title bar of the design window. The Window PartProperties notebook is shown.
 Tip
 A window with canvas is made up of two parts: the window, whichconsists of the title bar and frame, and the canvas, which is thewhite area enclosed by the window. Thus, if you double-click on thewhite canvas, you get the properties notebook for the canvas part.
 Figure 147. Changing the Window Part Name and Title
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2. On the General page of the Window Part Properties window(Figure 147), change the Part name setting to CUSTINQ and the Title toCustomer Inquiry.
 Note
 Although you can type the part name in upper or lower case, it isalways folded to upper case by the GUI Designer.
 3. Click on the Style tab of the properties notebook. The Style page isshown.
 4. Deselect the Minimize button and Maximize button check boxes.
 5. Select Thick for the style of the window border.
 6. Double-click on the System icon of the Window Part Properties notebookto close it.
 Notice the changes to the window. The new window title is displayed, theborder style has changed, and Minimize and Maximize icons no longerappear on the title bar.
 Tip
 To change the label and default text of parts, you can also press theAlt+left-hand mouse button instead of using the properties notebook.When you have made your change, click the left-hand mouse buttonagain. This is called direct editing.
 The next step is to add a static text part to the window to prompt for thecustomer number to be entered:
 1. Find the static text part in the Parts Palette window.
 Tip
 As you move the cursor over the icons on the Parts Palette, a shortdescription of the part type is shown in the Parts Palette informationarea.
 2. Drag and drop a static text on to the Customer Inquiry design window byclicking on it with the right-hand mouse button, dragging the part towhere you want it on the design window with the mouse, and releasingthe mouse button.
 3. Invoke the properties notebook for this part by double-clicking on it.
 4. Change the Text setting on the General page to Enter Customer Number .
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5. Double-click on the System icon of the Static Text Parts Prpertiesnotebook to close it.
 You may notice that not all of the changed text is displayed. This isbecause of the default size setting of the static text part. To change thesize:
 1. Click on the Static Text part with the left-hand mouse button to select it.The borders of the part are marked by placing small squares, calledsizing handles, around it.
 2. Move the mouse pointer to the middle of the rightmost three sizinghandles. The pointer changes to a double-arrow (pointing to the left andright).
 3. Click and hold the right-hand mouse button.
 4. Move the mouse pointer to the right until the entire text of the static textpart is visible, then release the mouse button.
 To add the entry field that receives the customer number:
 1. Find the Entry Field part on the Parts Palette, drag it to the CustomerInquiry window and drop it to the right of the Static Text part.
 2. Invoke the properties notebook for this part by double-clicking on thenew entry field.
 Tip
 You can also open the properties notebook for a part by selectingthe Properties choice from the pop-up menu for the part, or byselecting Selected and Properties from the GUI Designer menu barwhen the part is selected.
 3. Change the Part name setting on the General page to CUSTNO. This isthe variable name by which the customer number can be accessedlater, within VisualAge for RPG code.
 4. Click on the Data tab to get to the Data page.
 5. Change the length to 7.
 6. Go to the Validation page.
 7. Select the Range radio button.
 8. Enter 0000000 as the Minimum value and 9999999 as the Maximum value.
 9. Double-click on the System icon of the Entry Field Part Propertiesnotebook (Figure 148) to close it.
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Figure 148. Entry Field Part Properties Window
 The static text and entry field parts are probably not aligned with oneanother. To align them, do this:
 1. Move the mouse pointer above and to the left of the static text part.
 2. Click and hold the left-hand mouse button.
 3. Drag the mouse down and to the right so that the two parts are coveredby a gray rectangle (Figure 149). This gray rectangle is referred to as aselection rectangle.
 Figure 149. Selection Rectangle
 Exercise 1. Creating a Simple VisualAge for RPG Application 237

Page 262
                        

4. Release the left-hand mouse button. The two selected parts arehighlighted, with a dark border.
 5. Move the mouse pointer to the static text part.
 6. Click the right-hand mouse button. The pop-up menu for this part isshown.
 Tip
 When more than one part is selected, invoking the pop-up menu forone of the selected parts makes that part the anchor, meaning thatother items are aligned relative to that part.
 7. Choose the Align... choice on the pop-up menu. A submenu is shown.
 8. Choose the second alignment choice offered. As depicted by thechosen icon, this aligns the two parts to an imaginary horizontal axisrunning through the static text part (Figure 150).
 Figure 150. Alignment Tools
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To complete this window, we need to add two push buttons, an OK pushbutton to process the customer number and an Exit push button to end theapplication. To add these push buttons:
 1. Find the push button part on the Parts Palette.
 2. Drag a push button part to the Customer Inquiry window and drop itbelow the static text part.
 3. Invoke the properties notebook for the push button.
 4. Change the Part name setting on the General page to PSBOK and theText setting to OK.
 5. Go to the Style page.
 6. Select the check box for the Default option. This makes it the part thatgets selected when the Enter key is pressed.
 7. Double-click on the System icon of the Push Button Part Propertiesnotebook to close it.
 To create the second (Exit) push button, create a duplicate of the OK pushbutton:
 1. Move the mouse pointer to the OK push button part and click theright-hand mouse button to get the pop-up menu for this part.
 2. Choose the Edit menu choice and the Duplicate submenu choice. Asecond OK push button is created.
 3. Move the mouse pointer to this new push button part.
 4. Press and hold the right-hand mouse button and drag the push buttonpart below the entry field part.
 5. Release the mouse button.
 To change the text of the push button:
 1. Press and hold the ALT key and select the push button part with theleft-hand mouse button. The text of the push button part becomeseditable (Figure 151).
 2. Type in Exit .
 3. Move the mouse pointer outside the push button and deselect the partby pressing the left-hand mouse button.
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Figure 151. Changing Push Button Label
 Because this push button part has been created as a duplicate of anotherpush button, it adopted the same attributes with the exception of the partname which is generated by the GUI Designer to avoid name conflicts in thiswindow. To change the name for the Exit push button part:
 1. Invoke the properties notebook for the Exit push button part bydouble-clicking on the button.
 2. Change the Part name setting on the General page to PSBEXIT.
 Note: The text is already changed to Exit.
 3. Go to the Style page.
 4. Deselect the check box for the Default option.
 5. Double-click on the System icon of the properties notebook to close it.
 Now, the two push button parts need to be aligned. The left border of theOK push button must be aligned to the left border of the static text, while theright border of the Exit push button needs to be aligned to the right borderof the entry field. To do the alignment:
 1. Move the mouse pointer above and to the left of the static text part.
 2. Press and hold the left-hand mouse button.
 3. Drag the mouse so that the static text part and the OK push button partare covered by the selection rectangle.
 4. Release the mouse button. The two selected parts are highlighted.
 5. Move the mouse pointer to the static text part, click the right-handmouse button to get the pop-up menu, and choose the Align... menuchoice from the pop-up menu.
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6. Choose the fourth choice offered. This aligns the OK push button part tothe left border of the static text part.
 To align the Exit push button with the entry field:
 1. Move the mouse pointer above and to the left of the entry field part.
 2. Press and hold the left-hand mouse button.
 3. Drag the mouse so that the entry field part and the Exit push button arecovered by the selection rectangle.
 4. Release the mouse button. The two selected parts are highlighted.
 5. Move the mouse pointer to the entry field, click the right-hand mousebutton to get the pop-up menu, and choose the Align... menu choicefrom the pop-up menu.
 6. Choose the sixth choice offered. This aligns the Exit push button part tothe right border of the entry field part.
 Now, align the two push button parts to each other horizontally in the sameway you aligned the static text and entry field parts.
 Finally, the size of the window has to be changed to contain the parts withinit:
 1. Move the mouse pointer over the upper right corner of the window; thepointer becomes a double arrow.
 2. Press and hold the right-hand mouse button.
 3. Drag the mouse to resize the window until all of the parts are in themiddle of the window.
 Note: None of the parts created within the Customer Inquiry window aremoved when the window is resized. This is because parts remain relativeto the left and bottom edges of the window. You need to be aware of thissince some resizing operations move parts so they are no longer visible.
 The resulting window should look like in Figure 152:
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Figure 152. Completed Customer Inquiry Window
 Saving Your ProjectNow that you have finished your first graphical user interface, you need tosave your project:
 1. Move the mouse pointer to the Save Project icon on the tool bar.
 Tip
 As you move the mouse pointer over the tool bar, the informationarea is updated to indicate the function of each button.
 2. Click on this icon and save your project. Since this is a new project,and has not yet been named (the title bar on the GUI Designer saysUntitled), the Save as Application window is displayed. This window isused to name your project, indicate in which folder it should be saved,and where the project files should be saved.
 Make the following entries on this window:
 In the Application name entry field, type a title for your application(for example, Customer Inquiry ).
 Leave the folders selection as Desktop.
 In the Source file entry field, type GuiDes2 .
 Replace the value of the Source directory entry field with x:\GUIDES2 .
 Note
 Replace x with a drive letter valid on your workstation.
 Press the OK push button to save your project. Notice that after theproject has been saved, the GUI Designer title bar is updated toshow the project name.
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This ends Part 1 of this exercise. You use this project in the next part of thisexercise, so please do not exit the GUI Designer at this time.
 Action SubroutinesYou use the window that you created in the previous portion of the exercise.You are adding an action subroutine for the Press event of each pushbutton. Recall that an action subroutine is the VisualAge for RPG logic thatis invoked to handle an event on the graphical user interface.
 Creating an Action SubroutineNow that you have finished designing this window, you can add some codeto give it some function. In this part of the exercise, you create the actionsubroutine for the Exit push button.
 1. If the design window for CUSTINQ Customer Inquiry is not open, open itby double-clicking on its icon in the GUI Designer Project View(Figure 153).
 Figure 153. Opening a Window in the Project View
 2. Select the Exit push button using left-hand mouse button. Click theright-hand mouse button to get the pop-up menu. Choose Events andchoose Press from the submenu (Figure 154).
 3. This starts the LPEX Editor (Figure 155).
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Figure 154. Selecting an Event
 Figure 155. LPEX Editor for Exit Push Button Action Subroutine
 When the LPEX Editor first appears, notice that the BEGACT andENDACT statements have already been inserted into the actionsubroutine. A number of comment lines are also included to encourage
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documentation. Change the comments to include any furtherinformation you consider necessary.
 Although the framework for the RPG code has been built, the applicationlogic is not there. It must be added. In this example, the code toterminate the application must be added.
 4. Position the mouse pointer anywhere on the line of the BEGACToperation code and click the left-hand mouse button. This positions thecursor.
 5. Choose the Edit option from the LPEX Editor menu bar and choose Insertwith Prompt from the pull-down menu.
 Tip
 You can also perform an Insert with Prompt by pressing Shift+F4.
 Figure 156. Example of an Insert with Prompt Window
 6. A prompt window is displayed (Figure 156). Type in the VisualAge forRPG statement as shown below, which causes the program to terminateby setting the last record indicator, LR, to ON. Type the following:
 RPG
 *...1....+....2....+....3....+....4....+....5....+....6....+....7..CL0N01Factor1+++++++Opcode(E)+Factor2+++++++Result++++++++Len++D+Hi
 *C MOVE *ON *INLR
 7. Extensive online help is available for the VisualAge for RPG language.Before leaving the prompt window shown in Figure 156, position thecursor back into the Operation and Extender field. Press F1 (HELP). AHelp window for the current value of the Operation code field isdisplayed. In this case, help for the MOVE operation code is shown. Toclose the Help window, click on the icon at the top right corner of thewindow.
 8. Press the OK push button to add this line of code to the source.
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9. To end prompting, press the Cancel push button on the Prompt window.
 Tip
 Most dialogs that have a Cancel push button can also be closed bypressing the Esc key.
 Notice that the line of code you added appears directly below theBEGACT statement on the editing window.
 10. To save this change, choose the File option from the LPEX Editor menubar and choose Save.
 11. Close the LPEX Editor by double-clicking on its system menu.
 Let's go over what an action subroutine is.
 In the event-driven method of creating applications, what happens in theprogram is controlled by the events occurring on the GUI. An event can belinked to an action subroutine. An action subroutine is easily found in thecode for the complete VisualAge for RPG source; it begins with a BEGACToperation code and ends with an ENDACT operation code. The logicbetween these two statements is the business logic that is executed whenthe event is generated.
 Now, you can create an action subroutine for the OK push button.
 Creating an Action Subroutine for the OK Push ButtonYou can add an action subroutine that changes the color of this push buttonwhen it is pressed. If the color of the push button is red, it is changed togray; otherwise, it is set to red.
 This code may not seem highly useful, but it does give you the opportunityto experiment with two of the new operation codes:
 SETATR (Set attribute)
 GETATR (Get attribute)
 Later, you can add some more meaningful logic for the Press event of thispush button. Now, however, start with this set of steps:
 1. Select the OK push button with the left-hand mouse button. Use theright-hand mouse button to get the pop-up menu. Choose Events fromthe pop-up menu and choose Press, which invokes the LPEX Editor.
 2. You want to write logic to get the background color of this push button.You do this by using the GETATR operation code. Your logic determinesthe new color to set it to; use the SETATR operation code to change it.
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3. This logic sets the background color to red if it is not currently red;otherwise, it sets the background color to gray. Your logic should looklike the code in Figure 157.
 Tip
 VisualAge for RPG statements can be entered in upper, lower, or mixedcase including part names and attribute names.
 RPG
 *...1....+....2....+....3....+....4....+....5....+....6....+....7....+.CL0N01Factor1+++++++Opcode(E)+Factor2+++++++Result++++++++Len++D+HiLoEq
 *C PSBOK BEGACT PRESS CUSTINQC 'PSBOK' Getatr 'BackColor' BCOLOR 2 0C If BCOLOR <> *REDC 'PSBOK' Setatr *RED 'BackColor'C ElseC 'PSBOK' Setatr *PALEGRAY 'BackColor'C EndIfC ENDACT
 Figure 157. Example of Code to Change the Color of the OK Push Button
 Tip
 These are some of the basic LPEX Editor commands:
 ALT+L marks a line.ALT+U unmarks a line.ALT+D deletes a marked line.ALT+C copies a marked line.ALT+M moves a marked line.
 Press Enter to insert a new line.
 RPGIV: Base for VisualAge for RPG Language DefinitionThe VisualAge for RPG language is based on the RPGIV language syntax.Both upper and lower case letters are allowed in the source code. Thisgreatly enhances the readability of the code, as well as the ease of coding.The second RPGIV feature that is notable in VisualAge for RPG is the 10character names. Not only does this make the code more legible and thenames more meaningful, it also means that the RPG names can be thesame as those used in other AS/400 languages as well as in DDS withoutthe need to rename them.
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LPEX EditorNow that you have added the second action subroutine, let's look at some ofthe features of the LPEX Editor so you can learn your way around and usethem more easily.
 LPEX Editor tool barThis version of the LPEX Editor also has a tool bar to access the mostcommonly used LPEX Editor functions. By default, the tool bar, is notdisplayed. To use the tool bar:
 1. If an LPEX Editor window is not currently open, open one. You can openan LPEX Editor window by choosing Project and Edit source code fromthe GUI Designer menu bar.
 2. Choose View from the LPEX Editor menu bar and choose Tool bar.
 3. The LPEX Editor tool bar is displayed. As you move the mouse pointerover the tool bar icons one by one, the LPEX Editor information area isupdated to indicate the function of each item.
 4. To remove the tool bar, choose View and choose Tool bar.
 Sequence NumbersIf you prefer, the LPEX Editor can display a prefix area in the source view.This prefix area is similar to the one in SEU. It contains the statementnumber as well as supporting line commands. To enable the sequencenumbers:
 1. If an LPEX Editor window is not currently open, open one.
 2. From the LPEX Editor menu bar, choose View and Sequence numbers.
 3. The sequence numbers are displayed in the prefix area.
 4. To execute a prefix area command, type the command in the prefix areaand press ALT+Enter.
 5. To remove the prefix area, choose View and Sequence numbers.
 Token HighlightingThe LPEX Editor highlights the tokens (specification fields) of your VisualAgefor RPG program source, providing a separate color for each to improvereadability.
 When you make changes to a line, the token colors are updated only afteryou move your cursor off the line.
 To see how token highlighting works:
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1. Move the cursor to the first calculation specification in the VisualAge forRPG source.
 2. Position the cursor to Column 7 (right next to the 'C'). See Figure 158.
 Figure 158. Positioning the Cursor to Column 7
 3. Type an asterisk (* ).
 4. Move the cursor off the line and watch what happens. The line wherethe * was typed has become a comment line and its color changesaccordingly.
 5. Move the cursor back to Column 7 and remove the * . Move the cursoroff that line of code.
 6. The token highlighting changes to reflect that this is a noncommented"C" specification.
 Displaying Types of LinesUsing the LPEX Editor, it is possible to have only particular types of sourcelines displayed at one time. To do this:
 1. Choose View from the LPEX Editor menu bar. The options available onthe pull-down menu lists the types of line selections that can be made.
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2. Choose Comments. The LPEX Editor now shows only those VisualAgefor RPG statements that are comments (see Figure 159).
 Figure 159. Only Comment Lines are Shown
 3. Choose View from the LPEX Editor menu bar and choose Include all. Allstatement types are displayed.
 In addition, the choices in the View pull-down menu can be used toinclude only control specifications, user subroutines, and actionsubroutines. The Include choice allows the selection of only those linescontaining a particular character string. As the LPEX Editor is fullyprogrammable, it is possible to create macros to include or exclude alltypes of source statements based on specific criteria.
 Syntax CheckingSyntax checking is available for VisualAge for RPG code and, by default, isactive. The syntax of the VisualAge for RPG code is checked automaticallywhen a change is made to a line and the cursor is moved off the line.
 When errors are found, they are displayed in the message area at thebottom of the LPEX Editor.
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To see how syntax checking works:
 1. Move the cursor to the statement containing the MOVE operation code.
 Figure 160. Edit Window for Syntax Checking Example
 2. Make sure the LPEX Editor is in Replace mode. The mode indicator isdirectly to the right of the row and column information in Figure 160.Use the Insert key to change modes.
 3. Create an error by removing the "E" from the MOVE operation code (seeFigure 161).
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Figure 161. Creating a Syntax Error
 4. Move the cursor off this statement. An error message is displayed inthe message area at the bottom of the LPEX Editor window showing thesyntax error (see Figure 161).
 5. Correct the error by typing the character E back into the operation codeMOVE.
 6. Move the cursor to the next line. The message area is cleared.
 Using Format LinesThe format line is at the top of the LPEX Editor window, just below the menubar and status line. A format line is used to help keep track of the columnsin a particular specification line. The content of the format line can vary toreflect the particular type of specification being keyed (for example: Fspecs, C specs, D specs, and so on).
 To display a format line:
 1. Position the cursor to any uncommented calculation specification line byclicking on the line with the left-hand mouse button, or by using thearrow keys and clicking the left-hand mouse button.
 2. Choose the View menu bar choice and choose Refresh format line.
 3. The format line changes to reflect a VisualAge for RPG calculationspecification since the cursor was on a C-specification when the formatline was requested.
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Tip
 The format line can also be refreshed by pressing Ct r l+R with thecursor on a statement.
 4. You can move the cursor right or left with the arrow keys to go fromcharacter to character, or with the Tab key to go from field to field. Anindicator on the format line moves with the cursor to show in whichcolumn the cursor is positioned. Try moving the cursor and watchingthe indicator on the format line.
 5. Move the cursor to a comment line (an asterisk in Column 7).
 6. Choose the View menu bar choice and choose Refresh format line (orpress Ctrl+R). A format line for comment specifications is shown sincethe cursor was on that type of specification when you requested arefresh.
 7. To select a format line for any specification you want, choose the Viewmenu bar choice and choose Select format line. The VisualAge for RPGFormat Line Selection window is shown.
 8. Select the C-Calculation radio button and press the OK push button.The format line changes to reflect a calculation specification.
 Figure 162. Format Line Selection
 Now that you have created the push button logic and explored some of thefeatures of the LPEX Editor, save your work by choosing File and Save fromthe LPEX Editor menu bar. Close the LPEX Editor by double-clicking on itssystem menu.
 The next step is to build your application.
 First close the Customer Inquiry design window by positioning the mousepointer anywhere on its title bar and clicking with the right-hand mouse
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button. From the pop-up menu, choose Close. The closure process isshown in Figure 163.
 Figure 163. Closing the Design Window
 Building the ApplicationBefore the application can be run, it must be built.
 With VisualAge for RPG, you can build an application that runs underWindows 95 and NT or under Windows 3.1. To indicate which program typeyou are going to create, you need to select the appropriate options. Beforestarting the build, let's have a look at the build options dialog that allowsyou to specify the options used to build this project (Figure 164).
 1. Choose Project and Build options from the GUI Designer menu bar.Since we are building a Windows NT/95 application, choose WindowsNT/95 from the sub-menu.
 2. The VisualAge for RPG Windows NT/95 Build Options dialog is shown
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Figure 164. Build Options Dialog for the Customer Inquiry Example
 3. Notice the check box at the bottom of this window, Show this windowbefore each build. If this check box is selected, the Build Options dialogis displayed each time a project build is performed.
 4. Go to the Application page of the Build Options dialog.
 5. The icon shown on this page is the icon that represents the applicationexecutable on the desktop if the build is successful. For this exercise,we use the default icon.
 6. Close the Build Options dialog.
 Now, let's build the project:
 1. Choose Project from the GUI Designer menu bar and choose Build.
 2. The VisualAge for RPG - Save project window appears. Press the Savepush button to save your project.
 3. A status window is now shown to indicate that the project is being built.When the build is complete, another window is shown to indicatewhether or not the build is successful.
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Running the ApplicationIf the build is successful, you are now ready to run the application. Thereare two ways to do this:
 1. From the Project pull-down menu, choose Run.
 2. Press the tool bar icon for Run the project.
 The window you designed is displayed. Press the OK push button andcheck whether your logic is correct and the background color of the pushbutton changes.
 To terminate the program, press the Exit push button.
 This concludes the first exercise. End the GUI Designer by double-clickingon its system icon.
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Exercise 2. Exploring the GUI Designer and Accessing AS/400Databases
 During this exercise, you work on the application that you created inExercise 1. The following tasks are covered:
 Starting the VisualAge for RPG GUI Designer for an existing application
 Customizing the VisualAge for RPG GUI Designer
 Creating a user-defined part and adding it to the Parts Palette and PartsCatalog
 Creating an instance of a user-defined part
 Referencing fields in a DB2/400 database
 Performing more alignment, sizing, and spacing
 As a result of this exercise, you create a window that is used to displaycustomer information using the input from the window you created inExercise 1.
 ObjectiveAs a result of this exercise, you should be able to customize the VisualAgefor RPG GUI Designer to suit your needs and access an AS/400 system to:
 Use existing DB2/400 field definitions.
 Use externally described AS/400 files in your VisualAge for RPGprogram.
 Read data from the AS/400 system.
 Read and write data from or to a window.
 Build a VisualAge for RPG application accessing AS/400 data.
 Run a VisualAge for RPG application accessing AS/400 data.
 Starting GUI Designer for an Existing ProjectWhen a VisualAge for RPG project has been saved, an icon that representsit is shown on the desktop with the text that was specified when the projectwas first saved.
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Note
 The icon is shown on the desktop if that is the location you chose on theSave as dialog, as is the case in Exercise 1. It is possible to save aproject in another folder, in which case the icon is not visible until youopen that folder.
 There are two methods of opening a VisualAge for RPG project. The firstinvolves dragging and dropping the project on the VisualAge for RPG GUIDesigner icon. For this exercise, we use the second method, opening aproject from its pop-up menu:
 1. Locate the your project icon on the desktop.
 2. Invoke its pop-menu by clicking the right-hand mouse button.
 3. From the pop-up menu, choose Edit.
 4. The VisualAge for RPG initialization window is displayed while GUIDesigner opens the project.
 Customizing Components in VisualAge for RPG GUI DesignerMany of the VisualAge for RPG GUI Designer components can becustomized to suit your personal preferences. In the following tasks, youperform some customization.
 Customizing the Project ViewAs mentioned, the project view shows you the parts that make up yourproject. By default, the project view is in tree view. To change the view,follow these steps:
 1. Choose View from the GUI Designer menu bar.
 2. Choose Icons. The project view changes to display all design windowswith their name. Now let's return to the tree view.
 3. Choose View from the GUI Designer menu bar and Tree followed byIcons and Text.
 The project view is refreshed and plus signs ( + ) are displayed next tothe window parts. A plus sign in a tree view indicates more items, or inthe case of the GUI Designer, parts in the window.
 4. To display the additional parts, click on the plus sign with the left-handmouse button to expand it. Another icon named CANxxxxx is shown.This is the Canvas part of the window.
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5. Click on the + sign beside the CANxxxxx icon. The Canvas part isexpanded to show all of the parts you have created so far on thiswindow.
 Tip
 You can also change the project view by clicking with the right-handmouse button on the project view. A pop-up menu is displayed fromwhich you can choose a particular view.
 Figure 165. Tree View of the Customer Inquiry Project
 Customizing the Tool BarThe tool bar can be customized by adding and removing icons. To see howyou can customize the tool bar, you add a new icon to it. These are thesteps:
 1. Choose Options from the GUI Designer menu bar and Tool bar followedby Change.... The Customize Tool Bar dialog is shown.
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Figure 166. Customizing the Tool Bar
 Figure 166 shows all available icons on the left and the icons currentlyselected for the tool bar on the right.
 2. Move the mouse pointer over the Define Reference Fields icon in theleft-hand box, and press and hold the right-hand mouse button.
 3. Drag the icon to the right-hand box, place it below the Define LogonInformation button and release the mouse button.
 4. To place a separator between two icons on the tool bar, choose theSeparator icon on the left and drag it to the right above the Define LogonInformation icon. A space is added between the Define Reference Fieldicon and the Define Logon Information icon.
 5. Press the OK push button to apply the changes to the tool bar.
 6. Notice that the GUI Designer menu bar has been updated to reflect yourchanges (Figure 167).
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Figure 167. Moving a Tool Bar Push Button
 Customizing the Parts PaletteYou can customize the Parts Palette to contain only those parts that you usemost often.
 1. Find the Group box part on the Parts Palette.
 2. Invoke the Group box pop-up menu by clicking on the right-hand mousebutton while the mouse pointer is over it.
 3. Choose Remove (Figure 168).
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Figure 168. Customizing the Parts Palette by Removing a Part
 The Group box part has been removed from the Part Palette. If you exit theVisualAge for RPG GUI Designer at this point, the Parts Palette does notcontain the Group box part when the GUI Designer is invoked again.
 The Group box part has been removed from the Parts Palette only, not fromthe GUI Designer. To return the Group box part to the Parts Palette, followthese steps:
 1. Click on the left-most icon (showing a notebook) below the palette in theParts Palette window.
 2. The Parts catalog is displayed.
 3. Select the Frames tab. As you can see, the Group box part is stillpresent in the Parts catalog.
 Note
 As the Group box part is an IBM-supplied part, you cannot modify it(for example, change its name or icon) or delete it from the Partscatalog. You can perform those actions on user-defined parts andimported parts only.
 4. Invoke the pop-up menu for the Group box part.
 5. Choose Add to palette.
 6. Click on the icon in the top right corner of the Parts catalog window.
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7. The Parts Palette is displayed with the Group box in place.
 Creating a User-Defined PartWhen you are designing windows for your application, you are using partssupplied with VisualAge for RPG. In addition to these parts, you can createyour own parts and add them to the Parts catalog and Parts Palette. Theseare called user-defined parts.
 You are going to enlarge the Customer Inquiry window to accommodatesome new parts:
 1. Double-click on the CUSTINQ icon on the Project View to open theCustomer Inquiry design window (if it is not currently open).
 2. Move the mouse pointer over the upper border of the window so that itchanges to a double arrow.
 3. Press and hold the right-hand mouse button and size the window todouble its vertical size so additional parts can be added.
 In this case, we are adding a logo for a fictitious company. The logoconsists of an image part and a static text part.
 1. Find the Image part on the Parts Palette window and position the mousepointer over it.
 2. Press and hold the right-hand mouse button and drag and drop theImage part above the Enter Customer Number: static text in theCustomer Inquiry window.
 3. Release right-hand mouse button.
 4. Invoke the properties notebook for this part by double-clicking on ImagePart.
 Exercise 2. Exploring the GUI Designer and Accessing AS/400 Databases 263

Page 288
                        

Figure 169. Setting the Image Part File Name
 5. Go to the Style page of the properties notebook by selecting the Styletab.
 6. Type x:\ADTSWIN\SYSTEM\APPEXE.ICO as the file name. This is an icon thatis shipped in the VisualAge for RPG directory. Replace the x with thecorrect drive letter.
 7. Deselect the Magnification panel as well as the Scroll bars setting byclicking on the appropriate check boxes.
 8. Double-click on the System icon of the Image Part Properties notebookto close it.
 9. Move the mouse pointer to the lower-right sizing handle of the Imagepart. The mouse pointer changes to a double arrow.
 10. Press and hold the right-hand mouse button and size the Image part sothat the icon fits into it.
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Figure 170. Sizing the Image Part
 To add the company name:
 1. Find the Static Text part on the Parts Palette window and position themouse pointer on it.
 2. Press and hold the right-hand mouse button, then drag the Static Texticon and drop it next to the Image part in the Customer Inquiry window.
 3. Release right-hand mouse button.
 4. Invoke the Static Text Properties notebook for this part bydouble-clicking on the icon.
 5. Change the text setting to Client Server Applications Inc. (or any nameyou want to give your fictitious company).
 6. Go to the Font page of the properties notebook.
 7. Select the Select font radio button. The Change font... push button isenabled.
 8. Press the Change font push button. The VisualAge for RPG - ChangeFonts window is shown.
 9. Click on the button on the right side of the Name drop-down combinationbox. A list of available fonts is shown (Figure 171).
 10. Scroll through the list and select the Times New Roman font by clickingon it.
 11. Change the font size to 14 in the same way.
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Figure 171. Change Fonts Window
 12. Press the OK push button.
 13. To change the part's color, go to the Color page of the propertiesnotebook.
 14. Select the Apply to Foreground radio button.
 15. Select the Predefined colors radio button. The combination boxcontaining all available colors is enabled.
 16. Select Red from the combination box.
 17. Go to the Style page.
 18. From the Vertical alignment options, select Center.
 19. Double-click on the System icon of the Static Text Part Propertiesnotebook to close it.
 Because the company name does not fit in the default size of the Static TextPart (Figure 172), you need to enlarge this part:
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1. Click on the static text part holding the company name to make it theactive part. The borders of the part are marked by placing the sizinghandles around it.
 2. Move the mouse pointer to the lower-right sizing handle so that themouse pointer becomes a double arrow.
 3. Press and hold the right-hand mouse button and move the mousepointer to the right and down until the entire company name is visible.
 4. Release the mouse button.
 Figure 172. Before Aligning the New Parts
 Now the image part and the company name should be aligned with eachother. Using the mouse is the easiest way to select them, but in thisexercise, you use the keyboard instead. It is important to know this methodsince there may be times when using the mouse selects parts you do notwant to be aligned. For example, you may want to align two parts withoutaffecting an intervening part.
 To align the image with the static text:
 1. Select the Image part with the mouse pointer.
 2. Press the right-arrow key until the Static Text part with the companyname is highlighted.
 3. Press and hold the CTRL key and press the space bar. This selects theStatic Text part without deselecting the Image part.
 4. Invoke the pop-up menu of the Image part by pressing the right-handmouse button while the mouse pointer is placed over the part.
 5. Choose Align and the second alignment choice offered, to horizontallyalign the company name to the company logo.
 6. If necessary, resize the window so that all of the contained parts residein the middle of the window.
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The intent of this exercise is to use these two parts as a logo that will bereused on other windows. To do this, you create a user-defined part fromthese parts and add it to the Parts Palette and the Parts catalog. You canthen add your company's logo and name by just dragging the newuser-defined part onto any design window and dropping it on the canvas.
 To create the user-defined part:
 1. Move the mouse pointer to the left and above the Image part.
 2. Press and hold the left-hand mouse button and select the Image Partcontaining the company's logo and the Static Text Part part containingthe company's name by dragging the mouse so that both parts arewithin the selection rectangle.
 3. Release the mouse button.
 4. Invoke the pop-up menu of either of the two parts.
 Figure 173. Adding a User-Defined Part to the Parts Catalog
 5. Choose Add to catalog. The Create User-Defined Part window is shown.
 6. Change the Part name to Company.
 7. Press the Find... push button to locate an icon to represent thisuser-defined part. This icon is shown on the Parts Catalog and PartsPalette. The Find an icon for the part dialog is shown.
 8. Type x:\ADTSWIN\SYSTEM\APPEXE.ICO in the file name entry field and pressthe Enter key. Replace the x with a valid drive letter. When you returnto the Create User Defined Part window, the selected icon is displayed(Figure 174).
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Figure 174. Create User Defined Part WiIndow
 9. Press the OK push button to add the new part to the Parts Catalog andthe Parts Palette.
 10. Size the Parts Palette so that you can see the new user-defined part.
 Note: As you move the mouse pointer over the user-defined part on theParts Palette, its name appears in the information area.
 Figure 175. Parts Palette with a User-Defined Part
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Close the Customer Inquiry window:
 1. Invoke its pop-up menu by moving the mouse pointer to the title bar andpressing the right-hand mouse button.
 2. Choose Close.
 Adding a New Window to Your ProjectDuring this part of the exercise, you create a new Window with Canvas,change its attributes, and add parts to it. This window shows the customerinformation for the customer whose number was typed in the CUSTINQwindow:
 To create the new window:
 1. Find the Window with Canvas part on the Parts Palette and position themouse pointer on it.
 2. Press and hold the right-hand mouse button.
 3. Move the mouse until the Window part is placed somewhere within theProject View of the VisualAge for RPG window.
 4. Release the mouse button. A new design window is shown and an iconis placed in the Project View.
 5. If necessary, move the window so that it fits on the desktop.
 To change the settings for the new window:
 1. Double-click on the Window's title bar to open its properties notebook.
 2. Change the part name on the General page of the Window PartProperties notebook to CUSTINFOand its title to Customer Information .
 3. Select the Startup tab.
 4. Deselect the Open immediately option of the Display style settings(Figure 176). This allows your program to control when the window isdisplayed.
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Figure 176. Window Part Properties Notebook
 5. Double-click on the System icon of the Window Part Properties notebookto close the notebook.
 Creating an Instance of a User-Defined PartNow you add the company logo and name to this window as you did for theCustomer Inquiry window at the beginning of this exercise. This time,however, use the user-defined part you previously created. These are thesteps;
 1. Find the user-defined Company part on the Parts Palette.
 2. Drag and drop this part on the Customer Information window below thetitle bar.
 Using an AS/400 File as a Field Reference FileDuring this part of the exercise, you learn how to add fields to the GUI usingan AS/400 file as a field reference file and the Define Reference Fieldfeature of VisualAge for RPG. You are using a file on the AS/400 systemthat contains the fields required for the Customer Information window.
 The following entry fields are added to this window:
 Customer numberCustomer nameContact person
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Phone numberCustomer address consisting of address, ZIP code, and cityZIP location
 Creating Field HeadingsFirst, you create the field headings for these entry fields by using the statictext part:
 1. Find the static text part in the Parts Palette.
 2. Drag it to and drop it at the left side of the window below the Companypart.
 3. Press and hold the ALT key and select the Static Text part with theleft-hand mouse button. The text becomes editable.
 4. Type Customer Number as the text of the static text part.
 5. Apply this text to the static text part by clicking the left-hand mousebutton anywhere outside of the part.
 6. Select the Static Text part and resize it with the right mouse button sothe entire text is displayed (Figure 177).
 Figure 177. Resizing the Static Text Part
 Repeat these steps for the other fields of the Customer Information window.Do not worry about the alignment of the parts at this point; alignment comeslater. After you add the static text parts, the Customer Information windowshould resemble the example in Figure 178
 272 VisualAge for RPG

Page 297
                        

Figure 178. Design Window with Logo and Field Headings
 Adding the Entry FieldsYou now add the entry fields to the Customer Information window. Thistime, however, rather than using the Parts Palette, you create the entryfields using the Define Reference Fields feature of VisualAge for RPG. Thisfeature allows you to create entry fields by direct reference to fields in aDB2/400 database file.
 Defining the ServerBefore you can use the Define Reference Fields feature, you have to tell theGUI Designer which server or AS/400 system you want to use:
 1. Choose Server from the GUI Designer menu bar.
 2. Choose Define server logon....
 3. Check for the AS/400 server name in your installation or define a newAS/400 system. Figure 180 shows two defined systems in VisualAge forRPG.
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Figure 179. Define Server Logon
 4. You should also have a defined router to the AS/400. Figure 180 showsa connected server system with three active conversations.
 Figure 180. Midrange Workspace — NS/Router
 The above system is defined in your system's environment. Make sureyou have a working connection to your AS/400 as shown in Figure 181.
 For the field reference file, a file named CUSTOML3 is used. It is located inlibrary GuiDes2 on the AS/400 server you just specified. To obtain a list ofthe fields in this file:
 1. Choose the Server menu item from the GUI Designer menu bar.
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2. Choose the Define reference fields... menu item. The Define ReferenceFields window is shown (Figure 182)
 Figure 181. AS/400 Connections
 Figure 182. Define Reference Fields Window, Server List
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Note
 This list is different on your workstation. Select the server youspecified earlier.
 3. Expand the correct server name in your server tree by clicking on theplus (+ ) sign next to its name in the file hierarchy list. Since this maybe the first time you are accessing this server, the VisualAge forRPG—Logon dialog may be shown (Figure 183) asking you for yourAS/400 user ID and password.
 4. Type a valid user ID and password in both fields to log on to the AS/400(Figure 183).
 Figure 183. Logon Window
 5. Press the OK push button to log on to the AS/400 system. If the logon issuccessful, the libraries of your initial library list are displayed (*LIBL).
 6. Find the library GuiDes2 in this list and expand it by clicking on the +sign. The logical and physical files in this library are displayed.
 Note
 If the library GuiDes2 does not appear in the list of libraries, it maynot be in your library list. In that case, type GuiDes2 in the entry fieldat the top of this window next to the server name and press Enter.
 7. Click on the + next to CUSTOML3. A list of the record formats for thisfile is shown (Figure 184).
 8. Double-click on the only available format name CUSTOM01. All fields inthis record format are shown in the Fields list.
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Figure 184. Define Reference Fields—Field List
 9. Double-click on the first field, CUSTNO. The VisualAge forRPG—Database Field Description window is shown with detailedinformation about the field.
 10. Press the OK push button to close this window.
 You can now create the necessary entry field parts for the CustomerInformation window (Figure 185) using some of the fields of the CUSTOM01record format as references:
 1. Rearrange the Customer Information window and the VisualAge forRPG—Define Reference Field window so that you can see them both.
 2. Move the mouse pointer over the CUSTNO entry in the fields list.
 3. Press and hold the right-hand mouse button and drag the mouse pointernext to the Customer Number static text part on the CustomerInformation window.
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Figure 185. Dragging a Reference Field
 4. Release the mouse button. An entry field part is created.
 5. Double-click on this new entry field part to invoke its propertiesnotebook (Figure 186).
 6. Go to the Reference page of the Entry Field Part Properties notebook.This page shows the AS/400 database file this field is taking its datafrom.
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Figure 186. Reference Field Page
 7. Go to the Style page of the properties notebook and select the Readonly check box to prevent the customer number from being changed.
 8. Go to the Data page of the properties notebook and verify that theseattributes have been adopted from the referenced field.
 9. Double-click on the System icon of the properties notebook to close it.
 Create the other entry field parts for the Customer Information window in thesame way, using the following AS/400 fields as a reference:
 CUSTNACONTACCPHONECADDRCZIPCCITYCZIPLO
 An example of the completed window is shown in Figure 187.
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Figure 187. Window with Entry Fields
 Note that the part created from the ZIP location field CZIPLO is not an entryfield part, but a combination box part. This is because the VALUES DDSkeyword is specified for this field. You can check this by looking at thedetails for this field (double-click on CZIPLO in the Fields list of the DatabaseReference Field window.
 Close the Database Reference Field window by pressing the Close pushbutton.
 More Alignment, Sizing, and SpacingNote
 Feel free to skip some of the alignment and spacing exercises suggestedhere if you feel comfortable with using these tools.
 Now that all the parts required to make up the Customer Information windoware created, they still need to be arranged within the window. First, youalign all static text parts containing the description of the information shownin the Customer Information window to the same vertical axis:
 1. Move the mouse pointer above the static text part Customer Numberand to the left of all of the static text parts.
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2. Press and hold the left-hand mouse button and drag to create aselection rectangle that covers all static text parts.
 3. Release the mouse button. All static text parts become highlighted.
 4. Get the pop-up menu of the Customer Number static text part by clickingon the right-hand mouse button with the mouse pointer locatedsomewhere over this part.
 5. Choose Align and the fourth alignment choice offered. All static textparts are aligned to the left.
 Tip
 In case you selected the wrong alignment option and the selected partsoverlay each other, you can use the Undo function in the GUI Designer torestore the parts to their original position. To undo the alignment,choose Edit from the menu bar and choose Undo.
 The next step is used to even out the spaces between the static text partsCustomer Name, Customer Contact, Phone Number and Address.
 1. Select these static text parts in the same way you just did for verticalalignment.
 2. Invoke the pop-up menu of one of the parts.
 3. Choose Space and the fourth menu item.
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Figure 188. Spacing Static Text Parts
 This evens out the spaces between the selected parts.
 Now you align each entry field part with its corresponding static text part:
 1. Draw a selection rectangle around the Customer Number static text partand the CUSTNO entry field part.
 2. Invoke the pop-up menu for the Customer Number static text part.
 3. Choose Align and the second alignment choice. The selected parts arealigned to an imaginary horizontal line running through the center of theCustomer Number static text part.
 4. Repeat these steps for the Customer Name static text part and theCUSTNA entry field part as well as for the Address static text part andthe CADDR entry field.
 5. For the ZIP Location static text part and the CZIPLO combination boxpart, you have to select the first alignment choice offered to get themaligned properly (Figure 189). This is because a combination box partconsists not only of an entry field, but also of the value list, which makesit vertically larger than a static text part.
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Note
 You may need to drag the selection rectangle outside the CustomerInformation window to get the combination box selected.
 Figure 189. Alignment
 To align the CONTAC entry field part as well as the CPHONE entry field partto their corresponding static text parts, you can use the spacing tool again:
 1. Draw a selection rectangle around the entry field parts CUSTNA,CONTAC, CPHONE, and CADDR parts.
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2. Call the pop-up menu of any of the selected parts, choose Space, andselect the fourth choice offered (Figure 189). The spaces between theentry field parts are evened out.
 Now align all entry field parts except CCITY to one vertical axis:
 1. Draw a selection rectangle around all of the entry field parts with theexception of the CCITY part.
 Figure 190. Left Align Entry Fields
 2. Choose the fourth choice out of the Align menu item from the pop-upmenu of the CUSTNO entry field part (Figure 190).
 3. If the CCITY entry field part became overlapped by the CZIP entry fieldpart, move the CCITY entry field part to the right of the CZIP entry fieldpart.
 Change the horizontal spaces between the entry field part CZIP and thecombination box part CZIPLO on the one hand and the entry field partCADDR on the other hand to be equal to the space between the entry fieldparts CPHONE and CADDR. To do so,
 1. Draw a selection rectangle around the entry field parts CPHONE,CADDR, CZIP, and CZIPLO.
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2. Bring up the pop-up memu of any of the selected parts and chooseSpace and the fifth choice offered. This uses the space between theentry field parts CPHONE and CADDR and applies it to the otherselected parts so they are evenly spaced.
 Finally, the entry field part CCITY and the static text part ZIP Location needto be horizontally aligned to the entry field parts CZIP and CZIPLO.
 1. Draw a selection rectangle around the entry field parts CZIP and CCITY.
 2. Invoke the pop-up menu of the CZIP entry field part.
 3. Choose Align and the second alignment choice offered.
 4. Repeat these steps to align the ZIP Location static text part to theCZIPLO entry field part.
 The aligned window is shown in Figure 191.
 Figure 191. Customer Information Window After Alignment
 Changing the Size of Some FieldsYou may also want to change the size of some entry field parts that aresupposed to display strings but are too long to be displayed using the
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default size of the entry field part on the window. You can do this now forthe entry field parts CUSTNA, CONTAC, and CADDR.
 Even though you use the Define Field Reference feature that sizes the fieldsaccording to their definition, you may want to go through this exercise tobecome familiar with the sizing tools:
 1. Click on the CUSTNA entry field part to make it the active part.
 2. Drag the middle of the right-side sizing handles until the field size isenlarged to the right border of the CCITY entry field part (Figure 192).
 Figure 192. Sizing the CUSTNA Entry Field
 3. Use the arrow keys to get to the CONTAC entry field part.
 4. Press and hold the CTRL key and press the space bar to select the part.
 5. Use the arrow keys to get to the CADDR entry field part.
 6. Select this part also by using the CTRL key and the space bar.
 7. Invoke the pop-up menu for the CUSTNA entry field part.
 8. Choose Size and the first choice offered. The size of the entry fieldparts CONTAC and CADDR are enlarged to the size of the CUSTNAentry field part.
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Figure 193. Resize Entry Fields CONTAC and CADDR
 9. Deselect the Grid menu item of the Customer Information window'spop-up menu.
 Now you add a push button part to the Customer Information window thatallows the user to close this window and return to the Customer Inquirywindow:
 1. Move the mouse pointer to the bottom border of the CustomerInformation window so that it becomes a double arrow.
 2. Press and hold the right-hand mouse button and drag the windowborder so that it can hold the additional push button part (Figure 194).
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Figure 194. Resize Customer Information Window
 All parts contained in the Customer Information window have also beenmoved to the bottom of the window. This happens because the focalpoint for all parts in a window is the lower left corner of the window.
 3. Draw a selection rectangle around all of the parts on the CustomerInformation window.
 4. Move the mouse pointer over the static text part that holds the companyname Client Server Applications Inc.
 5. Press and hold the right-hand mouse button and drag the companyname static text part to just below the title bar of the CustomerInformation window.
 6. Release the mouse button. All of the selected parts have been moved.
 7. Find the push button part on the Parts Palette.
 8. Press and hold the right-hand mouse button and drag the push buttonpart below the ZIP Location static text part, then release the mousebutton.
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9. To align the push button with the static text part above, select the ZIPLocation static text part and the push button.
 10. Invoke the pop-up menu of the static text part.
 11. Choose Align and the fourth alignment choice offered. The push buttonpart is vertically aligned to the static text parts of the window.
 12. Double-click on the push button part to get the properties notebook forthis part.
 13. Change the part name to INFOOK and the text to OK.
 14. Go to the Style page of the properties notebook.
 15. Select the Default check box. This causes the push button's Press eventaction subroutine to be invoked when the Enter key is pressed.
 16. Double-click on the System icon of the properties notebook to close it.
 The window should resemble Figure 195.
 Figure 195. Final Window Design
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To save the changes to your project and exit the GUI Designer, click on theSave Project icon on the tool bar (the third icon if you have not customizedit) and your project is saved.
 Adding More Logic to Your ProjectThe objective of this part of the exercise is to add the necessary logic to usethe Customer Information window you have just designed with customerdata.
 There are several steps to follow:
 1. Add a file definition to your program.
 2. Change the code for the OK push button's Press event on the CustomerInquiry window to display the Customer Information window.
 3. Create the code for the OK push button's Press event to close theCustomer Information window.
 4. Build the application.
 5. Run the application.
 The first step is to define the DB2/400 file in your program:
 1. Choose the Project option from the GUI Designer menu bar and chooseEdit source code.
 2. Scroll to the H specification.
 3. Position the mouse cursor on the H specification.
 4. Choose Edit from the LPEX Editor menu bar and choose Insert Prompt.
 5. Press the Select push button and select the F specification radio button.Press the OK push button and you see the prompt window for an Fspecification.
 6. Fill in the following values:
 File name: CUSTOML3File type: IFile designation: FFile Format: ERecord address type: KDevice: DISKKeywords: REMOTE
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Note
 With the exception of the REMOTE keyword, all entries are the sameas RPGIV on the AS/400 system.
 7. To save this input, choose File from the LPEX Editor menu bar andchoose Save.
 8. Close the LPEX Editor by double-clicking with the left-hand mouse buttonon its system menu.
 Changing the OK Button Action SubroutineYou now add the logic for the Press event of the OK push button on theCustomer Inquiry design window.
 Note
 Before you go ahead and code the real logic for this action subroutine,you may want to remove the three lines of code from Exercise 1. Thatcode was created only to demonstrate events and action subroutines. Ifyou prefer the push button to change color, leave the code in.
 The RPG logic you are coding now should perform the following functions:
 1. Get the customer number from the entry field on the Customer Inquirywindow.
 2. Retrieve customer detail from the AS/400 database file.
 3. Display the second window (Customer Information).
 4. Put data from the database file onto the second window.
 Let's get started:
 1. Using the pop-up menu from the OK push button, bring up the actionsubroutine for the Press event. If you did not remove it, you should seethe code you created in Exercise 1 that changed the color of the pushbutton.
 2. The first step is to get the customer number entered in the CUSTNOentry field.
 3. There are two methods for getting this value, but code only one in youraction subroutine:
 a. Using the READ operation code:
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RPG
 *...1....+....2....+....3....+....4....+....5....+....6....+...CL0N01Factor1+++++++Opcode(E)+Factor2+++++++Result++++++++Len++C READ 'CUSTINQ'
 b. Using the GETATR operation code:
 RPG
 CL0N01Factor1+++++++Opcode(E)+Factor2+++++++Result++++++++Len++C 'CUSTNO' GETATR 'TEXT' CUSTNO
 4. With the value of the field CUSTNO, you now have to chain to thedatabase file CUSTOML3.
 Add the CHAIN statement with an indicator in the HI value column("record not found").
 You may want to use F4 for prompting to get the right column for thisindicator, or try out the syntax checker in the LPEX Editor.
 Your CHAIN statement should look like this:
 RPG
 CL0N01Factor1+++++++Opcode(E)+Factor2+++++++Result++++++++Len++D+HiC CUSTNO CHAIN CUSTOML3 50
 5. Add the following statement, which is true if the CHAIN was successful:
 RPG
 CL0N01Factor1+++++++Opcode(E)+Factor2+++++++Result++++++++Len++D+HiC If *IN50 = *OFF
 6. Now you have to code a SHOWWIN operation code to get your secondwindow displayed:
 RPG
 CL0N01Factor1+++++++Opcode(E)+Factor2+++++++Result++++++++Len++D+HiC SHOWWIN 'CUSTINFO'
 7. You also have to get the data from the RPG program storage to thisCustomer Information window, which is similar to a WRITE to a recordformat in an AS/400 display file. So code this:
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RPG
 CL0N01Factor1+++++++Opcode(E)+Factor2+++++++Result++++++++Len++D+HiC WRITE 'CUSTINFO'
 8. Now code the following to complete the IF condition:
 RPG
 CL0N01Factor1+++++++Opcode(E)+Factor2+++++++Result++++++++Len++D+HiC ENDIF
 Your completed code should look like the following:
 RPG
 CL0N01Factor1+++++++Opcode(E)+Factor2+++++++Result++++++++Len++D+HiLoEqC PSBOK BEGACT PRESS CUSTINQC Read 'CUSTINQ'C CustNo CHAIN CUSTOML3 50C If *IN50 = *OFFC ShowWin 'CustInfo'C Write 'CustInfo'C EndIfC ENDACT
 This completes this action subroutine for now. You can add some morefunction after we look at the runtime behavior. To save your changes,choose File from the LPEX Editor menu bar and choose Save. Close theLPEX Editor by double-clicking with left-hand mouse button on its systemmenu.
 Adding an Action Subroutine to the Customer Information WindowIn this part of the exercise, you add some code to make the CustomerInformation window invisible because the window should disappear whenthe OK button is pressed.
 The instructions in the following tasks are not as detailed because you arenow familiar with the VisualAge for RPG GUI Designer developmentenvironment.
 Perform the following steps:
 1. Create an action subroutine for the Press event of the OK push buttonon the Customer Information window.
 2. Add a statement to set the Visible attribute for the window to OFF.
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3. Save this action subroutine.
 You can close the design windows at this point. To close a design window,position the mouse pointer on the window's title bar and click the right-handmouse button. From the pop-up menu, choose Close.
 Building the ApplicationBefore you build the application, you have to specify where the compiler canfind the AS/400 information it needs at compile time. In this case, you haveto define on which server (AS/400 system) the file your program is using islocated and which file you are using.
 To enter this information, choose Server and Define AS/400 information...from the GUI Designer menu bar. The Define AS/400 Information notebookis displayed. This notebook has several pages on which you defineinformation about your server and files (Figure 196).
 Figure 196. Define AS/400 Information Window
 For this task, you need to define a server and a file:
 1. On the Servers page, press the Add... push button. The Add ServerAlias Name dialog is shown. Type an alias name in the Server aliasentry field. From the drop-down combination box, select the sameserver you used when using the Define Reference Fields function.
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2. Press the OK push button to add this server alias to the list on theServers page.
 3. Go to the Files page.
 4. Press the Add... push button to add a new file definition. The Add FileAlias Name dialog is shown.
 5. In the File Alias entry field, type the name of the file you specified on theFile specification in your program (CUSTOML3).
 6. In the Remote File entry field, type the actual file name(GUIDES2/CUSTOML3).
 7. From the Server Alias drop-down combination box, select the serveralias name you defined in a previous step.
 8. Press the OK push button to add this file definition.
 9. Close the Define AS/400 Information dialog by double-clicking on itssystem menu.
 With this information set, you can now build the project.
 1. To build (compile) the project, choose Project from the GUI Designermenu bar and choose Build.
 2. If you made changes to any of the design windows, a message windowis displayed prompting you to decide if the project should be saved first.Answer "Yes" to this message.
 3. A status window is displayed indicating that the build is in progress.
 4. Once the build is complete, a completion window is displayed, indicatingwhether the build was successful or not.
 Viewing the Compile ListingRecall that the VisualAge for RPG compiler is resident on the workstation.Therefore, the compile listing is also resident on the workstation. At anytime, it is possible to view the files that make up your project, including thecompile listing.
 To display the compile listing for this latest build:
 1. Choose Windows on the GUI Designer menu bar.
 2. From the pull-down, choose Project Organizer (Figure 197).
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Figure 197. Displaying the Project Files
 3. Figure 197 shows an icon view of the files that make up a project. Findthe one that has a .LST file extension and select it with the left-handmouse button. Click with the right-hand mouse button to get a pop-upmenu for the actions allowed for this file. Choose Browse.
 Figure 198. Icon View of the Project
 4. The compile listing is now displayed in Figure 198. Note the similaritiesbetween the VisualAge for RPG compile listing and the compiler outputof the AS/400 RPG compilers.
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Testing Your Application1. If the compile is successful, you can run your program. There are two
 ways to do this:
 a. Choose Project from the GUI Designer menu bar and choose Run.
 b. Click on the Run icon on the tool bar (the running man).
 2. The first window should be displayed. Type 0010100 as the customernumber. Notice that you have to move your cursor to the field beforetyping in the number. In the next exercise, you will improve this.
 3. Press the OK push button. This brings up the second window with thecustomer information filled in.
 4. If you type in a wrong customer number, nothing happens since you didnot code any error handling.
 5. Go to the second window again and use the OK button; the window isinvisible.
 6. Now try to get to the second window again with a valid customernumber.
 7. You receive a runtime error because the SHOWWIN operation code istrying to create a window that has already been created.
 8. The next exercise shows why this is happening and how to handle it.
 9. Now press the Exit button to terminate the application.
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Exercise 3. Error Handling, Action Links, and Messages
 In this exercise, you learn to handle error conditions and deal with theruntime behavior of the VisualAge for RPG environment. You also learnabout action links and VisualAge for RPG messages. You do this by:
 1. Removing the runtime error when using SHOWWIN twice
 2. Positioning the cursor on an entry field
 3. Linking two events to one action subroutine
 4. Creating messages and displaying message boxes
 5. Debugging your application
 6. Building the application
 7. Running the application
 ObjectiveAs a result of this exercise, you can:
 Handle runtime errors in your application.
 Understand how to position the cursor.
 Link multiple events to one action subroutine.
 Use messages and message boxes.
 Use the VisualAge for RPG debugger.
 Enhancing Runtime BehaviorIn this exercise, you are enhancing the application that you built during theprevious exercises. The runtime error and cursor positioning problems arefixed.
 Handling a Runtime ErrorWhen you ran your application, a runtime error was displayed when youclicked on the OK button in the Customer Inquiry window the second time.This is because the SHOWWIN operation code is executed again thatattempts to create the Customer Information window again. Since it hasalready been created, the runtime error occurs. The runtime error isdisplayed because you have not coded any error handling in the application.
 As is typical in RPG, you use an error indicator on the operation code todeal with the error, and have a conditional statement to handle the error
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depending on the state of the error indicator. The logic inside the IFcondition uses the SETATR operation code to make the CustomerInformation window visible if the SHOWWIN operation fails. Remember thatclicking on the OK push button on the Customer Information window madethis window invisible.
 Let's update the logic to handle the runtime error:
 1. Edit the Press action subroutine for the OK button in the CustomerInquiry window.
 2. Add an error indicator to the SHOWWIN operation code statement. Thistraps the runtime error. You now have to make the window visiblewithout having to create it again.
 3. Add a conditional statement for checking the error indicator. If theindicator is on, you want to make the window visible and bring it to thefront by giving it the focus.
 4. Add code to set the Visible attribute for the Customer Informationwindow to 1.
 5. Now you need to add a line of code to give the window focus (that is,make it the top window), by setting its Focus attribute to 1, as shown inFigure 199.
 RPG
 *...1....+....2....+....3....+....4....+....5....+....6....+....7....+.CL0N01Factor1+++++++Opcode(E)+Factor2+++++++Result++++++++Len++D+HiLoEq
 *C PSBOK BEGACT PRESS CUSTINQC Read 'CustInq'C CustNo Chain CustomLF 50C If *IN50 = *OFFC ShowWin 'CustInfo' 51C If *IN51 = *ONC Eval %Setatr('CustInfo':'CustInfo':'Visible')=1C Eval %Setatr('CustInfo':'CustInfo':'Focus')=1C EndIfC Write 'CustInfo'C EndIfC ENDACT
 *
 Figure 199. Example of Error Handling Code
 6. Do not forget to add the ENDIF operation code to complete the IFcondition.
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7. Save your changes.
 Now you add code to position the cursor in the CUSTNO entry field(Figure 200). For this task, you use the Activate event to move the cursor tothe entry field. This event occurs when the user clicks on a window with themouse. The steps are these:
 1. Create an action subroutine for the Customer Inquiry window Activateevent.
 2. Add a statement that uses the SETATR operation code to set the Focusattribute of the CUSTNO entry field to 1.
 Figure 200. Code to Position Cursor
 3. Save your changes and build the project.
 Running the Improved ApplicationTo see the improvement, do the following:
 1. After successfully building your application, run it again.
 2. Enter the customer number 0010200 and click on OK to display thesecond window with the customer information.
 3. Now click on the OK button on the Customer Information window; thisbrings you back to Customer Inquiry but the cursor is not positioned onthe entry field.
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4. Click on the OK button on the Customer Inquiry window again. Theruntime error message that you got before does not appear, so yourerror-handling code is working.
 Working with Action LinksWe still have the problem of the cursor not going to the customer numberentry field when the first Customer Inquiry window is first displayed. TheActivate event for the window already has the logic to move the cursor.Rather than rewriting this logic, use the Action Link feature of VisualAge forRPG. This feature allows more than one event to invoke the same actionsubroutine.
 You use this feature to have the Customer Inquiry windows Create event callthe action subroutine already defined for the Activate event.
 First, let's look at the Action Link window. If an LPEX Editor window is notalready opened, open one by choosing Project and Edit source code fromthe GUI Designer menu bar.
 From the LPEX Editor menu bar, choose Edit and Action subroutines.... TheVisualAge for RPG - Action subroutines : Events View window is displayed.Enlarge this window so you can see all of the information. Then,
 1. From the Windows list box, select CUSTINQ by clicking on it with theleft-hand mouse button.
 2. This fills the Parts list box with all of the parts on that window.
 Since you are interested in the events for the Customer Inquiry window,select CUSTINQ from the Parts list box.
 3. You now see the Events list box filled with all valid events for a window.
 Choose the Create event in the Events list box and selectCUSTINQ+ACTIVATE+CUSTINQ in the Action subroutines list box(Figure 201).
 The Create link push button is now enabled.
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Figure 201. Creating an Action Link
 4. Click on the Create link push button. This links the Create event to theActivate event action subroutine.
 5. Close this window by clicking on the Close push button.
 6. Build your application and test it by noting that the cursor is positionedin the CUSTNO field when the window is first displayed.
 Using Message BoxesAs the application is now, if the user enters a customer number that is notin the database, no action is performed and no message is displayed. Inthe next exercise task, you add logic that causes a message box to bedisplayed to inform the user that the customer number is invalid.
 There are two methods of defining the message text for messages inVisualAge for RPG:
 1. Define the message text and message box style with D specifications inyour VisualAge for RPG source.
 2. Define a message in the GUI Designer.
 In either case, the DSPLY operation code is used to display the message ina message box.
 In this exercise task, you define the message in the GUI Designer and add aDSPLY opcode to your VisualAge for RPG logic to display a message if thecustomer number is not found in the database.
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Let's start by defining the message:
 1. Choose Project from the GUI Designer menu bar and choose Definemessages....
 2. In the Define Messages window, click on the Create... push button. Thewindow in Figure 202 is displayed, which allows you to define a newmessage.
 Figure 202. Creating a Message
 3. Scroll through the different types of messages available and select anyone. The message type determines which icon is displayed on themessage box.
 4. Type some message text in the Message entry box. This is the text thatis shown on the message box.
 5. You may also type some additional message text in the Message Helpentry box. This text is shown when the Help push button on themessage box is clicked.
 6. Select the Movable check box. If this is not checked, the user cannotmove the message box.
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7. Select the push buttons to appear on the message box from the Buttonsdrop-down combination box. For this exercise, choose just the OKbutton.
 8. Click on Save to save your message definition.
 9. MSG0001 now is shown in the Define Messages window.
 Note
 VisualAge for RPG assigns message numbers. Message numberscannot be changed by the user.
 10. Click on the OK push button on the Define Messages window.
 Now, you need to add the code to your action subroutine to display themessage you have just created.
 1. Open the Customer Inquiry window if it is not already opened andchoose the PRESS event for the OK push button to edit its actionsubroutine.
 2. Add the following statements after the CHAIN statement to display themessage if the record is not found:
 RPG
 *...1....+....2....+....3....+....4....+....5....+....6....+....7..CL0N01Factor1+++++++Opcode(E)+Factor2+++++++Result++++++++Len++D+HiC ELSEC *MSG0001 DSPLY REPLY 9 0
 3. Now add a statement to change the background color of the entry fieldto red using the SETATR operation code.
 Tip
 The part name goes in Factor 1, the attribute value in Factor 2, andthe attribute name in the Result field. Do not forget the quotes.
 All of the online manuals including the Parts Reference are alsoavailable from the LPEX Editor Help menu.
 To see a list of attributes that are allowed for a specific part type,select the part on the Parts Palette by selecting it with the left-handmouse button and press F1. Help is displayed for the part along withhyperlinks to that part's attributes.
 Exercise 3. Error Handling, Action Links, and Messages 305

Page 330
                        

4. Build and run the application. Enter an invalid customer number, suchas 9999999 . A message box should be displayed with the message textyou defined earlier.
 Notice that a Help push button has been added to the message box.This is because you specified second-level message text. Click on theHelp push button to see the second-level help you typed when youcreated the message.
 This is an example of how messages are created in VisualAge for RPG andhow they can be displayed with the DSPLY operation code. Messages areused elsewhere in VisualAge for RPG, including the Message Subfile partand label substitution. Those areas are not covered in this exercise.
 Optional Exercise: More Message Box HandlingThe first part illustrated how to display a message using the DSPLYoperation code and specifying the message number in Factor 1. There areother ways of displaying a message or a text with the DSPLY operationcode.
 The next method is similar to the one in the previous exercise task.However, instead of specifying a message number in Factor 1, you definethe message on a Definition specification. The following steps demonstratehow to do this:
 Tip
 D specifications must follow any File (F) specifications and come beforeany Calculation (C) specifications.
 Enter the following specifications in your program:
 (Notice that the Definition type is M. This is unique for VisualAge forRPG, and indicates this definition specification is defining a message.)
 RPG
 *...1....+....2....+....3....+....4....+....5....+....6....+....7...DName+++++++++++ETDsFrom+++To/L+++IDc.Keywords++++++++++++++++++++++
 *DInfoBox M STYLE(*INFO)D BUTTON(*RETRY: *ABORT: *ENTER)
 *DMSG1 M MSGNBR(*MSG0001)
 Replace your current DSPLY operation code with the following code:
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RPG
 CL0N01Factor1+++++++Opcode(E)+Factor2+++++++Result++++++++Len++D+HiC MSG1 DSPLY InfoBox Reply 9 0
 Build your application and run it. When the message box is displayed,notice that the push buttons and the icon are different from the ones youspecified when you created the message. By using this method ofdisplaying a message, you can override the attributes defined when themessage was created.
 Using Message SubstitutionVisualAge for RPG messages also support message substitution. Usingmessage substitution, the value of a program variable can be displayed inthe message text.
 For this exercise task, you create a new message that shows the invalidcustomer number in the message box.
 Create a new message as you did for the first message. This time, forthe message text, use message substitution. Type the followinginformation as the message text:
 Customer number %1 is not valid. Please enter a validcustomer number.
 Note the difference. The message substitution variable %1 has beenadded. This variable is replaced at runtime with the value of a variablein your program.
 Add the following D specifications to your program. The keywordMSGDATA is used to define which program variable should be used asthe message substitution text. In this case, you are using the customernumber entered by the user. Enter this:
 RPG
 *...1....+....2....+....3....+....4....+....5....+....6....+....7...DName+++++++++++ETDsFrom+++To/L+++IDc.Keywords++++++++++++++++++++++
 *DMSG2 M MSGNBR(*MSG0002)D MSGDATA(CUSTNO)
 *
 Replace the current DSPLY operation code with the following code:
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RPG
 CL0N01Factor1+++++++Opcode(E)+Factor2+++++++Result++++++++Len++D+HiC MSG2 DSPLY Reply 9 0
 Build your application and run it. Now, when the message box is displayed,the customer number should be displayed in the message box when youenter an invalid number.
 Defining Message Text in the ProgramAn additional variation for displaying a message is to define the text of themessage in your VisualAge for RPG program. This is done as follows:
 Add the following D specifications to your program. The TEXT fielddefines the message text to be displayed. Enter this:
 RPG
 *...1....+....2....+....3....+....4....+....5....+....6....+....7...DName+++++++++++ETDsFrom+++To/L+++IDc.Keywords++++++++++++++++++++++
 *DWarnBox M STYLE(*WARN)D BUTTON(*YESBUTTON:*NOBUTTON)
 *DTEXT M MSGTEXT('Number NOT found')
 *
 Replace the current DSPLY operation code with the following code:
 RPG
 CL0N01Factor1+++++++Opcode(E)+Factor2+++++++Result++++++++Len++D+HiC TEXT DSPLY WarnBox Reply 9 0
 Build your application and run it. Observe the message text on themessage box.
 Using Action Links to Navigate Your LogicThe Action link window can also provide you with some help in navigatingthrough your application logic. This window is accessed from the LPEXEditor:
 1. If an LPEX Editor window is not currently open, choose Project and Editsource code from the GUI Designer menu bar. The LPEX Editor windowis shown.
 2. From the LPEX Editor menu bar, choose Edit and Action subroutines....The Action subroutines : Events View window is shown.
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3. Click on the View subroutines push button. This gives you a differentview of all the action links in your program (Figure 203). Click on theCUSTINQ+ACTIVATE+CUSTINQ action subroutine and the second listbox shows all of the action links for this action subroutine.
 Figure 203. Navigate with Action Link Window
 4. To view the logic for an action subroutine, double-click on an actionsubroutine name. The LPEX Editor positions the source to that actionsubroutine.
 Debugging a VisualAge for RPG ApplicationVisualAge for RPG includes a powerful debugger to help in locating logicerrors in your program. This short exercise task illustrates some of thebasic debugger features.
 The debugger can be started by clicking on the debug tool bar icon or fromthe GUI Designer menu bar by choosing Project and Debug.
 1. The debugger Debug Session Control dialog is displayed, followed byanother window with the source view of your program.
 2. In the source view (Figure 204), scroll to the Activate action subroutine.
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Figure 204. Debug Source View
 3. Set a breakpoint on the statement that sets the focus attribute bydouble-clicking on the statement number.
 4. Run your application by clicking on the Run icon on the source view toolbar. The Run icon is the one with the green circle and running person.
 Tip
 As you move the mouse pointer over the Debugger tool bar iconsone by one, a short description of each icon is displayed.
 5. When the break point is reached, the statement is highlighted.
 6. To examine the contents of a program variable, scroll to any statementthat contains a variable.
 Note
 This technique does not work on the EVAL operation code.
 7. Double-click on the variable name. The Program Monitor window isshown with the variable contents.
 8. Allow the program to run by clicking on the Run icon on the Debuggertool bar.
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9. Click on the Exit button on the Customer Inquiry window to end thedebug session and your program.
 This concludes this exercise. In the next exercise, you make moreenhancements to your application by adding a Subfile part and someApplication Help.
 End the GUI Designer by double-clicking on its system menu.
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Exercise 4. Creating a Component with Subfile and Application Help
 In this exercise, you enhance an existing application by creating a newcomponent with a Subfile part. In addition, you add some help to yourapplication. You are also making changes to your current application.Currently, the Customer Inquiry window has two push buttons:
 DETAIL
 EXIT
 You'll by adding a LIST push button that starts the new subfile componentthat you are about to create in this exercise.
 During this exercise, you:
 1. Create a new component in a project.
 2. Create a subfile and add fields.
 3. Write the VisualAge for RPG logic to write records to the subfile part.
 4. Write the VisualAge for RPG logic to get data from a subfile part.
 5. Add application help to your application.
 6. Build the application.
 7. Run the application.
 ObjectiveAs a result of this exercise, you will know how to write applicationscontaining multiple components, subfile parts, and application help by:
 Adding a new component to an existing project.
 Creating subfiles with multiple fields.
 Writing VisualAge for RPG logic to display data in a subfile part.
 Writing VisualAge for RPG logic to respond to subfile events.
 Writing application help using the IPF tag language.
 Creating a SubfileIn this exercise, you are enhancing an application that was created earlier.As the application is now, the user must know ahead of time what a validcustomer number is.
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The enhancement you make is to add to the first window, Customer Inquiry,a push button that starts a new component to show another window. Thatwindow contains a subfile part that lists all of the customers in thedatabase. When the user selects a customer from the list, the customernumber is placed in the CUSTNO entry field on the Customer Inquirywindow.
 In this exercise, you create only the subfile; later you will have anopportunity to use a component reference part to fill the customer numberin the Customer Inquiry window.
 Note
 The instructions in this exercise are not as detailed as in the earlier labssince you are expected to have had some experience using theVisualAge for RPG GUI Designer. Remember that online help is alwaysavailable from the Help menu item on the GUI Designer.
 First, you create a new component called COMPLIST. These steps guideyou through the process of creating a new component in an existingapplication:
 1. Open the GUI Designer, click on the Project menu bar choice and selectNew from the menu pull-down.
 You now have to tell it that you want to create a component and alsoidentify the component name. Select the Save Project icon on the toolbar. You see a window that allows you to specify the component nameCOMPLIST.
 2. Type the name COMPLIST.
 3. Select the radio button New Component.
 4. Select the Customer Inquiry project from the Folders and ProjectsCombination box.
 5. Make sure the source file has COMPLIST as an entry.
 6. Click on the OK push button.
 You have now set up the component for the subfile window and can goahead with creating a subfile.
 You now create a subfile that is used to display records from a logical fileon the AS/400 system. This file is named CUSTOML1 and is in libraryGUIDES2. The record format name is CUSTOM01. The subfile you createshows data from the following database fields:
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CUSTNOCUSTNA
 Perform the following steps to create the new window with the subfile part:
 1. Change the title of the design window to Select Customer (or somethingequivalent).
 2. Name the design window CUSTLIST.
 3. Locate the subfile part on the Parts Palette, drag it and drop it on thedesign window. Position and size the subfile as required.
 4. Double-click on the subfile part to bring up its properties notebook.
 5. On the General page, change the name of the subfile by changing thevalue in the Part Name entry field to SFL1.
 6. Close the properties notebook.
 7. Now you add fields to the subfile. There are two ways to add fields to asubfile part:
 a. By opening the Subfile parts properties notebook and going to theField list page.
 b. By dragging and dropping fields from a database Reference File.
 For this exercise, we use the database reference method.
 Defining Reference FieldsBefore you can use the Define Reference Fields feature, you have to definethe AS/400 systems. This was already handled in an earlier exercise.
 1. Use Define reference fields from the GUI Designer menu bar to displaythe field list for file CUSTOML1 in library GUIDES2.
 2. Drag and drop the following fields on the subfile part:
 CUSTNOCUSTNA
 Note
 If you add the wrong fields, or want to change the order of the fieldsin the subfile, open the properties notebook for the subfile and go tothe Fields page.
 Once you have completed these two steps, you should have a designwindow that looks similar to Figure 205.
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Figure 205. Completed Window with Subfile
 Now you need to add code to fill the subfile. In this example, you are goingto fill the subfile when the window is created. Therefore, you need to createan action subroutine for the window's Create event.
 To create the action subroutine, use the right-hand mouse button to invokethe pop-up menu for the window. Choose Events and choose CREATE.
 When the skeleton action subroutine is displayed, add the VisualAge forRPG statements shown in Figure 206 between the BEGACT and ENDACTstatements to fill the subfile. Then, save your code.
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RPG
 *...1....+....2....+....3....+....4....+....5....+....6....+....7....+.CL0N01Factor1+++++++Opcode(E)+Factor2+++++++Result++++++++Len++D+HiLoEq
 *C FRA00014 BEGACT CREATE FRA00014
 ** Read a record from database
 C read customna 99** Do until end of file
 C *in99 doweq *off** Add a record to the subfile
 C write SFL1** Read a record from database
 C read customna 99C enddo
 *C ENDACT
 *
 Figure 206. Code to Fill the Subfile from the Database
 Now you must add a file specification to your program to fill the subfile.
 Adding the File SpecificationTake these steps:
 1. If an LPEX Editor window is not already open, choose Project and Editsource code from the GUI Designer menu bar.
 2. Enter the following file specification for the customer physical file:
 RPG
 *...1....+....2....+....3....+....4....+....5....+....6....+....7....+.FFilename++IPEASFRlen+LKlen+AIDevice+.Keywords+++++++++++++++++++++++++FCustomer IF E K DISK REMOTEF Rename(CUSTOM01:CUSTOMNA)
 Tip
 File specifications must follow any H specifications and come before anyD specifications.
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The following values were used to define this F specification:
 Customer - The file name used by the program.I - File is input only.F - File is being processed as full procedural.E - The file is externally described.K - The file is being processed by key.DISK - This is a disk file.REMOTE - The file resides on the AS/400 system.RENAME - Rename the record format since it is already used in fileCUSTOMLF.
 Tip
 You may want to add the file keyword BLOCK(*YES) in applications thatuse SETTLL or CHAIN. This allows the RPG compiler to define blockingeven if these operation codes are used to access the file.
 Selecting a Record from the SubfileNow you need to add the logic that reads the record selected by the userwhen the user double-clicks on a subfile record. When the userdouble-clicks on the subfile part, an Enter event is signalled. Therefore, youneed to create an action subroutine for the subfile's Enter event. The stepsare these:
 1. From the Subfiles pop-up menu, create an action subroutine for theEnter event.
 2. In this action subroutine, use the READS operation code to get theselected record from the subfile. READS moves the value for thecustomer number into the RPG variable CUSTNO. The READS operationcode requires the subfile part name in Factor 2 (without the quotes).
 3. You must move the customer number to the CUSTNO field on theCustomer Inquiry window in application Customer Inquiry. Since thisfield resides in a different component, you must use a componentreference part to exchange information. (You can skip this step now andadd this function later.)
 4. Finally, you want this subfile window to disappear when a selection hasbeen made. Add the logic required to make this window not visible.
 This is all of the logic needed for this action subroutine. Save your codechanges by choosing File and Save from the LPEX Editor menu bar.
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Defining AS/400 InformationBefore you can build the application, you must indicate which file on theAS/400 system is being used, and on which AS/400 system or server the fileresides. Do this by entering information in the Define AS/400 informationnotebook. The server is still the same as the one used before, so nochanges are required here.
 Defining the AS/400 FileNow you must define the file that is being used to fill the subfile. Displaythe Define AS/400 information window by choosing Project and DefineAS/400 information from the GUI Designer menu bar. Go to the File pageand click the Add push button to add the file CUSTOMER.
 The override value is the name we called the file in our program (in thiscase, CUSTOMER).
 The remote-name value is the qualified name of the file on the AS/400system. For this example, the remote file name is GUIDES2/CUSTOML1.
 The server alias name is the alias of the server that was defined on theServer page.
 Building the Subfile ComponentNow you can build the component. Since the build environment has beenchanged, you may want to have a look at the build options.
 Under the project menu, select Build options; this brings up the new Buildoptions dialog. Specify any changes you want to make in here; you are notprompted at build time for changing the options.
 You should note that if you attempt to run this component, it will fail. This isbecause you have created a VisualAge for RPG component, not anapplication. VisualAge for RPG components can be invoked only by startingthem from another VisualAge for RPG component or application. In thefollowing section, you return to the Customer Inquiry application to add logicthat starts this subfile component.
 Adding Logic to the Customer Inquiry ComponentSince you want to show the subfile for selecting a customer when the userdoes not know the customer number, you have to add some capability to theCustomer Inquiry window in application Customer Inquiry to do this. Addinga Find push button and an action subroutine with some logic to start thecomponent COMPLIST gets you there.
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Select the Open a Project icon on the tool bar.
 In the open dialog window, select Customer Inquiry and click on the Openpush button.
 You are now editing the Customer Inquiry application.
 1. Open the Customer Inquiry design window and add a push button part.
 2. Change the label of the push button to Find....
 3. Change the name to PSBFIND.
 4. Create an action subroutine for the Press event of this push button toSTART component COMPLIST:
 RPG
 *...1....+....2....+....3....+....4....+....5....+....6....+....7....+.CL0N01Factor1+++++++Opcode(E)+Factor2+++++++Result++++++++Len++D+HiLoEq
 *C START 'COMPLIST'
 Save your code changes by choosing File and Save from the LPEX Editormenu bar, and then build this project.
 Running the Enhanced ApplicationRun the Customer Inquiry application. You now have an additional pushbutton that lists customers from the database. Try it out. When theCustomer Inquiry window is displayed, press the Find... push button todisplay the list of customers. In a later exercise, you see how to retrievethe selected customer number.
 Creating Help for Your ApplicationIn this exercise, you create online help for your application. Help inVisualAge for RPG is written for each part. In this example, you create thehelp that describes the function of the CUSTNO entry field on the CustomerInquiry window.
 To begin, invoke the pop-up menu for the CUSTNO field by clicking on it withthe right mouse button.
 1. On the pop-up menu, choose Help text.
 2. The LPEX Editor is shown with statements similar to the following:
 :h1 res=171.EF00001A:p.Help
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The information up to the period on the first statement is used byVisualAge for RPG when invoking help, so this information should not bechanged. The string following the period, EF00001A, is the heading thatis shown in the Help window. Change it to something similar to thefollowing:
 :h1 res=191.Help for Customer Number Field
 3. The text on the following line is the body of the help text, and beginswith the paragraph tag, (:p.). Change this text to something similar tothe following:
 :p.Enter a customer number in this field and click on OK.If the customer number is found, the:hp9.Customer Info:ehp9.window is displayed.To find a valid customer number, press the:hp9.Find...:ehp9. pushbutton.
 The :hp9. and :ehp9. tags are called highlight phrase tags and cause thetext between them to be displayed in a different color.
 Tip
 A description of all IPF tags can be found in the IPF online referencemanual in the VisualAge for RPG folder. You can view this manualby choosing Help from the GUI Designer menu bar.
 4. Save your help and close the LPEX Editor window.
 5. In the GUI Designer menu bar, choose Project and Build to build thisproject.
 To test your help, invoke the program by selecting the Run icon on the toolbar. When the Customer Inquiry window (CUSTINQ) is shown, move thecursor to the customer number field by clicking on it with the mouse andpress the F1 key. The help you created is shown in a separate window.
 This short example illustrates how easy it is to add online help to yourVisualAge for RPG applications. There are many other IPF tags you can useto enhance your help, including adding bitmap images.
 Exercise SummaryThis exercise guided you through:
 1. Creating a component
 2. Creating a subfile
 3. Creating online help
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Exercise 5. Using the Component Reference Part
 Component reference parts are used to monitor for events in othercomponents and to get and set attribute values from parts in othercomponents.
 In this exercise, you enhance your application using a component referencepart to pass the value of the selected customer number from the subfilecomponent COMPLIST back to the component Customer Inquiry.
 You are making the following changes:
 For component COMPLIST:
 − Add an entry field part that contains the selected customer number.It is this part that the component reference part is referencing.
 For component Customer Inquiry:
 − Add a component reference part.
 − Change the settings for this part so it monitors for the Change eventof the entry field added to component COMPLIST.
 − Change the settings for this part so it can retrieve the Text attributefor the entry field.
 − Add logic for the Notify event of the component reference part to getthe changed data.
 During this exercise, you:
 1. Create a hidden field containing the selected customer number.
 2. Create a component reference part.
 3. Use the component reference part to react to an event and get anattribute value from another component.
 4. Write the VisualAge for RPG logic to fill the hidden field with the subfileselection.
 5. Write logic to get the customer number value from a differentcomponent.
 6. Build the application.
 7. Run and test the application.
 8. Improve it.
 9. Test it.
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ObjectiveIn this exercise, you learn about the behavior of components by writingapplications containing multiple components that use component referenceparts to communicate with each other. In doing this, you will be
 Creating and using component reference parts.
 Writing VisualAge for RPG logic to monitor for events acrosscomponents.
 Writing VisualAge for RPG logic to get attribute values from othercomponents.
 Creating the Hidden FieldIn this exercise, you add function to the subfile application that you startedin Exercise 4.
 The enhancement you make first is to add a hidden entry field to theCUSTLIST window of component COMPLIST. The Text attribute of this is setto the customer number value when the user double-clicks on a record inthe subfile. The hidden field, in turn, triggers a Change event.
 The following steps guide you through the process of creating the hiddenfield in the existing component COMPLIST:
 1. Double-click on the Customer Inquiry project on your desktop.
 2. You see all of the parts belonging to the Customer Inquiry in the projectwindow, including the component COMPLIST.
 3. Double-click on the COMPLIST icon, which brings up the project windowfor this component.
 4. Locate the EDIT icon on the tool bar and select it. This brings up theGUI Designer.
 5. You can now double-click on the CUSTLIST window icon to bring up thiswindow.
 6. Select an entry field from the Parts Palette and put it on the CUSTLISTwindow. Since it is hidden, its position is not important.
 7. Change the field name to EF2.
 8. Deselect the visible check box so it does not appear at runtime.
 9. Invoke the pop-up for EF2 and choose EVENTS. From the Events list,choose CHANGE. When the editor window opens, you can just close it.
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The component reference part requires that an action subroutine existeven though it contains no logic.
 10. Invoke the pop up menu for the subfile part SFL1.
 11. Select Events and Enter.
 12. In the editor for the Enter action subroutine, set the Text attribute of thehidden field EF2 to CUSTNO. This is the customer number from theselected subfile record.
 Save your code and build the component. After the component is builtsuccessfully, you can now open project Customer Inquiry and make changesto it.
 Creating and Using the Component Reference PartClick on the OPEN icon on the tool bar and select project Customer Inquiry.
 Now add a component reference part to the Customer Inquiry window.
 1. Open the Customer Inquiry window.
 2. Drag a component reference part from the Parts Palette and drop it onthis window.
 Open the properties notebook for the component reference part and renameit to MONCHG. Now go to the Style page. The information you need to givea component reference part is twofold:
 1. The upper section defines the part attribute being referenced.
 2. The lower section defines the part event to monitor.
 On the Style page, specify the component name that you want to reference(in this case, COMPLIST).
 Since you are interested in getting the Value attribute and monitoring for thechange event, you must fill out both sections:
 1. Specify the reference window name CUSTLIST.
 2. Specify the reference part name EF2.
 3. Specify the reference attribute name TEST. This concludes the definitionfor the upper part of the Style page for this component reference part.
 4. Now do the lower part to define the event you want to monitor. In thiscase, you want to monitor part EF2 for the Change event.
 5. Use the same preceding information for window name and part name.
 6. Then specify CHANGEfor the event to be monitored.
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The next step involves writing an action subroutine that is invoked whencomponent reference part MONCHG gets notified by a Change eventfrom entry field EF2. In the VisualAge for RPG component referencepart, this is called a Notify event.
 7. Write an action subroutine for the MONCHG Notify event that gets theattribute value (ATTRVALUE) from the MONCHG part and puts it into thevariable CUSTNO:
 RPG
 *...1....+....2....+....3....+....4....+....5....+....6....+....7..CL0N01Factor1+++++++Opcode(E)+Factor2+++++++Result++++++++Len++D+HiC 'MONCHG' Getatr 'AttrValue' CustNo
 8. Copy this value to the CUSTNO field in the Customer Inquiry windowwith a SETATR statement:
 RPG
 CL0N01Factor1+++++++Opcode(E)+Factor2+++++++Result++++++++Len++D+HiC 'CustNo' Setatr CustNo 'Text'
 9. Save everything you have done.
 10. Build the application.
 11. Run and test the application. When you double-click on a subfile record,the corresponding customer number should appear in the CUSTNO entryfield.
 Visibility and FocusYou notice that when the CUSTLIST window is displayed, it does not havefocus—that is, does not appear in front of other windows.
 To give this window focus, we use another component reference part incomponent Customer Inquiry to set the Visible and Focus attributes forwindow CUSTLIST.
 Open the GUI Designer for project Customer Inquiry and open the CustomerInquiry window. Create another component reference part on this windowand name it CRP1. Open the properties notebook, go to the Style page andset:
 1. Component to COMPLIST.
 2. Reference window name to CUSTLIST.
 3. Reference part name to CUSTLIST.
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This completes the definition of the component reference part. Now let'sadd the necessary logic.
 First, we add an indicator that tells the application Customer Inquiry that thecomponent COMPLIST is already started and the only thing left to do is tomake visible the window CUSTLIST in component COMPLIST and give itfocus.
 You have to add some code to the action subroutine that is linked to theFind push button on the Customer Inquiry in component Customer Inquiry:
 1. Use the LPEX Editor and locate the Press event action subroutine for theFind push button.
 2. Add code to turn indicator 60 on when component COMPLIST is startedto indicate that component COMPLIST is started.
 3. Add code to skip starting component COMPLIST if *IN60 is on.
 4. Add the following code to set window CUSTLIST in componentCOMPLIST visible:
 RPG
 CL0N01Factor1+++++++Opcode(E)+Factor2+++++++Result++++++++Len++D+HiC 'CRP1' SETATR 'VISIBLE' 'REFATTR'C 'CRP1' SETATR '1' 'ATTRVALUE'
 5. To give the window focus, add the following two statements:
 RPG
 CL0N01Factor1+++++++Opcode(E)+Factor2+++++++Result++++++++Len++D+HiC 'CRP1' SETATR 'FOCUS' 'REFATTR'C 'CRP1' SETATR '1' 'ATTRVALUE'
 6. Finally, build and test your application. When the Find push button ispressed, the Subfile window should be visible and have focus.
 Exercise SummaryThis exercise guided you through:
 1. Creating and using a component reference part.
 2. Using the two different functions of a component reference part.
 3. Writing VisualAge for RPG logic for a component reference part.
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Exercise 6. Pop-Up Menus and Notebooks
 In this exercise, you enhance the subfile component with a pop-up menu.The pop-up menu is shown when the user clicks the right-hand mousebutton on the subfile.
 To show details of a selected customer, you also add a notebook part.
 During this exercise, you:
 1. Create a pop-up menu.
 2. Create a notebook containing customer information.
 3. Write the VisualAge for RPG logic to handle pop-up menus.
 4. Write the VisualAge for RPG logic to fill a notebook page.
 5. Run the application.
 ObjectiveAs a result of this exercise, you can write applications containing pop-upmenus and notebooks by:
 Adding a pop-up menu to a VisualAge for RPG application.
 Creating a notebook in a noncanvas window.
 Writing VisualAge for RPG logic to react to the pop-up event.
 Writing VisualAge for RPG logic to respond to menu select events.
 Writing VisualAge for RPG logic for notebook parts.
 Creating a Pop-up MenuYou are enhancing your subfile component with a pop-up menu and anotebook. The user can click with the right-hand mouse button on aselected subfile record and your VisualAge for RPG application shows apop-up menu. The pop-up menu gives you the choice of viewing the detailsof the selected customer or deleting the selected customer record.
 The additional enhancement you make pertains to the presentation of theuser data. If the user chooses the Detail item in the pop-up menu, you showthe customer data in a notebook.
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Working with Pop-up MenusThese steps guide you through the process of creating the pop-up menu:
 1. Double-click on the COMPLIST component in your GUIDES2 projectwindow.
 2. You see all of the parts belonging to the component COMPLIST in theproject window.
 3. Click on the EDIT button on the tool bar to bring up the GUI Designer forthis project.
 4. Locate the pop-up icon in the Parts Palette and drag it onto your designwindow. Where you drop it on the window does not matter. At runtime,the pop-up menu shows where the mouse cursor is located when theright mouse button was clicked.
 5. In the GUI Designer, open the properties notebook for the pop-up menuand name the menu POPUP1.
 6. Name the pop-up menu item POPDETAIL.
 7. Now you have to add one more menu item to this pop-up part. Select amenu item from the parts palette and drop it onto the POPDETAIL menuitem. Selecting this menu item shows a Notebook with customerinformation.
 8. Name this menu item POPDELETE.
 Adding Logic to Support Pop-up Menus1. Select the Popup event on subfile SFL1.
 2. Add the following code to the action subroutine for the Popup event:
 RPG
 *...1....+....2....+....3....+....4....+....5....+....6....+....7..CL0N01Factor1+++++++Opcode(E)+Factor2+++++++Result++++++++Len++D+HiC 'POPUP1' SETATR 1 'VISIBLE'
 This piece of code tells the runtime to make the pop-up part visible.Pop-up menus are always displayed at the mouse cursor position.
 3. Close this window.
 Creating the NotebookYou create a notebook with two pages to show the customer data of theselected customer record in the subfile. One page contains name andaddress information; the other page contains contact information.
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To introduce the notion of a window without canvas, you are creating anotebook that fills the entire window:
 1. Go to the Parts Catalog and locate the Window part. It is in the Framespage.
 2. Drag it to the Project View of the GUI window.
 3. Name this window WINNOTE.
 4. Change the title to Customer Detail Notebook .
 5. Drag a notebook icon onto the WINNOTE window and drop it.
 Using a window without canvas causes the notebook to fill the entirewindow frame.
 6. Name this notebook NBKCUST and deselect VISIBLE.
 7. Drag two Notebook pages with canvas parts onto the notebook and dropthem.
 Tip
 You can reorder notebook pages by opening the properties notebookfor the notebook part and going to the Page List page.
 8. Change the tab text on each of the pages to:
 AddressContact
 9. Now use the database reference function to create the following fieldson the Address page:
 Customer numberAddressCityPhone
 10. Get the CUSTNO and Contact field, drag them to the Contact notebookpage, and drop them.
 Note: The CUSTNO field on the second page gets a new name. Onlyone unique name per window per part is allowed, so VisualAge for RPGrenamed this field when it was placed on the window.
 11. Save your project.
 Adding Logic to Update the Notebook PagesIt takes little effort to write the logic for this piece of the application:
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1. Write an action subroutine that reacts to the MenuSelect event of thePOPDetail menu part.
 2. Get the selected record from the subfile (READS operation code).
 3. Use the CUSTNO field to chain to the AS/400 file.
 4. Write to window WINNOTE.
 5. Make window WINNOTE visible and set focus.
 Tip
 Do not forget to set the text attribute for the customer number on theContact page. Check the manuals to determine whether to usesetatr or %setatr.
 If you have time, you may want to implement the delete function for acustomer record by creating an action subroutine for the MenuSelectevent of the POPDELETE menu item and deleting the selected subfilerecord.
 You may also want to add some code to make the WINNOTE windowinvisible if the Close event code is received.
 Tip
 You can specify on Factor 2 of the ENDACT operation code whetherdefault processing should take place or not. By setting this value to*NODEFAULT, you can prevent the window from actually closing.
 This is useful if the end user double-clicks on the system icon of awindow and you want to prevent the window from being closed.
 6. Save and build your application.
 7. Run and test your application.
 Exercise SummaryThis exercise guided you through:
 1. Creating a pop-up menu.
 2. Creating a notebook with notebook pages.
 3. Writing logic to deal with these parts.
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Exercise 7. Using the Container Part
 In this exercise, you create an application that uses the container part. Theapplication also reads records from a local file to add records to thecontainer. During this exercise, you:
 1. Create a container part and add columns.
 2. Write the VisualAge for RPG logic to read records from a local file.
 3. Write the VisualAge for RPG logic to add records to the container part.
 4. Write the VisualAge for RPG logic to change the container view.
 5. Build the application.
 6. Run the application.
 ObjectiveAs a result of this exercise, you can write applications that use programdescribed files to access local files and also use the container part by:
 Creating containers with multiple columns.
 Writing VisualAge for RPG logic to add records to a container.
 Writing VisualAge for RPG logic to change a container view.
 Writing VisualAge for RPG logic to read records from a local file.
 Container OverviewThe container part allows you to display records in three different views:
 Tree viewIcon viewDetails view
 In addition, records are added in a hierarchical manner (that is, a recordcan have one or more subrecords). A record that has subrecords is calledthe Parent record. Records added to this record are referred to as Childrecords.
 Application DescriptionIn this exercise, you use a container part that displays records stored in adatabase on the workstation. The database is a list of employee recordsand has the following record layout:
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1 - 3 Department number5 - 5 Employee type7 - 29 Name
 30 - 42 Phone
 If Column 1 contains an asterisk (*), it is considered a comment record andshould be ignored.
 If the field Employee type is an M, the record is considered a managerrecord and, therefore, has a ParentID value of 0. An Employee type of Eindicates this employee works for a manager and should be added as achild record to the appropriate manager record using the departmentnumber as the ParentID.
 Creating the Graphical User InterfaceIf the GUI Designer is currently active, choose Project and New to create anew application.
 Perform the following steps to create the container part:
 1. Use direct editing or the window properties notebook to change the titleof the window to something appropriate, such as Departments.
 2. Open the properties notebook for the window, go to the Style page, andselect Sizable as the border style.
 3. Close the windows properties notebook.
 4. For this exercise, we want the container part to always fill the windowpart. Therefore, we need to delete the canvas part from the initialdesign window. Invoke the pop-up menu for the Canvas part andchoose Cut to delete the Canvas part.
 5. Locate the Container part, drag it onto the design window, and drop it.Notice that the container completely fills the window frame.
 6. Open the properties notebook for the Container part by double-clickingon it.
 7. Set the name to CT1.
 8. Select the Style tab to go to the Style page. On the Style page, selectDetails as the view. Also, deselect the Visible check box for the title.
 9. Now you define the columns for the container. Select the Columns tabto go to the Columns page and click on the Add after... push button.
 10. On the Add column window, select Object Icon Column as the type.
 11. Change the width value to 64 pixels and select Center for Horizontalalignment.
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12. Click on the OK push button to add this column and return to theColumns page.
 13. Click on the Add after... push button to add a second column to thecontainer.
 14. On the Add column window, select Object Text Column as the columntype. Change the width value to 200 pixels.
 15. In the Heading definition section, type Nameas the Text value.
 16. Click on the OK push button to add this column to the container andreturn to the Columns page.
 17. Click on the Add after... push button to add a third column to thecontainer. This column contains the phone number.
 18. On the Add column window, select Text column as the column type andchange the width value to 200 pixels.
 19. Click on the OK push button to add this column to the container andreturn to the Columns page.
 20. Add the code for the pop-up event.
 21. Close the properties notebook for the container part.
 Defining the Local FileSince the database to be read is on the workstation, you must define aprogram described file in your program. Open an Editor session bychoosing Project, Edit source code from the GUI Designer menu bar, andadd the following file specification:
 RPG
 *...1....+....2....+....3....+....4....+....5....+....6....+....7....+.FFilename++IPEASFRlen+LKlen+AIDevice+.Keywords+++++++++++++++++++++++++FContacts IF F 256 DISK USROPN EXTFILE(file)F RCDLEN(Field1)DField1 S 5 0 INZ(256)
 *
 The USROPN keyword indicates that this file is opened at programexecution. The EXTFILE keyword specifies that the field named file containsthe actual file name to be processed.
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Defining the Input SpecificationsNow you must define the record layout for the employee record departmentfile using Input specifications. The first record definition is for commentrecords and the second is for employee records.
 RPG
 *...1....+....2....+....3....+....4....+....5....+....6....+....7....+.IFilename++SqNORiPos1+NCCPos2+NCCPos3+NCC..............................IContacts NS 02 1 C*
 *IContacts NS 01I 1 3 DeptAI 1 3 0DeptNI 5 5 TypeI 7 29 NameI 30 42 Phone
 Defining Program VariablesAdd the D specifications shown in Figure 207 to your program. Thesespecifications define variables and constants that are used by the program.
 RPG
 *...1....+....2....+....3....+....4....+....5....+....6....+....7....+.DName+++++++++++ETDsFrom+++To/L+++IDc.Keywords+++++++++++++++++++++++++
 ** Define constants used by the program
 DManager C 'M'DEmployee C 'E'DMgrIcon C '.\\MANAGER.BMP'DEmpIcon C '.\\EMPLOYEE.BMP'
 ** Define variables used by the program
 DFile S 256 inz('.\\CONTACTS.TXT')DRecordID S 6 0DParent S 6DRecord S 64DIconFile S 64
 Figure 207. Defining Definition Specifications
 The two bitmap files and the CONTACTS.TXT file need to be in yourRT_WIN32 directory. They are included in the CONTEXMP.ZIP file from theITSO FTP server at ftp.almaden.ibm.com/redbooks/sg242222.
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Adding Records to the ContainerTo read records from the workstation database to add to the container, usethe Create event for the window part. Create an action subroutine for thewindow's Create event by invoking the pop-up menu for the window partand choose Events and CREATE.
 Type the logic shown in Figure 208 for the Create event:
 RPG
 *...1....+....2....+....3....+....4....+....5....+....6....+....7....+.CL0N01Factor1+++++++Opcode(E)+Factor2+++++++Result++++++++Len++D+HiLoEq
 *C FRA0000B BEGACT CREATE FRA0000B
 * Open employee file and get the first recordC Open ContactsC Read Contacts 99
 * Process all records in the employee fileC DoW *IN99 = *OFF
 * Ignore comment recordsC If *in01 = *on
 * Handle Manager recordsC If Type = ManagerC Eval RecordIDC = DeptAC Eval IconFile = MgrIconC Eval Parent = '0'C Eval Name = %Trim(Name) + '(' + DeptA + ')'
 * Handle Employee recordsC ElseC 'CT1' GetAtr 'GetNewID' RecordIDC Eval Parent = DeptAC Move RecordID RecordIDC 6C Eval IconFile = EmpIconC EndIf
 Figure 208 (Part 1 of 2). Logic to Add Records to the Container
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RPG (continued)
 * Since AddRcd uses spaces as a delimiter, change spaces* to underscores
 C ' ':'_' Xlate Name NameC Eval Record = RecordID C + ' ' +C %Trim(Name) + ' ' +C %Trim(IconFile ) + ' ' +C %Trim(Parent ) + ' ' +C PhoneC 'CT1' Setatr Record 'AddRcd'C EndIfC Setoff 0102C Read Contacts 99C EndDo
 *C Close ContactsC Seton LR
 *C ENDACT
 *
 Figure 208 (Part 2 of 2). Logic to Add Records to the Container
 Changing the Container ViewTo allow the user to change the container view, add a pop-up menu part tothe design window. This pop-up menu is displayed when the user pressesthe right-hand mouse button when the mouse pointer is over the container.
 To create the pop-up menu:
 1. Locate the pop-up menu part on the Parts Palette and drag and drop iton the design window. This also creates the initial menu item.
 2. Drag two more menu items from the Parts Palette and drop them ontothe first menu item.
 3. Use the properties notebook for the menu items, or use direct editing tochange the text of the menu items to one of the following views:
 Tree ViewIcon ViewDetails View
 4. For each menu item, create an action subroutine to change the view ofthe container by setting the View attribute of the container. Refer to theParts Reference manual, which is online and can be invoked from the
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LPEX Editor or GUI Designer menu bar, to see what values the Viewattribute must be set to for each view.
 Testing the Container ApplicationCompile and run the container application. Change the container view byusing the pop-up menu and notice the difference in the views. Notice thatthe Details view is the only view that displays all of the records.
 Also notice that, in the Icon view, the record icon is not always visible. Tofix this, you need to add a statement in the Icon View action subroutine tochange the container's Arrange attribute. Again, refer to the PartsReference manual to see how this is done. Make this change to yourprogram, recompile, and build to test your changes.
 This completes the Container exercise.
 Exercise 7. Using the Container Part 339

Page 364
                        

340 VisualAge for RPG

Page 365
                        

Appendix A. File Descriptions
 The following sections contain the description of files used during theexercises.
 Customer File DDSThe DDS example in Figure 209 is for the file CUSTOMER/CUSTOM01 inlibrary GUIDES2.
 DDS
 ...A*. 1 ...+... 2 ...+... 3 ...+... 4 ...+... 5 ...+... 6 ...+ ...7************** Beginning of data *************************************
 A* CELDIAL CUSTOMER FILEA R CUSTOM01A CUSTNO 7 COLHDG('Customer')A CUSTNA 40 COLHDG('Company name')A REPNO 5 COLHDG('Rep identifier')A CONTAC 30 COLHDG('Name')A CPHONE 17 COLHDG('Telephone')A CFAX 17 COLHDG('Fax')A CADDR 40 COLHDG('Address')A CCITY 30 COLHDG('City')A CCOUNT 20 COLHDG('Country'A CZIP 10 COLHDG('Postal Code')A CZIPLO 1 COLHDG('PC location')A VALUES('1' '2' '3')
 Figure 209. DDS for Customer File
 The following DDS example is for the file CUSTOMLF/CUSTOM01 in libraryGUIDES2:
 DDS
 ...A*. 1 ...+... 2 ...+... 3 ...+... 4 ...+... 5 ...+... 6 ...+ ...7************** Beginning of data *************************************
 A R CUSTOM01 PFILE(GUIDES2/CUSTOMER)A K CUSTNO
 The following DDS example is for the file CUSTOML3/CUSTOM01 in libraryGUIDES2.
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DDS
 ...A*. 1 ...+... 2 ...+... 3 ...+... 4 ...+... 5 ...+... 6 ...+ ...7************** Beginning of data *************************************
 A R CUSTOM01 PFILE(GUIDES2/CUSTOMER)A K CUSTNO
 Customer File on AS/400 SystemThe example shown in Figure 210 is a partial sample of fields and data fromfile CUSTOML3/CUSTOM01 in library GUIDES2. The instructor can use thedata files from the diskette, create the files and enter sample data from thefollowing example, or come up with unique data. The file on the diskettecontains 72 records.
 File
 CustomerCompany Name Telephone Address Postal Citynumber name Code0010100 Meridien Electr Alfredo Bayonne 206-865-4027 10423 S.E. 30th 98007 Bellevue, WA0010200 Royal Hardware Arnie Podell 905-619-2045 Maple View Plaz L8D 4S6 Ajax, Ontario0010300 Webster Applian Bob Wolfstadt 619-549-5212 7350 Miramar Ro 92121 San Diego, CA0010400 ProLine Buildin Bud Dobbs 905-403-4055 73 Marchwood Ro D8G 3V6 Burlington, Ontario0010500 Donnamora Const Byron Goeds 905-805-2295 Woodbridge Plaz F7V 5S7 Woodbridge, Ontario0010700 Universal Commu Dave Franken 415-545-5055 720 Harrison St 94107 San Francisco, CA0010800 Baker Electroni Dave Matthison 818-715-2045 17150 Koll Cent 94566 Pasadena, CA0010900 Village Telepho Dayle Swigger 707-367-4530 2752 Betsy Ross 95054 Santa Clara, CA0011000 Bayview Direct Claus Weiss 416-448-3987 201 Bloor Stree M8B 7F5 Toronto, Ontario0011100 BelAir Communic Doreen Coin 914-765-8021 302 Washington 71530 White Plains, NY0011300 Burnham Trading Efrem Helassie 613-225-0753 91 Baseline Roa C6B 9S3 Trenton, Ontario0011400 Calderone Impor Elsie Pons 407-392-7077 702 S.W. 15th S 33486 Boca Raton, FL0011500 The Communicati Esther Varrick 904-599-0377 3011 E. Georgia 33830 Jacksonville, FL0011600 Sudbury Radio a Garry Morehouse 705-522-5044 8 North Road P7G 5A3 Sudbury, Ontario0011700 Christies Elect George Baccxrat 818-707-6767 70223 Agoura Ro 91354 Westlake Village, CA0011900 Conroy Communic Guy Lewis 918-825-4545 701 S. Adair St 74361 Pryor, OK
 Figure 210. Data in CUSTOML3 File
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Contacts.TXT FileThe example shown in Figure 211 contains the layout of the CONTACTS.TXTfile used in Exercise 7.
 File
 * Department 817817 M Eli Javier (416)448-9999817 E Larry Schweyer (416)448-3344817 E Hans Koert (416)448-3411817 E Phil Coulthard (416)448-2199** Department 814814 M Enoch Ng (416)448-9944814 E Alan Chao (416)448-7733814 E Larry Keeling (416)448-8831814 E Bobby Siu (416)448-9900814 E Paul Kao (416)448-3388** Department 059059 M Mark Changfoot (416)448-0311059 E Brian Farn (416)448-9931059 E Andrew Kerr (416)448-9911059 E Derek Lewsey (416)448-2711059 E Vincent Suen (416)448-3992** Department 546546 M George Farr (416)448-9221546 E Dave Cheng (416)448-9211546 E Sarah Ettritch (416)448-8211546 E John Fellner (416)448-8222546 E Scott Ripley (416)448-2234
 Figure 211. Data in Contacts.TXT File
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Appendix B. VisualAge for RPG Source
 This appendix contains listings for the final VisualAge for RPG applicationfrom Exercise 1 through Exercise 6.
 Source for GUIDES2The following code represents the GUIDES2 program.
 ********************************************************************** Program I D . . : ** ** Description . : Sample VisualAge for RPG program to demonstrate ** the Component Reference Part. ** ** When the Find push button is pressed on this ** component, a second component, COMPLIST is ** invoked which displays a subfile containing all ** customer records. When the user double-clicks ** on a customer record, the customer number is ** set into the CUSTNO entry field in this component** ** Functio n . . . : ** Message s . . . : ** Files . . . . : ** Input . . . . : ** Outpu t . . . . : ** Change activity: ** ** Who Date Flag Description ** --- ------ ---- ---------------------------------------------- ** ***********************************************************************
 HFcustomlf if E k disk remoteDinfobox m style(*info)D button(*retry: *abort: *enter)
 *Dmsg1 m msgnbr(*msg001)
 *Dmsg2 m msgnbr(*msg002)D msgdata(custno)
 *
 Figure 212 (Part 1 of 4). GUIDES2 Source
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Dwarnbox m style(*warn)D button(*yesbutton: *nobutton)
 *Dtext m msgtext('Number Not Found')
 ********************************************************************** ** Windo w . . : ** Part . . . : ** Event . . : ** Description: ** Change activity: ** ** Who Date Flag Description ** --- ------ ---- ---------------------------------------------- ** ***********************************************************************
 C PSBEXIT BEGACT PRESS CUSTINQC move *on *inlr
 *C ENDACT
 ********************************************************************** ** Windo w . . : ** Part . . . : ** Event . . : ** Description: ** Change activity: ** ** Who Date Flag Description ** --- ------ ---- ---------------------------------------------- ** **********************************************************************
 C PSBOK BEGACT PRESS CUSTINQC 'psbok' getatr 'Backcolor' bcolor 2 0C if bcolor <> *REDC 'psbok' setatr *RED 'backcolor'C elseC 'psbok' setatr *PALEGRAY 'Backcolor'C endC 'custno' getatr 'text' custno
 * read the customer file, if no customer found
 Figure 212 (Part 2 of 4). GUIDES2 Source
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C custno chain customlf 50C if *in50 = *offC showwin 'custinfo' 51C if *in51 = *onC eval %setatr('custinfo':'custinfo':'visible')=1C eval %setatr('custinfo':'custinfo':'focus')=1C endifC write 'custinfo'C elseC msg1 DSPLY infobox reply 9 0C 'custno' setatr *red 'backcolor'C endif
 *C ENDACT
 ********************************************************************** ** Windo w . . . . : ** Part . . . . . : ** Event . . . . : ** Description . : ** Change activity: ** ** Who Date Flag Description ** --- ------ ---- ---------------------------------------------- ** **********************************************************************
 C INFOOK BEGACT PRESS CUSTINFO*
 C 'CUSTINFO' setatr 0 'visible'C ENDACT
 ********************************************************************** ** Windo w . . . . : ** Part . . . . . : ** Event . . . . : ** Description . : ** Change activity: ** ** Who Date Flag Description ** --- ------ ---- ---------------------------------------------- ** **********************************************************************
 Figure 212 (Part 3 of 4). GUIDES2 Source
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*C CUSTINQ BEGACT ACTIVATE CUSTINQC 'CUSTINq' setatr 1 'focus'C 'CUSTno' setatr 1 'focus'
 *C ENDACT
 ********************************************************************** ** Windo w . . . . : ** Part . . . . . : ** Event . . . . : ** Description . : ** Change activity: ** ** Who Date Flag Description ** --- ------ ---- ---------------------------------------------- ** **********************************************************************
 C PSBFIND BEGACT PRESS CUSTINQ* put up the customer list window, if the window is all ready up* just set focus to it.
 C start 'complist' 65C if *in65 = *onC eval %setatr('custinq':'custinq':'focus')=0C endifC ENDACT
 ********************************************************************** ** Windo w . . . . : CUSTINQ ** Part . . . . . : ** Event . . . . : NOTIFY ** Description . : ** Change activity: ** ** Who Date Flag Description ** --- ------ ---- ---------------------------------------------- ** ***********************************************************************
 C MONCHG BEGACT NOTIFY CUSTINQC 'MONCHG' GETATR 'attrvalue' CUSTNOC 'CUSTNO' SETATR CUSTNO 'TEXT'C ENDACT
 Figure 212 (Part 4 of 4). GUIDES2 Source
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Source for COMPLISTThe following is the source code for the customer list component.
 FCustomer IF F 186 DISK usropn extfile(file)*
 DFile S 15 Inz('.\\CUSTOMER.DAT')*
 ICustomer NS 01I 1 7 CustNoI 8 47 CustNaI 53 82 ContacI 83 99 CPhoneI 117 156 CAddrI 157 186 CAddr2
 ********************************************************************** ** Windo w . . : ** Part . . . : ** Event . . : ** Description: ** ***********************************************************************
 C CUSTLIST BEGACT CREATE CUSTLIST*
 C Open CustomerC Read Customer 99
 *C *in99 DowEq *offC Write SFL1C Read Customer 99C EndDo
 *C Close Customer
 *C EndAct
 ********************************************************************** ** Windo w . . : ** Part . . . : ** Event . . : ** Description: ** **********************************************************************
 Figure 213 (Part 1 of 3). COMPLIST Source
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C SFL1 BEGACT ENTER CUSTLIST*
 C ReadS SFL1 91C 'EF2' Setatr CustNo 'Text'C* 'CustList' Setatr 0 'Visible'
 *C EndAct
 ********************************************************************** ** Windo w . . : ** Part . . . : ** Event . . : ** Description: ** ***********************************************************************
 C EF2 BEGACT CHANGE CUSTLIST**
 C EndAct********************************************************************** ** Windo w . . : ** Part . . . : ** Event . . : ** Description: ** ** Change activity: ** ** Who Date Flag Description ** --- ------ ---- ---------------------------------------------- ***********************************************************************
 C SFL1 BEGACT POPUP CUSTLIST*
 C 'POPUP1' Setatr 1 'Visible'*
 C ENDACT
 Figure 213 (Part 2 of 3). COMPLIST Source
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*********************************************************************** ** Windo w . . : ** Part . . . : ** Event . . : ** Description: ** ***********************************************************************
 C PU_DETAIL BEGACT MENUSELECT CUSTLIST*
 C Reads SFL1 98C Movel CustNo Tmp 7C Open CustomerC Read Customer 99C DoW CUSTNO <> TmpC Read Customer 99C EndDoC ShowWin 'Detail'C Write 'Detail'C Close Customer
 *C ENDACT
 ********************************************************************** ** Windo w . . : ** Part . . . : ** Event . . : ** Description: ** **********************************************************************
 C CUSTLIST BEGACT CLOSE CUSTLIST*
 C Move *on *inlr*
 C ENDACT********************************************************************** ** ** ***********************************************************************
 Figure 213 (Part 3 of 3). COMPLIST Source
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Source for Container ExampleThe following is the source code for the container application for Exercise 7.
 ********************************************************************** ** Program I D . . : CONTAIN ** ** Description . : VisualAge for RPG Container example ** ************************************************************************ Define the employee record file
 FContacts IF F 256 DISK usropn extfile(file) Employee fileF RCDLEN(Field1)DField1 S 5 0 INZ(256)
 ** Define constants used by the program
 DManager C 'M' Manager recordDEmployee C 'E' Employee recordDMgrIcon C '.\\MANAGER.ICO' Manager icon fileDEmpIcon C '.\\EMPLOYEE.ICO' Employee icon file
 ** Define variables used by the program
 DFile S 12 inz('CONTACTS.TXT') File to openDRecordID S 6 0 Container record IDDParent S 6 Parent IDDRecord S 64 Container recordDIconFile S 64 Icon file name
 **
 IContacts NS 02 1 C* Comment record** Record layout for employee file
 IContacts NS 01I 1 3 DeptA Department - charI 1 3 0DeptN Department - numI 5 5 Type Employee typeI 7 29 Name NameI 30 42 Phone Phone number
 *********************************************************************** ** Windo w . . : FRA0000B ** ** Part . . . : FRA0000B ** ** Event . . : Create ** ** Description: Add records from the employee database to the ** Container part when the window is created. ** **********************************************************************
 Figure 214 (Part 1 of 3). Container Example Source
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C FRA0000B BEGACT CREATE FRA0000B** Open employee file and get the first record
 C Eval File = %Trim(File)C Open Contacts Open fileC Read Contacts 99 Read first record
 ** Process all records in the employee file
 C DoW *IN99 = *OFF Do until EOF** Ignore comment records
 C If *in01 = *on If not comment** Handle Manager records
 C If Type = Manager Manager record?C Eval RecordIDC = DeptA Use Dept as IDC Eval IconFile = MgrIcon Set icon file nameC Eval Parent = '0' Parent recordC Eval Name = %Trim(Name) + '(' + DeptA + ')'
 ** Handle Employee records
 C Else Employee recordC 'CT1' GetAtr 'GetNewID' RecordID Get a new IDC Eval Parent = DeptA Set parent IDC Move RecordID RecordIDC 6 Make it characterC Eval IconFile = EmpIcon Set icon file nameC EndIf
 ** Since AddRcd uses spaces as a delimiter, change spaces* to underscores
 C ' ':'_' Xlate Name Name Convert spacesC Eval Record = RecordID C + ' ' + Construct new recordC %Trim(Name) + ' ' +C %Trim(IconFile ) + ' ' +C %Trim(Parent ) + ' ' +C PhoneC 'CT1' Setatr Record 'AddRcd' Add the recordC EndIf End-not comment
 *C Setoff 0102C Read Contacts 99 Get next recordC EndDo End-Not EOF
 *C Close Contacts Close file
 *C ENDACT
 ********************************************************************** ** Windo w . . : FRA0000B ** ** Part . . . : MI_TREE ** ** Event . . : MenuSelect ** ** Description: Change the Container view to Tree view ** ***********************************************************************
 C MI_TREE BEGACT MENUSELECT FRA0000B*
 C 'CT1' Setatr 2 'View' Set to Tree view*
 C ENDACT
 Figure 214 (Part 2 of 3). Container Example Source
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********************************************************************** ** Windo w . . : FRA0000B ** ** Part . . . : MI_ICON ** ** Event . . : MenuSelect ** ** Description: Change the Container view to Icon view ** ***********************************************************************
 C MI_ICON BEGACT MENUSELECT FRA0000B*
 C 'CT1' Setatr 1 'View' Set to Icon viewC 'CT1' Setatr 1 'Arrange' Arrange icons
 *C ENDACT
 ********************************************************************** ** Windo w . . : FRA0000B ** ** Part . . . : MI_DETAIL ** ** Event . . : MenuSelect ** ** Description: Change the Container view to Details view ** **********************************************************************
 C MI_DETAIL BEGACT MENUSELECT FRA0000B*
 c 'ct1' setatr 3 'view' Set to Details view*
 C ENDACT********************************************************************** ** Windo w . . : FRA0000B ** ** Part . . . : CT1 ** ** Event . . : PopUp ** ** Description: Display the popup menu for the container part ** ***********************************************************************
 C CT1 BEGACT POPUP FRA0000B*
 C 'PMN00010' Setatr 1 'Visible' Make popup visible*
 C ENDACT
 Figure 214 (Part 3 of 3). Container Example Source
 354 VisualAge for RPG

Page 379
                        

Appendix C. Sample Code
 You can download the sample code developed in this book from the ITSOFTP server at ftp://ftp.almaden.ibm.com/redbooks/sg242222. In particular,you find there the following files:
 UPSAVF.ZIPThis ZIP archive contains multiple files in the UPSAVF directory.The UPSAVF VisualAge for RPG application allows you to createthe AS/400 environment for the exercises in Part 2 of this book:
 UPLOAD project files
 CUSTOMER physical file
 QDDSSRC source for customer file (physical and logical)
 SAMPLES.ZIPThis ZIP archive contains the various components that aredeveloped throughout Part 1 of this book. You will find sampleprojects about:
 Containers
 Clipboards
 National Language Support
 Data queues and data areas
 Remote command execution
 Printing
 REXX procedure invocation
 Mathematical functions
 Message handling
 Online help
 Record I/O
 SQL support
 CONTEXMP.ZIPThis ZIP archive contains the project files, the exectuables, andthe following local PC files and bitmaps used in Exercise 7.
 Contacts.TXT
 Manager.BMP
 Employee.BMP
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AS/400 Upload ProgramThe program UPSAVF uploads the DDS and data files required for theVisualAge for RPG exercises. It creates the following files in the library thathas already been created on the AS/400 system.
 QDDSSRCContains DDS source for creating the physical and logical files.
 CUSTOMERThis physical file contains customer records.
 Note
 Before the UPSAVF program is executed, the .RST file must bemodified to reference the correct AS/400 system. To do this, use thefollowing steps:
 Go to the project's run-time directory RT_WIN32.
 Use an editor to edit the .RST file.
 Change the value of the REMOTE_LOCATION_NAME to reflectthe name of the AS/400 system.
 Save the .RST file.
 To upload the exercise files, do the following:
 On the AS/400 system, create a library to receive the files. For theVisualAge for RPG exercises, this library should be named GUIDES2.
 Run the UPSAVF program (click with the right mouse button on projectUPSAVF and select RUN from the pop-up menu).
 In the window that is shown, type library name GUIDES2 in the Libraryfield if it is not already GUIDES2.
 Click on the Upload push button to begin the upload. Do not select anyof the check boxes. They are used as status indicators.
 As each step completes, the corresponding check box is checked.
 When the upload is complete as indicated by the Done check box, go tothe AS/400 system and compile the two logical files.
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Source for AS/400 Upload ProgramThe following example contains a sample of VisualAge for RPG source codethat can be used to upload the AS/400 files for the exercises.
 ********************************************************************** ** Program I D . . : ** ** Description . : This program will upload the DDS and data ** file required for the VisualAge exercises. It ** will put up a window for the user to the enter ** the AS/400 library which has been created ** to contain the lab files. GUIDES2 is the ** library which should be created. ** Files QDDSSRC - contains DDS source ** CUSTOMER- This physical file contains ** customer records ***********************************************************************
 FDDSIN IF F 128 Disk EXTFILE(PCFILE) usropn rcdlen(Recln1)FPCCUST IF F 217 Disk EXTFILE(cust) usropn rcdlen(Recln2)FQDDSSRC O E Disk Remote usropn Rename(QDDSSRC:FMT01)FCUSTOMER O E Disk Remote usropn Rename(CUSTOM01:FMT02)
 *DRcdln1 S 5 0 INZ(128)DRcdln2 S 5 0 INZ(217)DSaveFile S 14ADCMD S 128ADMEMBER S 10ADCUSTFILE S 21A INZ('TESTLIB/CUSTOMER')DTOFILE S 21A INZ('TESTLIB/QDDSSRC')DPCFILE S 15ADCUST S 15A INZ('.\\CUSTOMER.DAT')DQCMDDDM S 7A INZ('QCMDDDM') LINKAGE(*SERVER)DCMDLEN S 15P 5 INZ(%SIZE(CMD))DLC S 26 INZ('abcdefghijklmnopqrstuvwxyz')DUC S 26 INZ('ABCDEFGHIJKLMNOPQRSTUVWXYZ')
 *IDDSIN NS 01I 1 80 SRCDTA
 Figure 215 (Part 1 of 6). Source for AS/400 Upload Program
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IPCCust NS 01I 1 7 CustNoI 8 47 CustNaI 48 52 RepNoI 53 82 ContacI 83 99 CPhoneI 100 116 CFaxI 117 156 CAddrI 157 186 CCityI 187 206 CCountI 207 216 CZipI 217 217 CRegion
 ********************************************************************** ** Windo w . . . . : ** Part . . . . . : ** Event . . . . : ** Description . : ** ***********************************************************************
 C UPLOAD BEGACT PRESS MAIN*
 C 'LIBRARY' Getatr 'Text' LIBRARYC If Library = *BlanksC *MSG0001 Dsply rc 9 0
 *C Elsec LC:UC Xlate library libraryC Eval tofile = %Trim(library) + '/QDDSSRC'C Eval custfile = %Trim(library) + '/CUSTOMER'
 *C Eval CMD = 'CRTSRCPF ' + tofileC Exsr IssCmd
 *C Eval CMD = 'ADDPFM ' + tofil e + ' ' + 'CUSTOMER' +C ' SRCTYPE(PF)'C Exsr ISSCMD
 *C Eval CMD = 'ADDPFM ' + tofil e + ' ' + 'CUST OMLF' +C ' SRCTYPE(LF)'C Exsr ISSCMD
 *C Eval CMD = 'ADDPFM ' + tofil e + ' ' + 'CUSTOML3' +C ' SRCTYPE(LF)'C Exsr ISSCMD
 Figure 215 (Part 2 of 6). Source for AS/400 Upload Program
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C 'CRTDDS' Setatr 1 'Checked'C Eval CMD = 'OVRDBF QDDSSRC ' + tofile +C MEMBER + ' ' +C 'OVRSCOPE(*JOB)'C Exsr ISSCMD
 *C Eval member = 'CUSTOMER'C Exsr CPYDDSC 'CUSTOMER' Setatr 1 'Checked'C Eval CMD = 'CRTPF ' + CUSTFIL E + ' ' + tofi leC Exsr IssCmdC 'CRTPF' Setatr 1 'Checked'
 *C Exsr CpyDtaC Eval member = 'CUSTOMLF'C Exsr CPYDDSC 'CUSTOMLF' Setatr 1 'Checked'
 *C Eval member = 'CUSTOML3'C Exsr CPYDDS
 *C 'CUSTOML3' Setatr 1 'Checked'
 *C 'DONE' Setatr 1 'Checked'
 *C EndIf
 *C ENDACT
 ********************************************************************** ** Subroutin e . . : ** Description . : ** ***********************************************************************
 C *INZSR BEGSR*
 C Z-Add 10 SRCSEQ*
 C ENDSR********************************************************************** ** Subroutin e . . : ** Description . : ** **********************************************************************
 Figure 215 (Part 3 of 6). Source for AS/400 Upload Program
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C CPYDDS BEGSR*
 C Eval CMD = 'OVRDBF QDDSSRC ' + tofile +C MEMBER + ' ' +C 'OVRSCOPE(*JOB) OPNSCOPE(*JOB)'C Exsr ISSCMD
 *C Eval PCFile = '.\\' + %Trim(member) + '.DDS'C Open DDSINC Open QDDSSRCC Read DDSIN 99C Eval SRCSEQ = 10
 *C Dow *in99 = *offC Write FMT01C Eval SRCSEQ = SRCSEQ + 10C Read DDSIN 99C EndDo
 *C Close DDSINC Close QDDSSRC
 *C ENDSR
 ********************************************************************** ** Subroutin e . . : ** Description . : ** ***********************************************************************
 C ISSCMD BEGSR*
 C CALL QCMDDDM 8 0C PARM CMDC PARM CMDLEN
 *C ENDSR
 ********************************************************************** ** Subroutin e . . : ** Description . : ** **********************************************************************
 Figure 215 (Part 4 of 6). Source for AS/400 Upload Program
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C CPYDTA BEGSR*
 C Eval CMD = 'OVRDBF CUSTOMER ' + custfile +C ' CUSTOMER OVRSCOPE(*JOB) +C OPNSCOPE(*JOB)'C Exsr ISSCMDC Open CustomerC Open PCCustC Read PCCust 99
 *C DoW *in99 = *offC Write FMT02C Read PCCust 99C EndDo
 *C 'Data' Setatr 1 'Checked'C Close CustomerC Close PCCust
 *C Endsr
 ********************************************************************** ** Windo w . . . . : ** Part . . . . . : ** Event . . . . : ** Description . : ** ***********************************************************************
 C CLOSE BEGACT PRESS MAIN*
 C Move *on *inlr*
 C ENDACT********************************************************************** ** Windo w . . . . : ** Part . . . . . : ** Event . . . . : ** Description . : ** *
 Figure 215 (Part 5 of 6). Source for AS/400 Upload Program
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**********************************************************************
 C MAIN BEGACT CREATE MAIN*
 C 'Library' Setatr 1 'Focus'*
 C ENDACT
 Figure 215 (Part 6 of 6). Source for AS/400 Upload Program
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Appendix D. Special Notices
 This publication is intended to help AS/400 RPG programmers to learn howto use VisualAge for RPG to develop AS/400 client/server applications. Theinformation in this publication is not intended as the specification of anyprogramming interfaces that are provided by VisualAge for RPG. See thePUBLICATIONS section of the IBM Programming Announcement forVisualAge for RPG for more information about what publications areconsidered to be product documentation.
 References in this publication to IBM products, programs or services do notimply that IBM intends to make these available in all countries in which IBMoperates. Any reference to an IBM product, program, or service is notintended to state or imply that only IBM's product, program, or service maybe used. Any functionally equivalent program that does not infringe any ofIBM's intellectual property rights may be used instead of the IBM product,program or service.
 Information in this book was developed in conjunction with use of theequipment specified, and is limited in application to those specific hardwareand software products and levels.
 IBM may have patents or pending patent applications covering subjectmatter in this document. The furnishing of this document does not give youany license to these patents. You can send license inquiries, in writing, tothe IBM Director of Licensing, IBM Corporation, 500 Columbus Avenue,Thornwood, NY 10594 USA.
 Licensees of this program who wish to have information about it for thepurpose of enabling: (i) the exchange of information between independentlycreated programs and other programs (including this one) and (ii) themutual use of the information which has been exchanged, should contactIBM Corporation, Dept. 600A, Mail Drop 1329, Somers, NY 10589 USA.
 Such information may be available, subject to appropriate terms andconditions, including in some cases, payment of a fee.
 The information contained in this document has not been submitted to anyformal IBM test and is distributed AS IS. The use of this information or theimplementation of any of these techniques is a customer responsibility anddepends on the customer's ability to evaluate and integrate them into thecustomer's operational environment. While each item may have beenreviewed by IBM for accuracy in a specific situation, there is no guaranteethat the same or similar results will be obtained elsewhere. Customers
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attempting to adapt these techniques to their own environments do so attheir own risk.
 Any pointers in this publication to external Web sites are provided forconvenience only and do not in any manner serve as an endorsement ofthese Web sites.
 The following document contains examples of data and reports used in dailybusiness operations. To illustrate them as completely as possible, theexamples contain the names of individuals, companies, brands, andproducts. All of these names are fictitious and any similarity to the namesand addresses used by an actual business enterprise is entirelycoincidental.
 Reference to PTF numbers that have not been released through the normaldistribution process does not imply general availability. The purpose ofincluding these reference numbers is to alert IBM customers to specificinformation relative to the implementation of the PTF when it becomesavailable to each customer according to the normal IBM PTF distributionprocess.
 The following terms are trademarks of the International Business MachinesCorporation in the United States and/or other countries:
 The following terms are trademarks of other companies:
 PC Direct is a trademark of Ziff Communications Company and isused by IBM Corporation under license.
 UNIX is a registered trademark in the United States and othercountries licensed exclusively through X/Open Company Limited.
 Microsoft, Windows, and the Windows 95 logoare trademarks or registered trademarks of Microsoft Corporation.
 AnyNet Application System/400AS/400 Client AccessClient Access/400 CUADATABASE 2 OS/400 DB2DB2/400 IBMIntegrated Language Environment OS/2OS/400 Personal System/2RPG/400 SQL/400VisualAge VRPG CLIENT400
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Java and HotJava are trademarks of Sun Microsystems, Inc.
 Other trademarks are trademarks of their respective companies.
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Appendix E. Related Publications
 The publications listed in this section are considered particularly suitable fora more detailed discussion of the topics covered in this redbook.
 International Technical Support Organization PublicationsFor information on ordering these ITSO publications see “How to Get ITSORedbooks.”
 Inside AS/400 Client Access for Windows 95/NT, SG24-4748
 Inside Client Access/400 for Windows 3.1, SG24-4429
 AS/400 Applications: A Fast an Easy Way to Install, Set Up and Work withVRPG and CODE/400, SG24-4841
 Redbooks on CD-ROMsRedbooks are also available on CD-ROMs. Order a subscription andreceive updates 2-4 times a year at significant savings.
 CD-ROM Title SubscriptionNumber
 Collection KitNumber
 System/390 Redbooks Collection SBOF-7201 SK2T-2177Networking and Systems Management Redbooks Collection SBOF-7370 SK2T-6022Transaction Processing and Data Management Redbook SBOF-7240 SK2T-8038Lotus Redbooks Collection SBOF-6899 SK2T-8039Tivoli Redbooks Collection SBOF-6898 SK2T-8044AS/400 Redbooks Collection SBOF-7270 SK2T-2849RS/6000 Redbooks Collection (HTML, BkMgr) SBOF-7230 SK2T-8040RS/6000 Redbooks Collection (PostScript) SBOF-7205 SK2T-8041RS/6000 Redbooks Collection (PDF Format) SBOF-8700 SK2T-8043Application Development Redbooks Collection SBOF-7290 SK2T-8037
 Other PublicationsThese publications are also relevant as further information sources:
 Getting Started with VisualAge for RPG, SC09-2448
 Programming with VisualAge for RPG, SC09-2449
 VisualAge for RPG Parts Reference, SC09-2450
 VisualAge for RPG Language Reference, SC09-2451
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How to Get ITSO Redbooks
 This section explains how both customers and IBM employees can find out about ITSO redbooks,CD-ROMs, workshops, and residencies. A form for ordering books and CD-ROMs is also provided.
 This information was current at the time of publication, but is continually subject to change. Thelatest information may be found at http://www.redbooks.ibm.com/ .
 How IBM Employees Can Get ITSO Redbooks
 Employees may request ITSO deliverables (redbooks, BookManager BOOKs, and CD-ROMs) andinformation about redbooks, workshops, and residencies in the following ways:
 PUBORDER — to order hardcopies in United States
 GOPHER link to the Internet - type GOPHER.WTSCPOK.ITSO.IBM.COM
 Tools disks
 To get LIST3820s of redbooks, type one of the following commands:
 TOOLS SENDTO EHONE4 TOOLS2 REDPRINT GET SG24xxxx PACKAGETOOLS SENDTO CANVM2 TOOLS REDPRINT GET SG24xxxx PACKAGE (Canadian users only)
 To get BookManager BOOKs of redbooks, type the following command:
 TOOLCAT REDBOOKS
 To get lists of redbooks, type the following command:
 TOOLS SENDTO USDIST MKTTOOLS MKTTOOLS GET ITSOCAT TXT
 To register for information on workshops, residencies, and redbooks, type the following command:
 TOOLS SENDTO WTSCPOK TOOLS ZDISK GET ITSOREGI 1998
 For a list of product area specialists in the ITSO: type the following command:
 TOOLS SENDTO WTSCPOK TOOLS ZDISK GET ORGCARD PACKAGE
 Redbooks Web Site on the World Wide Web
 http://w3.itso.ibm.com/redbooks/
 IBM Direct Publications Catalog on the World Wide Web
 http://www.elink.ibmlink.ibm.com/pbl/pbl
 IBM employees may obtain LIST3820s of redbooks from this page.
 REDBOOKS category on INEWS
 Online — send orders to: USIB6FPL at IBMMAIL or DKIBMBSH at IBMMAIL
 Internet Listserver
 With an Internet e-mail address, anyone can subscribe to an IBM Announcement Listserver. Toinitiate the service, send an e-mail note to [email protected] with the keywordsubscribe in the body of the note (leave the subject line blank). A category form and detailedinstructions will be sent to you.
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How Customers Can Get ITSO Redbooks
 Customers may request ITSO deliverables (redbooks, BookManager BOOKs, and CD-ROMs) andinformation about redbooks, workshops, and residencies in the following ways:
 Online Orders — send orders to:
 Telephone orders
 Mail Orders — send orders to:
 Fax — send orders to:
 1-800-IBM-4FAX (United States) or (+1)001-408-256-5422 (Outside USA) — ask for:
 Index # 4421 Abstracts of new redbooksIndex # 4422 IBM redbooksIndex # 4420 Redbooks for last six months
 Direct Services - send note to [email protected]
 On the World Wide Web
 Redbooks Web Site http://www.redbooks.ibm.com/IBM Direct Publications Catalog http://www.elink.ibmlink.ibm.com/pbl/pbl
 Internet Listserver
 With an Internet e-mail address, anyone can subscribe to an IBM Announcement Listserver. Toinitiate the service, send an e-mail note to [email protected] with the keywordsubscribe in the body of the note (leave the subject line blank).
 IBMMAIL InternetIn United States: usib6fpl at ibmmail [email protected] Canada: caibmbkz at ibmmail [email protected] North America: dkibmbsh at ibmmail [email protected]
 United States (toll free) 1-800-879-2755Canada (toll free) 1-800-IBM-4YOU
 Outside North America (long distance charges apply)(+45) 4810-1320 - Danish(+45) 4810-1420 - Dutch(+45) 4810-1540 - English(+45) 4810-1670 - Finnish(+45) 4810-1220 - French
 (+45) 4810-1020 - German(+45) 4810-1620 - Italian(+45) 4810-1270 - Norwegian(+45) 4810-1120 - Spanish(+45) 4810-1170 - Swedish
 IBM PublicationsPublications Customer SupportP.O. Box 29570Raleigh, NC 27626-0570USA
 IBM Publications144-4th Avenue, S.W.Calgary, Alberta T2P 3N5Canada
 IBM Direct ServicesSortemosevej 21DK-3450 AllerødDenmark
 United States (toll free) 1-800-445-9269Canada 1-403-267-4455Outside North America (+45) 48 14 2207 (long distance charge)
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IBM Redbook Order Form
 Please send me the following:
 Title Order Number Quantity
 First name Last name
 Company
 Address
 City Postal code Country
 Telephone number Telefax number VAT number
 Z Invoice to customer number
 Z Credit card number
 Credit card expiration date Card issued to Signature
 We accept American Express, Diners, Eurocard, Master Card, and Visa. Payment by credit card notavailable in all countries. Signature mandatory for credit card payment.
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Glossary
 This glossary includes terms and definitionsfrom:
 The American National Dictionary forInformation Systems, ANSI X3.172-1990,copyright 1990 by the American NationalStandards Institute (ANSI). Copies may bepurchased from the American NationalStandards Institute, 1430 Broadway, NewYork, New York, 10018. Definitions aredefined by the symbol (A) after thedefinition.
 The Information Technology Vocabulary,developed by Subcommittee 1, JointTechnical Committee 1, of the InternationalOrganization for Standardization and theInternational Electrotechnical Committee(ISO/IEC JTC1/SC1). Definitions of publishedparts of this vocabulary are identified by thesymbol (|) after the definition; definitionstaken from draft international standards,committee drafts, and working papers beingdeveloped by ISO/IEC JTC1/SC1 areidentified by the symbol (T) after thedefinition indicating that the final agreementhas not yet been reached amongparticipating National Bodies of SC1.
 IBM Dictionary of Computing, New York:McGraw-Hill, 1994.
 Object-Oriented Interface Design IBMCommon User Interface Guidelines,SC34-4399-00, Carmel, IN: Que Corporation,1992.
 If the definitions in this glossary differ fromthose in the &bigsys. &b4006., &b4006n., usethe ones in this glossary.
 Aaction . (1) Synonym for action subroutine.(2) An executable program or command fileused to manipulate a project’s parts orparticipate in a build.
 action subroutine . Logic that you write torespond to a specific event.
 active window . The window with which a user iscurrently interacting. This is the window thatreceives keyboard input.
 anchor . Any part that you use as a referencepoint for aligning, sizing, and spacing otherparts.
 application . A collection of softwarecomponents used to perform specific user taskson a computer.
 ASCII (American National Standard Code forInformation Interchange) . The standard code,using a coded character set consisting of 7-bitcoded characters (8 bits including parity check),that is used for information interchange amongdata processing systems, data communicationsystems, and associated equipment. The ASCIIset consists of control characters and graphiccharacters. (A)
 audio part . A part that gives a program theability to process wave files (.WAV) and MIDIfiles (.MID).
 BBMP . The file extension of a bitmap file.
 build . The process by which the various piecesof source code that make up components of aVisualAge for RPG application are compiled andlinked to produce an executable version of theapplication.
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button . (1) A mechanism on a pointing device,such as a mouse, used to request or start anaction. (2) A graphical mechanism in a windowthat, when selected, results in an action. Anexample of a button is an OK push button that,when selected, initiates an action.
 Ccanvas part . A part onto which you can dragand drop various other parts, position them, andorganize them to produce a graphical userinterface. A canvas part occupies the clientarea of either a window part or a notebook pagepart. See also notebook page with canvas partand window with canvas part.
 check box part . A square box with associatedtext that represents a choice. When a userselects a choice, an indicator appears in thecheck box to indicate that the choice is selected.The user can clear the check box by selectingthe choice again. In VisualAge for RPG, youdrag a check box part from the parts palette orparts catalog and drop it onto a design window.
 click . To press and release a mouse buttonwithout moving the pointer off of the choice orobject. See also double-click.
 client . (1) A system that is dependent on aserver to provide it with data. (2) The PWS onwhich the VisualAge for RPG and VisualAge forRPG applications run. See also DDE client.
 client area . The portion of the window that isthe user’s workspace, where a user typesinformation and selects choices from selectionfields. In primary windows, the area where anapplication programmer presents the objectsthat a user works on.
 client/server . The model of interaction indistributed data processing in which a programat one site sends a request to a program atanother site and awaits a response. Therequesting program is called a client; theanswering program is called a server. See alsoclient, server, DDE client, DDE server.
 clipboard . An area of storage provided by thesystem to hold data temporarily. Data in theclipboard is available to other applications.
 cold-link conversation . In DDE, an explicitrequest made from a client program to a serverprogram. The server program responds to therequest. Contrast with hot-link conversation.
 color palette . A set of colors that can be usedto change the color of any part in yourapplication’s GUI.
 combination box . A control that combines thefunctions of an entry field and a list box. Acombination box contains a list of objects that auser can scroll through and select from tocomplete the entry field. Alternatively, a usercan type text directly into the entry field. InVisualAge for RPG, you can drag a combinationbox part from the parts palette or parts catalogand drop it onto a design window.
 Common User Access architecture (CUAarchitecture ). Guidelines for the dialog betweena human and a workstation or terminal.
 compile . To translate a source program into anexecutable program (an object program).
 component . A functional grouping of relatedfiles within a project. A component is createdwhen the NOMAIN and EXE keywords are notpresent on the control specifications.
 component reference part . A part that enablesone component to communicate with anothercomponent in a VisualAge for RPG application.
 *component part . A part that is the “partrepresentation” of the component. One*component part is created for each componentautomatically, and it is invisible.
 CONFIG.SYS. The configuration file, located inthe root directory of the boot drive, for the DOS,OS/2, or Windows operating systems. Itcontains information required to install and runhardware and software.
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configuration . The manner in which thehardware and software of an informationprocessing system are organized andinterconnected (T).
 container part . A part that stores relatedrecords and displays them in a details, icon, ortree view.
 CUA architecture . Common User Accessarchitecture.
 cursor . The visible indication of the positionwhere user interaction with the keyboard willappear.
 Ddatabase . (1) A collection of data with a givenstructure for accepting, storing, and providing,on demand, data for multiple users. (T) (2) Allthe data files stored in the system.
 data object . An object that conveysinformation, such as text, graphics, audio, orvideo.
 DBCS . Double-byte character set.
 DDE. Dynamic data exchange.
 DDE client . An application that initiates a DDEconversation. Contrast with DDE server. Seealso DDE client part, DDE conversation.
 DDE client part . A part used to exchange datawith other applications, such as spreadsheetapplications, that support the dynamic dataexchange (DDE) protocol.
 DDE conversation . The exchange of databetween a DDE client and a DDE server. Seealso cold-link conversation and hot-linkconversation.
 DDE server . An application that provides datato another DDE-enabled application. Contrastwith DDE client. See also DDE conversation.
 default . A value that is automatically suppliedor assumed by the system or program when no
 value is specified by the user. The default valuecan be assigned to a push button or graphicpush button.
 default action . An action that will be performedwhen some action is taken, such a pressing theEnter key.
 dereferencing . The action of removing theassociation between a part and an AS/400database field.
 design window . The window in the GUIdesigner on which parts are placed to create auser interface.
 details view . A standard contents view in whicha small icon is combined with text to providedescriptive information about an object.
 dimmed . Pertaining to the reduced contrastindicating that a part can not be selected ordirectly manipulated by the user.
 direct editing . The use of techniques that allowa user to work with an object by dragging it witha mouse or interacting with its pop-up menu.
 DLL . Dynamic link library.
 double-byte character set (DBCS) . A set ofcharacters in which each character isrepresented by 2 bytes. Languages such asJapanese, Chinese, and Korean, which containmore symbols than can be represented by 256code points, require double-byte character sets.Because each character requires 2 bytes, thetyping, displaying, and printing of DBCScharacters requires hardware and programs thatsupport DBCS. Four double-byte character setsare supported by the system: Japanese,Korean, Simplified Chinese, and TraditionalChinese. Contrast with single-byte character set(SBCS).
 double-click . To quickly press a mouse buttontwice.
 drag . To use a mouse to move or to copy anobject. For example, a user can drag a windowborder to make it larger by holding a button
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while moving the mouse. See also drag anddrop.
 drag and drop . To directly manipulate an objectby moving it and placing it somewhere elseusing a mouse.
 drop-down combination box . A variation of acombination box in which a list box is hiddenuntil a user takes explicit acts to make it visible.
 drop-down list . A single selection field in whichonly the current choice is visible. Other choicesare hidden until the user explicitly acts todisplay the list box that contains the otherchoices.
 dynamic data exchange (DDE) . The exchange ofdata between programs or between a programand a datafile object. Any change made toinformation in one program or session is appliedto the identical data created by the otherprogram. See also DDE conversation, DDEclient, DDE server.
 Dynamic link library (DLL) . A file containingexecutable code and data bound to a program atload time or run time, rather than during linking.The code and data in a dynamic link library canbe shared by several applicationssimultaneously.
 EEBCDIC . Extended binary-coded decimalinterchange code. A coded character set of 2568-bit characters.
 emphasis . Highlighting, color change, or othervisible indication of conditions relative to anobject or choice that affects a user’s ability tointeract with that object or choice. Emphasiscan also give a user additional informationabout the state of a choice or an object.
 entry field part . An area on a display where auser can enter information, unless the field isread-only. The boundaries of an entry field areusually indicated. In VisualAge for RPG, you
 drag an entry field part from the parts palette orparts catalog and drop it onto a design window.
 event . A signal generated as a result of achange to the state of a part. For example,pressing a button generates a Press event.
 exception . (1) In programming languages, anabnormal situation that may arise duringexecution, that may cause a deviation from thenormal execution sequence, and for whichfacilities exist in a programming language todefine, raise, recognize, ignore, and handle it.(I) (2) In VisualAge for RPG, an event orsituation that prevents, or could prevent, anaction requested by a user from beingcompleted in a manner that the user wouldexpect. Exceptions occur when a product isunable to interpret a user’s input.
 EXE. The extension of an executable file.
 EXE module . An EXE module consists of a mainprocedure and subprocedures. It is createdwhen the EXE keyword is present on the controlspecification. All subroutines (BEGSR) must belocal to a procedure. The EXE must contain aprocedure whose name matches the name ofthe source file. This will be the main entry pointfor the EXE, that is, the main procedure.
 export . A function that converts an internal fileto some standard file format for use outside ofan application. Contrast with import.
 Ffield . (1) An identifiable area in a window, suchas an entry field where a user types text. (2) Agroup of related bytes, such as a name oramount, that is treated as a unit in a record.
 file . A collection of related data that is storedand retrieved by an assigned name. A file caninclude information that starts a program(program-file object), contains text or graphics(data-file object), or processes a series ofcommands (batch file).
 focus . Synonym for input focus.
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font palette . A set of fonts that can be used tochange the font of a part in your application’sGUI.
 Ggraphical user interface (GUI). A type of userinterface that takes advantage of high-resolutiongraphics. A graphical user interface includes acombination of graphics, the object-actionparadigm, the use of pointing devices, menubars and other menus, overlapping windows,and icons.
 graphic push button part . A push button,labeled with a graphic, that represents an actionthat will be initiated when a user selects it.Contrast with push button part.
 group box part . A rectangular frame around agroup of controls to indicate that they arerelated and to provide an optional label for thegroup. In VisualAge for RPG, you drag a groupbox part from the parts palette or parts catalogand drop it onto a design window.
 group marker . A mark that identifies a part asbeing the first one in a group. When a usermoves the cursor through a group of parts andreaches the last part, the cursor returns to thefirst part in the group.
 GUI designer . A suite of tools used to createinterfaces by dragging and dropping parts fromthe parts palette to the design window.
 Hhide button . A button on a title bar that a userclicks on to remove a window from theworkplace without closing the window. Whenthe window is hidden, the state of the window,as represented in the window list, changes.Contrast with maximize button and minimizebutton.
 hot-link conversation . In DDE, an automaticupdate of a client program by a server program
 when data changes on the server. Contrast withcold-link conversation.
 IICO. The file extension of an icon file.
 icon . A graphical representation of an object,consisting of an image, image background, anda label.
 icon view . A standard contents view in whicheach object contained in a container is displayedas an icon.
 image part . A part used to display a picture,from a BMP or ICO file, on a window.
 import . A function that converts AS/400 displayfile objects to the appropriate VisualAge for RPGpart. Contrast with export.
 inactive window . A window that can not receivekeyboard input at a given moment.
 index . The identifier of an entry in VisualAgefor RPG parts such as list boxes or combinationboxes.
 information area . A part of a window in whichinformation about the object or choice that thecursor is on is displayed. The information areacan also contain a message about the normalcompletion of a process. See also status bar.
 Information Presentation Facility (IPF) . A toolused to create online help on a programmableworkstation.
 Information Presentation Facility (IPF) file . A filein which the application’s help source is stored.
 INI. The file extension for a file in the OS/2 orWindows operating system containingapplication-specific information that needs to bepreserved from one call of an application toanother.
 input focus . The area of a window where userinteraction is possible from either the keyboardor the mouse.
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input/output (I/O). Data provided to thecomputer or data resulting from computerprocessing.
 IPF. Information Presentation Facility
 item . In dynamic data exchange, a unit of data.For example, the top left cell position in aspreadsheet is row 1, column 1. This cellposition may be referred to as item R1C1.
 Llink event . An event that a target part receiveswhenever the state of a source part changes.
 list box part . A control that contains scrollablechoices that a user can select. In VisualAge forRPG, you can drag the list box part from theparts palette or parts catalog and drop it onto adesign window.
 Mmain procedure . A main procedure is asubprocedure that can be specified as theprogram entry procedure and receives controlwhen it is first called. A main procedure is onlyproduced when creating an EXE. See EXEmodule.
 main source section . In a VisualAge for RPGprogram, the main source section contains allthe global definitions for a module. For acomponent, this section also includes the actionand user subroutines.
 main window . See primary window.
 manipulation button . See mouse button 2.
 maximize button . A button on the rightmostpart of a title bar that a user clicks on to enlargethe window to its largest possible size. Contrastwith minimize button, hide button.
 media panel part . A part used to give the usercontrol over other parts. For example, a media
 panel part can be used to control the volume ofan audio part.
 menu . A list of choices that can be applied toan object. A menu can contain choices that arenot available for selection in certain contexts.Those choices are dimmed.
 menu bar part . The area near the top of awindow, below the title bar and above the restof the window, that contains choices thatprovide access to other menus. In VisualAge forRPG, you can drag a menu bar part from theparts palette or parts catalog and drop it onto adesign window.
 menu item part . A part that is a graphical ortextual item on a menu. A user selects a menuitem to work with an object in some way.
 message . (1) Information not requested by auser but displayed by a product in response toan unexpected event or when somethingundesirable could occur. (2) A communicationsent from a person or program to anotherperson or program.
 message file . A file containing applicationmessages. The file is created from the messagesource file during the build process. See alsobuild.
 message subfile part . A part that can displaypredefined messages or text supplied inprogram logic.
 migrate . (1) To move to a changed operatingenvironment, usually to a new release orversion of a system. (2) To move data from onehierarchy of storage to another.
 MID. The file extension of a MIDI file.
 MIDI file . Musical Instrument Digital Interfacefile.
 minimize button . A button, located next to therightmost button in a title bar, that reduces thewindow to its smallest possible size. Contrastwith maximize button and hide button.
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mnemonic . A single character, within the textof a choice, identified by an underscore beneaththe character. See also mnemonic selection.
 mnemonic selection . A selection techniquewhereby a user selects a choice by typing themnemonic for that choice.
 mouse . A device with one or more pushbuttons used to position a pointer on the displaywithout using the keyboard. Used to select achoice or function to be performed or to performoperations on the display, such as dragging ordrawing lines from one position to another.
 mouse button . A mechanism on a mouse usedto select choices, initiate actions, or manipulateobjects with the pointer. See also mouse button1 and mouse button 2.
 mouse button 1 . By default, the left button on amouse used for selection.
 mouse button 2 . By default, the right button ona mouse used for manipulation.
 mouse pointer . Synonym for cursor.
 multiline edit (MLE) part . A part representingan entry field that allows the user to entermultiple lines of text.
 NNOMAIN module . A module that contains onlysubprocedures. There are no action orstandalone user subroutines in it. A NOMAINmodule is created when the NOMAIN keyword ispresent on the control specification.
 notebook part . A graphical representation of anotebook. You can add notebook pages to thenotebook part and then group the pages intosections separated by tabbed dividers. InWindows 95 or Windows NT, a notebook issometimes referred to as a Windows 95 orWindows NT tab control. See also notebookpage part, notebook page with canvas part.
 notebook page part . A part used to add pagesto a notebook part. See also notebook.
 notebook page with canvas part . A combinationof a notebook page part and a canvas page part.See also notebook, canvas part.
 Oobject . (1) A named storage space thatconsists of a set of characteristics that describeitself and, in some situations, data. An object isanything that exists in and occupies space instorage and on which operations can beperformed. Some examples of objects areprograms, files, libraries, and folders. (2) Avisual component of a user interface that a usercan work with to perform a task. An object canappear as text or an icon.
 object-action paradigm . A pattern forinteraction in which a user selects an object andthen selects an action to apply to that object.
 object-oriented programming . A method forstructuring programs as hierarchically organizedclasses describing the data and operations ofobjects that may interact with other objects. (T)
 object program . A target program suitable forexecution. An object program may or may notrequire linking. (T)
 operating system . A collection of systemprograms that control the overall operation of acomputer system.
 outline box part . A part that is a rectangularbox positioned around a group of parts toindicate that all the parts are related.
 Ppackage . A function used to collect all the partsof a VisualAge for RPG application together fordistribution.
 parts . Objects that make up the GUI of aVisualAge for RPG application.
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parts catalog . A storage space for all of theparts used to create graphical user interfacesfor VisualAge for RPG applications.
 parts palette . A collection of parts that aremost appropriate for building the currentgraphical user interface for an application.When you finish one GUI, you can wipe thepalette clean and add parts from the partscatalog that you require for the next application.
 pop-up menu . A menu that, when requested,appears next to the object with which it isassociated. It contains choices appropriate forthe object in its current context.
 pop-up menu part . A part that, when added toan object on your interface, appears next to theobject with which it is associated whenrequested. You can drag a pop-up menu partfrom the parts palette or parts catalog and dropit onto a design window.
 pop-up window . A movable window, fixed insize, in which a user provides informationrequired by an application so that it cancontinue to process a user request.Synonymous with secondary window.
 primary window . The window in which the maininteraction between the user and the applicationtakes place. Synonymous with main window.
 procedure . A procedure is any piece of codethat can be called with the CALLP operationcode.
 procedure interface definition . A procedureinterface definition is a repetition of theprototype information within the definition of aprocedure. It is used to declare the entryparameters for the procedure and to ensure thatthe internal definition of the procedure isconsistent with the external definition (theprototype).
 programmable workstation (PWS) . Aworkstation that has some degree of processing
 capability and that allows a user to change itsfunctions.
 progress indicator . One or more controls usedto inform a user about the progress of aprocess.
 project . The complete set of data and actionsneeded to build a single target, such as dynamiclink library (DLL) or an executable file (EXE).
 prompt . (1) A visual or audible message sentby a program to request the user’s response. (T)(2) A displayed symbol or message thatrequests input from the user or givesoperational information. The user must respondto the prompt in order to proceed.
 properties notebook . A graphicalrepresentation that resembles a bound notebookcontaining pages separated into sections bytabbed divider pages. Select the tabs of anotebook to move from one section to another.
 prototype . A prototype is a definition of the callinterface. It includes information such as:whether the call is bound (procedure) ordynamic (program); the external name; thenumber and nature of the parameters; whichparameters must be passed; the data type ofany return value (for a procedure).
 pull-down menu . A menu that extends from aselected choice on a menu bar or from asystem-menu symbol. The choices in apull-down menu are related to one another insome manner.
 push button part . A button labeled with textthat represents an action that starts when auser selects the push button. You can drag apush button part from the parts palette or partscatalog and drop it onto a design window. Seealso graphic push button part.
 PWS. Programmable workstation.
 380 VisualAge for RPG

Page 405
                        

Rradio button part . A circle with text beside it.Radio buttons are combined to show a user afixed set of choices from which only one can beselected. The circle is partially filled when achoice is selected. You can drag a radio buttonpart from the parts palette or parts catalog anddrop it onto a design window.
 reference field . An AS/400 database field fromwhich an entry field part can inherit itscharacteristics.
 restore button . A button that appears in therightmost corner of the title bar after a windowhas been maximized. When the restore buttonis selected, the window returns to the size andposition it was in before it was maximized. Seealso maximize button.
 SSBCS . Single-byte character set.
 scroll bar . A part that shows a user that moreinformation is available in a particular directionand can be moved into view by using a mouseor the page keys.
 secondary window . A window that containsinformation that is dependent on information ina primary window, and is used to supplementthe interaction in the primary window. See alsoprimary window. Synonym for pop-up window.
 selection border . The visual border thatappears around a VisualAge for RPG part or acustom-made part, allowing the part to bemoved with the mouse or keyboard.
 selection button . See mouse button 1.
 server . A system in a network that handles therequests of another system, called a client.
 server alias . A name you define that can beused instead of the server name.
 shared component . A component that can beaccessed by more than one project.
 single-byte character set (SBCS) . A characterset in which each character is represented by aone-byte code. Contrast with double-bytecharacter set (DBCS).
 sizing border . The border or frame around apart (or set of parts) that you select to resizethe part (or set of parts) using the mouse or thekeyboard.
 slider part . A visual component of a userinterface that represents a quantity and itsrelationship to the range of possible values forthat quantity. A user can also change the valueof the quantity. You can drag a slider part fromthe parts palette or parts catalog and drop itonto a design window.
 slider arm . The visual indicator in the sliderthat a user can move to change the numericalvalue.
 source directory . The directory in which allsource files for a VisualAge for RPG applicationare stored.
 source part . A part that can notify target partswhenever the state of the source part changes.A source part can have multiple targets.
 spin button part . A type of entry field thatshows a ring of related but mutually exclusivechoices through which a user can scroll andselect one choice. A user can also type a validchoice in the entry field. You can drag a spinbutton part from the parts palette or partscatalog and drop it onto a design window.
 static text part . A part used as a label for otherparts, such as a prompt for an entry field part.
 status bar . A part of a window that displaysinformation indicating the state of the currentview or object. See also information area.
 subfile field . A field used to define fields in asubfile part. See also subfile part.
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subfile part . A part used to display a list ofrecords, each consisting of a number of fields.This part is similar to an AS/400 subfile. Seealso subfile field.
 submenu . A menu that appears from, andcontains choices related to, a cascading choicein another menu. Submenus are used to reducethe length of a pull-down menu or a pop-upmenu. See also submenu part.
 submenu part . A part used to start a submenufrom a menu item or existing menu, or to start apull-down menu from a menu item on a menubar. See also submenu and menu item part.
 subprocedure . A subprocedure is a procedurespecified after the main source section. It musthave a corresponding prototype in the definitionspecifications of the main source section.
 Ttab stop . An attribute used to set a tab stop fora part so that users can focus on it when theyuse the Tab key to move through the interface.
 target part . A part that receives a link eventfrom a source part whenever the state of thesource part changes.
 target directory . The directory in which thecompiled VisualAge for RPG application isstored after a build. Contrast with target folder.
 target folder . The object in which the iconrepresenting a VisualAge for RPG application isplaced.
 target program . The object to be built by theproject, such as a dynamic link library (DLL).
 thread . The smallest unit of operation to beperformed within a process.
 timer part . A part used to track the interval oftime between two events and trigger the secondevent when the interval has passed.
 title bar . The area at the top of each windowthat contains the system-menu symbol.
 tool bar . A menu that contains one or moregraphical choices representing actions a usercan perform using a mouse.
 topic . In dynamic data exchange (DDE), the setof data that is the subject of a DDEconversation.
 tree view . A way of displaying the contents ofan object in a hierarchical fashion.
 Uuser-defined part . A part, consisting of one ormore parts you have customized, that you saveto the parts palette or parts catalog for reuse.When in the palette or catalog, you can drag anddrop this part onto the design window as youwould any other VisualAge for RPG part.
 utility DLL . See NOMAIN module.
 WWAV . The file extension of a wave file.
 wave file . A file used for audio sounds on awaveform device.
 window part . An area with visible boundariesthat represents a view of an object or with whicha user conducts a dialog with a computersystem. You can drag a window part from theparts palette or parts catalog and drop it ontothe project window.
 window with canvas part . A combination of thewindow part and the canvas part. See alsowindow part and canvas part.
 work area . An area used to organize objectsaccording to a user’s tasks. When a user closesa work area, all windows opened from objectscontained in the work area are removed fromthe workplace.
 workstation . A device that allows a user to dowork. See also programmable workstation.
 382 VisualAge for RPG

Page 407
                        

List of Abbreviations
 CCSID coded character setidentifier
 CL command language
 CODE cooperativedevelopmentenvironment
 DDL dynamic link library
 DDM distributed datamanagement
 DDS data descriptionspecifications
 EXE executable
 GUI graphical user interface
 IBM International BusinessMachines Corporation
 ILE integrated languageenvironment
 IPF information presentationfacility
 ITSO International TechnicalSupport Organization
 LPEX live parsing editor
 NLS national languagesupport
 ODP open data path
 PWS programmableworkstation
 RPG report programgenerator
 SFL subfile
 SQL structured querylanguage
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Index
 Aabbreviations 383accessing AS/400 objects 11acronyms 383action
 project 4quick access 8
 action link 302action subroutine
 adding code 243creating 229event 244sharing ODP 47
 activation group, default 41alignment, parts 280ambiguous cursor 90application
 abnormal termination 41bar 204binding procedure 128building 254client/server 3commitment control 57components 49dead-lock 50debugging 309development environment 4event-driven method 246help 320local file 65local programs 108lock wait 49message subfile 146modal message 141multilanguage 188NLS 171organizing 4packaging 201project structure 193record blocking 59rollback 57running 256
 application (continued)testing 297utility DLL 122
 AS/400accessing objects 11active debug server 15client/server 3commands 104database files 33debugger port 17default server 34defining file 319defining server 273exception 105executing remote commands 44field reference file 271file operation codes 37host name 15logon 273multiple servers 35remote file 34server logon 273specifying host name 15
 ASCII conversion 39, 64asynchronous call 100attribute, setting 246authority, debugger 14avoiding compile errors 11
 Bbackup 201bibliography 367breakpoint
 conditional 30deleting 25from/to/every clause 30line 26list 25optimized code 19restoring 21setting 12, 26, 310watch 26
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buildapplication 254nonvisual component 210options 40, 85, 196, 255
 Ccache
 refreshing 40using 40
 call stack 12, 24, 25, 30CCSID 39, 46changing record format 36character
 array 29pointers 29
 client/serverbuilding applications 3description 3
 codegenerating 3language independent 175optimized 19prompting 10readability 10testing 4
 column headings 180command
 DSPDBGWCE 28ENDDBG 14ENDDBGSVR 15ENDSRVJOB 14IDEBUGAS 19LPEX 247OPNDBF 41OPNQRYF 46OVRDBF 41, 44RCLRSC 41STRCMTCTL 56STRDBG 14STRDBGSVR 15STRSRVJOB 14submitting 104
 commitment controldescription 55disabling 37switch 58
 compileravoiding errors 11description 11function naming 131ILE 18listing 295OPM 19prototype 113reducing time 40refreshing cache 40
 componentattribute values 323customizing 258file lock 49monitoring event 323nonvisual 209packaging 202project structure 193reference part 323sharing 216
 condition, watch 27conditional breakpoint 30configuration, parts palette 9confirmation message 138connecting to database 74constant
 *START 39*STOP 39NLS 174procedure prototype 117
 containeradding record 337changing view 338column headings 180views 333
 context-sensitive help 153cooperative debugger 13cursor
 ambiguous 90declaring 78isolation level 90positioning 299read-only 89stability 89
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Ddata area
 data structure 93defining 91reading and writing 92releasing lock 92
 data queue, using 101data representation, default 29data structure 93database
 accessing 33binding 87commitment control 55connecting 74cursor 78DDM 40exception handling 60file, renaming 34journal 55keyed file 38ODP 41operation codes 37overriding file 44read-only cursor 89record I/O 33record lock duration 51record locking 49SQL 70
 DDMcommitment control 56job log 41runtime 40sharing ODP 43
 dead-lock 50debug server
 port 15router 15starting 13, 15
 debuggerapplication 309AS/400 port 17breakpoint 25call stack 24client 14cooperative 13description 12
 debugger (continued)directory path 22ending session 22environment variables 13, 16evaluating stop conditions 30from/to/every clause 30languages 17limits 30module 18, 23module naming 29monitor 25multiple statements 28optimized code 19performance 29port 13preparing 13program exception 24required authorities 14restoring windows 21running program 24search paths 17service table 14session control 25, 309source view 309starting 19step 24supported code 28TCP sockets 14tool buttons 24
 debuggingC + + constructors 22job 20
 declaring cursor 80Dedicated Service Tool 28default activation group 41default data representation 29default exception handler 60defining message 139direct editing 235disabling commitment control 37display file, importing 217Distributed Data Management
 See DDMDLL
 binding 128directory 132target program 4
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DLL (continued)utility 122
 dynamic link librarySee DDL
 dynamic SQL 83
 EEBCDIC conversion 39embedded SQL 71end-of-file indicator 38ending debug 14environment variable 15error logging 11event
 action subroutine 244component reference part 323linking 246redirecting 159
 exceptionhandling 60, 98, 105, 299resuming 62SQL 80
 executable file 4expression
 changed 26evaluations 29monitoring 29
 externaldescription 33procedure 122
 Ffield
 changing size 285headings 272hidden 324reference file 271
 figurative constants 39file
 /COPY 126closing 37commit 38DDM 40dead-lock 50defining 33
 file (continued)description specifications 33display 217exception handling 37, 60executable 4external description 33field reference 271full-procedural 33help 188keyed 38library list 34local 64lock wait 49locking 49locking conflicts 49multiple AS/400 servers 35multiple views 11name 65nonshared open 42ODP 41open for update 50operation codes 37organizing 4overriding 44overriding member 35positioning 42project 194random retrieval 37read without locking 53record blocking 59record lock 50relative record number 66REMOTE keyword 34rereading record 54RST 36runtime 195sequential 64sharing ODP 42sorting records 82switching off commitment control 58user open 45
 finding source code 22fonts 266format, import 221from/to/every clause 30
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full-procedural 33function
 C + + 133foreign DLLs 131naming consideration 131prototyping 131
 Ggenerating RPG code 3glossary 373GUI
 building 233events 3
 GUI designercomponents 231description 5preferences 258starting 230
 Hhelp
 building file 188context-sensitive 153embedded image 163highlighting 156hypertext link 161IPF 153language-sensitive 11project organizer 5push button 159second-level 166symbols 161table of contents 164text 186
 hexadecimal pointers 29hidden field 324host name, AS/400 15host variables 71hover-help 8hypertext link 161
 IICCASDEBUGHOST 15
 identifying shared ODP 42ILE 18importing display file 217INFDS 37INFSR 37, 49, 61Internet
 ITSO xixIPF
 default header 154help 153
 isolation level 89ITSO
 FTP server xxInternet xixredbooks home page xixWorld Wide Web xix
 Jjob
 debugging 20file lock 49log 41
 journaling 55
 Kkeyed database file 38keyword, REMOTE 34
 Llabel
 changing 235NLS 171substitution 172
 language-sensitive help 11line
 breakpoint 26types 249
 literal, NLS 174local
 file 64programs 108variables 25
 locating source code 22
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lockcommitment control 57conflicts 49data area 92duration 51exclusive-read 92level 57read for update 51rereading record for update 54state 49, 50wait 49
 logging, errors 11LPEX
 command 247context-sensitive help 154description 10format lines 252sequence numbers 248token highlighting 248
 Mmanaging projects 193mapping network services 14member, overriding default 35menu bar, description 7, 231menu, pop-up 329message
 adding 146application modal 141as label 150buttons 137confirmation 138defining 139definition name 142displaying 141handling 306ID 142in source 137inquiry 145multiple 145NLS 175replacement variable 142return code 138second-level help 166style 137subfile 145
 message (continued)substitution 307text substitution 143versions 177
 migration, GUI 217module
 compiliing 18debugger 23naming 29
 monitoringdebugger 25enabled windows 29expression 29variables 12windows 29
 multilanguage application 188multiple statements on line 28multiple watch conditions 27
 Nnational language support
 See NLSnetwork services, mapping 14NLS
 column headings 180constant 174developing for 171help text 186label 171label substitution 172literal 174messages 139messages as labels 150multilanguage application 188subfile 180using messages 175
 nonvisual component 209notebook
 creating 330properties 234
 null-terminated string 133
 OODP
 dead-lock 50
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ODP (continued)description 41lock state 50read for update 51scope 41sharing 42
 open data pathSee ODP
 open query file 46OPM 19optimization level 19optimized code, debugger 19organizer, project 4organizing applications 4organizing files 4override scope 45overriding
 database file 44default member 35
 Ppackaging utility 214palette, customizing 261parameter
 list 97null-terminated string 133passing 97procedure 115
 partaligning 267alignment 280component reference 323container 333packaging 214properties 234removing window 209resource identifier 158restoring position 281sharing 214sizing 280spacing 280template 233user-defined 214
 parts catalog 5, 9, 214parts palette 5, 8, 9, 233
 passing parameter 97performance
 character array 29conditional breakpoint 30debugger 29default data representation 29expression complexity 29file placement 30hexadecimal pointers 29monitor windows 29number of watches 30optimization level 19PC files 30record blocking 59representing structures 29searching strings 30source member 30step 29string 29
 pointerperformance 29procedure 132
 pop-up menu, creating 329procedure
 binding 128call stack 24constant reference 117external 122finding 30interface 126invocation 126invoked within expression 121parameter 115pointer 132prototyping 113return value 119stepping over 24, 28variable 114
 production file, updating 17profile information 20program
 asynchronous call 100calling 95current position 25dead-lock 50debugger exception 24defining message text 308
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program (continued)dynamic specification 108extension 108ILE 18local 108locating 97monitor 25monitoring exceptions 99passing parameter 97profile information 20prototype 108renaming database file 34running 25sharing ODP 43stepping through 28synchronous call 108variable 336watch 25
 projectactions 4adding component 313adding logic 290adding new window 270building 255changing type 206creating 193customizing view 258hierarchies 4IVG file 195managing 193organizer 4organizer help 5resource identifier 158RST file 36runtime 195saving 242source files 194structure 193utilities 197view 6, 233window 5
 prompting 10properties notebook 234prototype defining 108prototyping, function 131
 prototyping, procedure 113PTF, shared ODP 43
 QQCMDDDM 44QCMDEXC 69, 104
 Rread-only cursor 89reclaim resources 41record
 adding to container 337blocking 59, 89changing format name 36CRLF 64database 33dead-lock 50deleting 38fixed length 64format 36length 64length, source files 31lock duration 51locking 42, 49, 50random retrieval 66read for update 51read into subfile 39read without locking 53reading 38rereading 54selecting from subfile 318sorting 82
 redirecting event 159reducing compile time 40reference field, defining 315reference file 271refreshing cache 40register 12REMOTE keyword 34removing default window 209repeatable read 90replacement variable 142resource identifier 158resuming exception 62
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return code, message 138return value 119REXX, calling 112rollback 57RPG code generating 3RPG file operations 11RPGIV language 247RST file 36, 97runtime
 error 299files 195
 Ssamples xxscreen layout, creating 8second-level help 166sequence numbers 248service job 14, 39service table, debugger 14session control 25setting breakpoints 12shared ODP 42sharing part 214sockets programming services 15sorting records 82source
 embedding SQL 71file record length 31language independent 175line types 249locating 22member, performance 30message 137project 194
 source codeC + + 22OPM languages 23
 SQLconnecting to database 74cursor 78data type 72dynamic 83embedding 71exceptions 80host variables 71package 87
 SQL (continued)record blocking 89sorting records 82support 70type mapping 72
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